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Preface

This book teaches you how to take advantage of the new benefits of containerization
systems such as Docker, Kubernetes, Docker Swarm, and Docker UCP, without
losing the panoptical power of proper configuration management. You will learn to
integrate your containerized applications and modules with your Puppet workflow.

What this book covers

Chapter 1, Installing Docker with Puppet, covers how to create a development
environment with Docker using Puppet. We will look at how to install Vagrant and
VirtualBox. Then, we will look at Puppet Forge and how to search for modules and
their dependencies. We will briefly touch upon r10k to be our transport mechanism
from the Puppet Forge to our environment. Then, we build our environment

with Puppet.

Chapter 2, Working with Docker Hub, covers a lot about the Docker Hub ecosystem:
what are official images, how automated builds work, and of course, working
with images in three different ways.

Chapter 3, Building a Single Container Application, contains our first Puppet module to
create a Docker container. In this chapter, we will look at writing rspec-puppet unit

tests to make sure that our module does what it's meant to do. We will know how to
map our Puppet module dependencies with our metadata.json and fixtures.yml
files.

Chapter 4, Building Multicontainer Applications, introduces Docker Compose. We will
look at the docker-compose .yaml file construct. We will then take that knowledge
and create a Puppet template (. erb file) and wrap that into a module. We will also
touch on the Docker Compose functionality that will let us scale containers.

[v]
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Chapter 5, Configuring Service Discovery and Docker Networking, introduces two very
important topics when working with containers. First, we will look at service
discovery, what it is, why do we need it, and lastly, the different types of service
discovery.

Chapter 6, Multinode Applications, introduces all the skills that you've learned in the
book so far. We are really going to step it up a notch. In this chapter, we are going
to deploy four servers, and we are going to look at how to Consul cluster. In this
chapter, we are going to look at the two ways to network our containers. Firstly,
using the stand host IP network, that our Consul cluster will communicate on.

We will also install the ELK (Elasticsearch, Logstash, and Kibana) stack.

Chapter 7, Container Schedulers, covers container schedulers such as Docker Swarm
and Kubernetes. Then, we will build a dev environment containing four servers,
three cluster nodes, and a master. We will also build a Docker network and service
discovery framework.

Chapter 8, Logging, Monitoring, and Recovery Techniques, will take the environment that
we created in the last chapter and add monitoring, logging, and recovery techniques
to it. This will make our applications robust and ready for production.

Chapter 9, Best Practices for the Real World, focuses more on the best practices for
deploying Puppet itself within a containerized environment using all the new skills
that you learned in the previous chapters. By the end of this journey, readers will be
able to master Puppet and Docker and apply them in the real world.

What you need for this book

For this book we need Intel i5 or above, 8 GB of ram (16 preferable), 50 GB of free
disk space, and any OS that can run Vagrant.

Who this book is for

This book is designed for system administrators who are looking to explore
containerization. Intermediate experience and expertise of Puppet is presumed.

[vil
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Conventions

In this book, you will find a number of text styles that distinguish between different
kinds of information. Here are some examples of these styles and an explanation of
their meaning.

Code words in text, database table names, folder names, filenames, file extensions,
pathnames, dummy URLSs, user input, and Twitter handles are shown as follows:
"The other change that we have made to the servers.yaml file is we have added
entries to the /etc/hosts directory."

Any command-line input or output is written as follows:

command: -server --client 0.0.0.0 --advertise <%= @consul_advertise
%> -bootstrap-expect <%= @consul bootstrap expect %>

New terms and important words are shown in bold. Words that you see on the
screen, for example, in menus or dialog boxes, appear in the text like this: "The next
thing we need to do is click on the Create button."

%ii‘ Warnings or important notes appear in a box like this.

a1

~Q Tips and tricks appear like this.

Reader feedback

Feedback from our readers is always welcome. Let us know what you think about
this book —what you liked or disliked. Reader feedback is important for us as it helps
us develop titles that you will really get the most out of.

To send us general feedback, simply e-mail feedbackepacktpub. com, and mention
the book's title in the subject of your message.

If there is a topic that you have expertise in and you are interested in either writing
or contributing to a book, see our author guide at www.packtpub.com/authors.
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Customer support

Now that you are the proud owner of a Packt book, we have a number of things to
help you to get the most from your purchase.

Downloading the example code

You can download the example code files for this book from your account at
http://www.packtpub.com. If you purchased this book elsewhere, you can visit
http://www.packtpub.com/support and register to have the files e-mailed directly
to you.

You can download the code files by following these steps:

Log in or register to our website using your e-mail address and password.
Hover the mouse pointer on the SUPPORT tab at the top.

Click on Code Downloads & Errata.

Enter the name of the book in the Search box.

Select the book for which you're looking to download the code files.
Choose from the drop-down menu where you purchased this book from.
Click on Code Download.

N oGk

Once the file is downloaded, please make sure that you unzip or extract the folder
using the latest version of:

*  WIinRAR / 7-Zip for Windows

* Zipeg / iZip / UnRarX for Mac

» 7-Zip / PeaZip for Linux

Downloading the color images of this book

We also provide you with a PDF file that has color images of the screenshots/diagrams
used in this book. The color images will help you better understand the changes in

the output. You can download this file from http: //www.packtpub.com/sites/
default/files/downloads/PuppetforContainerization ColorImages.pdf.

[ viii ]
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Preface

Errata

Although we have taken every care to ensure the accuracy of our content, mistakes
do happen. If you find a mistake in one of our books —maybe a mistake in the text or
the code —we would be grateful if you could report this to us. By doing so, you can
save other readers from frustration and help us improve subsequent versions of this
book. If you find any errata, please report them by visiting http://www.packtpub.
com/submit-errata, selecting your book, clicking on the Errata Submission Form
link, and entering the details of your errata. Once your errata are verified, your
submission will be accepted and the errata will be uploaded to our website or added
to any list of existing errata under the Errata section of that title.

To view the previously submitted errata, go to https://www.packtpub.com/books/
content/support and enter the name of the book in the search field. The required
information will appear under the Errata section.

Piracy

Piracy of copyrighted material on the Internet is an ongoing problem across all
media. At Packt, we take the protection of our copyright and licenses very seriously.
If you come across any illegal copies of our works in any form on the Internet, please
provide us with the location address or website name immediately so that we can
pursue a remedy.

Please contact us at copyright@packtpub.com with a link to the suspected
pirated material.

We appreciate your help in protecting our authors and our ability to bring you
valuable content.

Questions

If you have a problem with any aspect of this book, you can contact us at
questions@packtpub.com, and we will do our best to address the problem.

[ix]


http://www.packtpub.com/submit-errata
http://www.packtpub.com/submit-errata
https://www.packtpub.com/books/content/support
https://www.packtpub.com/books/content/support




Installing Docker with Puppet

In this chapter, we will be setting up our development environment so that we can
develop our first container application. To do this, we will use Vagrant. In our first
topic, we will look at how to install Vagrant. We will look at how a Vagranttfile is
constructed using Puppet as the provisioner. We will also look at how to get Puppet
modules from the Puppet Forge using a puppetfile and r10k. In the last topic, we will
install Docker on a Centos 7 box with Puppet. The following are the topics that we
will cover in this chapter:

* Installing Vagrant

* Anintroduction to Puppet Forge

* Installing Docker

Installing Vagrant

You may ask, why are we using Vagrant for our development environment?

Vagrant is a must-have for Puppet development. The idea that you can spin up
environments for development locally in minutes was a revolution in Vagrant's
early releases. The product has now grown in leaps and bounds, with multiple
provisioners such as Chef and Salt. Paired with multiple virtualization backends
such as VirtualBox, VMware Workstation/Fusion, KVM, and we are going to use
VirtualBox and Puppet as your provisioner.

[11]




Installing Docker with Puppet

The installation

Let's install Vagrant. Firstly, we will need our virtualization backend, so let's
download and install VirtualBox. At the time of writing, we use VirtualBox 5.0.10
r104061. If that's outdated by the time you read this book, just grab the latest version.

You can download VirtualBox from https://www.virtualbox.org/wiki/
Downloads. Choose the version for your OS, as shown in the following screenshot:

Download VirtualBox

Here, you will find links to VirtualBox binaries and its source code.

VirtualBox binaries
By downloading, you agree to the terms and conditions of the respective license.

« VirtualBox platform packages. The binaries are released under the terms of the GPL version 2.
VirtualBox 5.0.10 for Windows hosts - x86/amdé4

VirtualBox 5.0.10 for OS X hosts —amd64

VirtualBox 5.0.10 for Linux hosts

VirtualBox 5.0.10 for Solaris hosts *amd64

o
o
o
o

Once the package is downloaded, follow the given installation process for your OS.

VirtualBox

Follow these steps to install Vagrant on Mac OSX:

1. Go to your Downloads folder and double-click on VirtualBox.xxx.xxx.dmg.
The following installation box will pop up:

1 Double click on this icon:

VirtualBox.pkg

UserManual.pdf

Run the VirtualBox application
from the Applications Folder:

)
Applications

VirtualBox_Uninstall.tool

[2]
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Chapter 1

Then, click on VirtualBox.pkg. Move on to the next step, as shown in the
following screenshot:

This package will run a program to
= determine if the software can be installed.

o Introducti = To keep your computer secure, you should only run
programs or install software from a trusted source. If

Destinatio| you're not sure about this software’s source, click installer w,|||||
| Cancel to stop the program and the installation. pW, you wi
Installatiof g systems
ST feature set
Installatiol Cancel ontinue
Summary r >
|

The installer will then check whether the software is compatible with the Mac
OSX version.

[31]



Installing Docker with Puppet

3. After this, click on Continue. Once the check is successful, we can move on to
the next step:

Standard Install on “Macintosh HD*

. This will take 174.8 MB of space on your computer.
@ Introduction P Y P

» Destination Select Click Install to perform a standard installation of this software

; for all users of this computer. All users of this computer will be
¢ Installation Type /7] able to use this software.

Installation

Summary

i

» _
WJf
\\& Change Install Location...

Customize Go Back Install

4. We then choose the default location for the installation and click on Install.

5. Then, enter your admin password and click on Install Software:

Standard Install on “Macintosh HD*

@ Introductior

® DeclinatSy . Installeris trying to install new software. Type Br,
© Installation . your password to allow this.
Installation L‘
Summary Username: Scott Coulton
Password:

Cancel Install Software

\\/ Change Install Location...

Customize Go Back m

[4]




Chapter 1

The installation is now complete. The following screenshot shows what the screen

looks like after completing the installation:

The installation was i successfully.

Introduction
Destination Select
Installation Type -,

Installation
Summary The installation was successful.
The software was installed.
.

‘\j

Now that we have the virtualization backend, we can install Vagrant:

DOWNLOAD VAGRANT

Below are the available downloads for the latest version of Vagrant (1.7.4). Please

download the proper package for your operating system and architecture.

You can find the SHA256 checksums for Vagrant 1.7.4 online and you can verify

the checksums signature file which has been signed using HashiCorp's GPG key.

You can also download older versions of Vagrant from the releases service.

& MAC OS X

Universal (32 and 64-bit)

=
- WINDOWS

Universal (32 and 64-bit)

J4™% DEBIAN

32-bit | 64-bit

=i, CENTOS

N . .
! 32-bit | 64-bit

[51]



Installing Docker with Puppet

. At the time of writing this book, we are going to use Vagrant 1.7.4; if that
is no longer the latest version, please grab the latest one. You can find this
L version of Vagrant at https://www.vagrantup.com/downloads.

html. Again, download the installation package for your OS.

Vagrant

Here, we are just going to complete a standard installation. Follow these steps to
do so:

1. Go to the folder in which you downloaded vagrant.1.7.4.dmg and double-
click on the installer. You will then get the following pop up:

Vagrant.pkg

TOOL

uninstall.tool

VAGRANT

2. Double-click on vagrant . pkg.

[6]
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3. Then, in the next dialogue box, click on Continue:

Welcome to the Vagrant Installer

Introduction software.

You will be guided through the steps necessary to install this

Continue

4. Then, click on the Install button:

Standard Install on “Macintosh HD”

. This will take 227.4 MB of space on your computer.
Introduction 15w P you pu

Destination Select

on the disk "Macintosh HD".
Installation Type

Summary

Go Back

Click Install to perform a standard installation of this software

Change Install Location...

Install

[71



Installing Docker with Puppet

5. Enter your admin password in the given field:

Introduction = Installer is trying to install new software. Type
. your password to allow this.
Destination ¢ I _-I-
Installation T
Username: Scott Coulton
» Installation

Simmar] Password: |

Cancel

6. Once the installation is complete, open your terminal application. In the
command prompt, type vagrant. After this, you should see the following
screenshot:

The installation was completed successfully.

Introduction
Destination Select
Installation Type
Installation

Summary The installation was successful.

The software was installed.

Close

[8]
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Vagrantfile

Now that we have a fully working Vagrant environment, we can start with and look
at how Vagrant works and how we are going to provision our machines. As this
book is not about Vagrant, we won't be writing a Vagrantfile from scratch. Instead, I
have created a Vagrantfile that we will be using throughout the book:

[scottcoulton@Scotts-MacBook-Pro] ~

08:18 $ vagrant

Usage: vagrant [options] <command> [<args>]

-v, --version
-h, --help

Common commands :
box
connect
destroy
global-status
halt
help
hosts
init
login
oscar
package
pe-build
plugin
provision
push
rdp
reload
resume
scp
share
ssh
ssh-config
status
suspend
up
vbguest
version

Print the version and exit.
Print this help.

manages boxes: installation, removal, etc.

connect to a remotely shared Vagrant environment

stops and deletes all traces of the vagrant machine

outputs status Vagrant environments for this user

stops the vagrant machine

shows the help for a subcommand

Information about hostnames managed by the vagrant-hosts plugin
initializes a new Vagrant environment by creating a Vagrantfile
log in to HashiCorp's Atlas

packages a running vagrant environment into a box

Commands related to PE Installation

manages plugins: install, uninstall, update, etc.

provisions the vagrant machine

deploys code in this environment to a configured destination
connects to machine via RDP

restarts vagrant machine, loads new Vagrantfile configuration
resume a suspended vagrant machine

copies data into a box via SCP

share your Vagrant environment with anyone in the world
connects to machine via SSH

outputs OpenSSH wvalid configuration to connect to the machine
outputs status of the vagrant machine

suspends the machine

starts and provisions the vagrant environment

prints current and latest Vagrant version

For help on any individual command run “vagrant COMMAND -h*

Additional subcommands are available, but are either more advanced
or not commonly used. To see all subcommands, run the command
“vagrant list-commands”.

You can download or Git pull the repo from https://github.com/
A scotty-c/vagrant-template.

[o]
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Let's look at the Vagrantfile construct:

"

Vagrant. require_version
VAGRANTFILE_API_VERSION

require 'yaml'
servers = YAML.load_file('servers.yaml')
Vagrant. configure(VAGRANTFILE_API_VERSION) do |config|

servers.each do |servers|
config.vm.define servers['name"] do |srv|
srv.vm.hostname = servers["name"]
srv.vm.box = servers["box"]

srv.vm.network “private_network", ip: servers["ip"]

servers["forward_ports"].each do |port]|
srv.vm.network : ] t, . port["guest"], | : port["host"]
end

srv.vm.provider : do |v|
v.cpus = servers["cpu"]
v.memory = servers["ram"]

end
srv.vm.synced_folder "./",

servers["shell_commands"].each do |sh|
srv.vm.provision "shell", inline: sh["shell"]
end

srv.vm.provision t do |puppet]|
puppet.temp_dir = "/tmp"
puppet.options = ['—modulepath=/tmp/modules’, '—-verbose']
puppet.hiera_config_path = "hiera.yaml"

end
end
end
end

[10]
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As you can see from the preceding screenshot, the Vagrantfile is actually a Ruby file.
As it is Ruby, it opens up a world of opportunities for us to make our code elegant
and efficient. So, in this Vagrantfile, we have extracted all the low-level configurations
and replaced them with a few parameters. Why are we doing this? The reason is to
split up our logic from our configuration and also iterate our configuration in order

to stop replication of our code. So, where is all the configuration stored? The answer
is in the servers.yanl file. This is where we set the vagrant box that we want to
deploy, the number of CPUs for the box, the internal network's IP, the hostname, the
forwarded ports between the guest and host, and the RAM and shell provider for bash
commands that we need to get the environment ready for Puppet to run, for example,
downloading modules and their dependencies from the Puppet Forge:

puppetlabs/centos-7.0-64-puppet-enterprise

true'}

1
11 -—-verbose' }

The benefit of this approach is also that any developer using a Vagrantfile does not
need to actually modify the logic in the Vagrantfile. They only need to update the
configuration in servers.yaml. As we go through the book, we will work with the
other files in the repository, such as Puppetfile, hieradata, and manifests. Now
that we have set up our Vagrant environment, let's look at how to get our Puppet
modules from the Puppet Forge.

Welcome to the Puppet Forge

In this topic, we will look at how to find modules from the Puppet Forge. Then, we
will see how to pull them with their dependencies using a puppetfile and r10k. This
will set us up for our last topic, Installing Docker with Puppet.

The Puppet Forge

One of the great things about puppetlabs and their products is the community. If you
ever get a chance to attend PuppetConf or a Puppet Camp, depending on where you

live, I would really recommend you to attend it. There will be a wealth of knowledge
there and you will meet some really great people.

[11]



Installing Docker with Puppet

The Puppet Forge is a website that puppetlabs runs. It is a place where other Puppet
developers publish modules that are ready to use. You might be asking, what about
GitHub? Can't you get modules from there? Yes, you can. The difference between the
Puppet Forge and GitHub is that the Puppet Forge is the stable, releasable version of
the module, whereas GitHub is the place to contribute to the module, that is, a place
to create pull requests.

[ % You can find the Puppet Forge at https: //forge.puppetlabs.com/. ]

The following screenshot shows the home page of Puppet Forge:

OpanSeurca Projects  Doss  Sepport At BugTracksr  Secunty  Puppet Labs

/\puppet

mr-ge

Puppet Supported

Welcome to the Puppet Forge

iy Gr Coemmunity far B

A repository of modules wr

Writing Great Modules

o . Learn mere | View all
Read the Docs

Puppet Approved

Learn mere | View all

Papular Searches

Authors: Add com ik

e with their Puppet vérfiond and

Now that we have been introduced to the Puppet Forge, let's use it to find our
Docker module that we will be using to build our environment.

We are going to use the garethr/docker Docker module, which you can
o find at https://forge.puppetlabs.com/garethr/docker.
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Now that we have selected our module, we can move on to setting up our puppetfile:

Open Source Projects Dot Support  Ask  Bug Tracker  Security  Puppet Labs

/A puppet

forge

Lk

Use this command to install the latest compatible version:

puppet module instoll garethr-docker

Quality Score 5.0

Community Rating 43

Tellus about this module

& 126,494

Creating our puppetfile

In the previous topic, we cloned our Vagrant template using Git. In that repo, there
is also a puppetfile. A puppetfile is used as a control file for our modules. It will
list all the modules that we need (in this instance, just to install Docker). r10k will
then reference the puppetfile and pull the modules from the Puppet Forge into our

environment's directory.

As modules have dependencies, we need to make sure that we capture them in our
puppetfile. For the Docker module, we have three dependencies: puppetlabs/stdlib
(>=4.1.0), puppetlabs/apt (>= 1.8.0 <= 3.0.0), and stahnma/epel (>= 0.0.6), as shown

in the following screenshot.

Now, we know all the modules that we need to build a Docker environment. We just

need to add them to our puppetfile.
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The following screenshot is an example of what the puppetfile should look like:

Open Sousce Projects  Docs  Support  Ask  Bug Tracker  Security  Puppet Labs

/\ puppet

forge

Quality Score 50

Community Rating 43

Tell us about this module

Use this command to install the Latest compatible version:
& 72 W——
puppet module install gorethr-docker < 228,494 . . o
Wersion 5.0.0 released Dec 19th 2015 Selsct anathes refease: 6.00 [ Downlos:

Dependencies

Now, when we run vagrant up, r10k will pull the modules from the Puppet Forge.
We invoke r10k on line 13 of servers.yaml with the r10k puppetfile install—
verbose command. The following screenshot shows the output of this command:

equire "socket"
$hostname = Socket.gethostname

rec

yrge. puppetlabs. com’

> Updating module /tmp/modules/stdlib
-> Updating module /tmp/modules/apt
-> Updating module /tmp/modules/epel
-> Updating module /tmp/modules/docker

Now that we have our puppetfile set up, we can install Docker.
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Installing Docker

In this topic, we will put together all the configuration from our Vagrant repo and
knowledge of the Puppet Forge to create the Docker environment.

Setting our manifests

The first thing that we need to do to install Docker is set our manifest to include the
Docker class on our node. To do this, let's go to our Vagrant repo. In the repo, there
is a file in the manifests directory called default.pp. We need to edit the file to
include the Docker class node 'node-01' { include docker}. We can now save
the file, and we are ready to run our environment.

The first step is to open our terminal and change to root of the Vagrant repo.
Then, we need to enter the vagrant up command:

[scottcoulton@Scotts-MacBook-Pro] ~/Documents/Local Dev/Vagrant Builds/My book [n

14:50 $ vagrant up ||

This will now provide us with our CentOS 7 box. Install r10k and then run Puppet
and apply the Docker class. This will take about 4 minutes depending on your laptop
and network connection. If the box was provisioned successfully, you will see the
following output:

: Running Puppet with default.pp...

: Notice: Compiled catalog for localhost in environment production in ©.99 seconds
: Notice: /Stage[main]/Docker: :Repos/Yumrepo[docker]/ensure: created

: Notice: /Stage[main]/Docker::Install/Package[docker]/ensure: created
: Notice: /Stage[main]/Docker: :Service/File[/etc/sysconfig/docker-storage-setup]/ensure: created

: Notice: /Stage[main]/Docker: :Service/File[/etc/systemd/system/docker.service.d]/ensure: created
: Notice: /Stage[main]/Docker: :Service/File[/etc/systemd/system/docker.service.d/service-overrides.conf]/ensure: created

: Notice: /Stage[main]/Docker: :Systemd_reload/Exec[docker-systemd-reload]: Triggered "refresh' from 1 events
: Notice: /Stage[main]/Docker: :Service/File[/etc/sysconfig/docker]/ensure: created

: Notice: /Stage[main]/Docker: :Service/File[/etc/sysconfig/docker-storage]/ensure: created

: Notice: /Stage[main]/Docker: :Service/Service[docker]/ensure: ensure changed 'stopped' to 'running'
==> node-01:
=> node-@1: Notice: Finished catalog run in 22.35 seconds

We can also verify that the Docker installation was successful by logging in to

the box via SSH. We will do that with the vagrant ssh command. Once we are in,
we will sudo up to root (sudo -1i). Now, let's just check whether Docker is installed
with the docker command.
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You will see the following output on the terminal:

LY U T R Dk P Sud b

[root@node-01 ~J# docker

Usage: docker [OPTIONS] COMMAND [arg...]
docker daemon [ --help | ... ]
docker [ --help | -v | --version ]

A self-sufficient runtime for containers.
Options:

--config=~/.docker Location of client config files

, —-debug=false Enable debug mode
--disable-legacy-registry=false Do not contact legacy registries
-H, --host=[] Daemon socket(s) to connect to
-h, --help=false Print usage

s —-log-level=info Set the logging level
--tls=false Use TLS; implied by --tlsverify
--tlscacert=~/.docker/ca.pem Trust certs signed only by this CA
=--tlscert=/.docker/cert.pem Path to TLS certificate file
--tlskey=~/.docker/key.pem Path to TLS key file
--tlsverify=false Use TLS and verify the remote
-v, --version=false Print version information and quit

Commands :
attach Attach to a running container
build Build an image from a Dockerfile
commit Create a new image from a container's changes
cp Copy files/folders between a container and the local filesystem
create Create a new container
diff Inspect changes on a container's filesystem
events Get real time events from the server
exec Run a command in @ running container
export Export a container's filesystem as a tar archive
history Show the history of an image
images List images
import Import the contents from a tarball to create a filesystem image
info Display system-wide information
inspect Return low-level information on a container or image
kill Kill a running container
load Load an image from a tar archive or STDIN
login Register or log in to a Docker registry
logout Log out from a Docker registry
logs Fetch the logs of a container
network Manage Docker networks
pause Pause all processes within a container
port List port mappings or a specific mapping for the CONTAINER
ps List containers
pull Pull an image or a repository from a registry
push Push an image or a repository to a registry
rename Rename a container
restart Restart a container
Remove one or more containers
Remove one or more images
Run a command in a new container
save Save an image(s) to a tar archive
search Search the Docker Hub for images
start Start one or more stopped containers
stats Display a live stream of container(s) resource usage statistics
stop Stop a running container
tag Tag an image into a repository
] Display the running processes of a container
unpause  Unpause all processes within a container
version Show the Docker version information
volume Manage Docker volumes
wait Block until a container stops, then print its exit code

Run 'docker COMMAND --help' for more information on a command.
[root@node-01 ~]# ||
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Summary

In this chapter, we covered how to create a development environment with Docker
using Puppet. We looked at how to install Vagrant and VirtualBox. Then, we looked
at the Puppet Forge, how to search for modules and their dependencies. We then
took the dependencies and mapped them to a puppetfile. We briefly touched on
r10k, which is our transport mechanism from the Puppet Forge to our environment.
Then, we built our environment with Puppet.

In the next chapter, we'll take a look at how to access Docker Hub and pull
public images.

[17]






Working with Docker Hub

In this chapter, we will look at Docker Hub, what it is, how to sign up for an account,
how to pull an image, how to push an image, and automated image builds. This

will give us a good solid foundation for future topics when we need to work with
official images.

In this chapter, we will cover the following topics:

e What is Docker Hub?
e Automated builds

*  Working with official images

Working with Docker Hub

In this section, we will discuss Docker Hub, what it is used for, what features does it
provide, and lastly, how is it different from other repository sites, such as GitHub or
Puppet Forge. We will then create an account and explore our account settings. After
this, we will look at official images to get a solid foundation for the next topic.
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An overview of Docker Hub

In the last chapter, we looked at the Puppet's repo service, The Forge as it is called
by the community (https://forge.puppetlabs.com/). Now, let's look at Docker's
repo service, Docker Hub. We can find Docker Hub at https://hub.docker.com/.

The following screenshot shows what the screen looks like:

cker Hub?

unt now. No credit cand required.

Build, Ship, and Run

¢ and private registries

Join Docker Hub

Automate Bulld-Test Collaborate As A Team

Explore Official Repositories

é rediS Ubu ntl_[@ . mongoDB n d [ @“’ukl:!’k}:ss

In Docker Hub, there are two type of images:

* Official images

* Images authored by developers
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First, we will talk about official images. On Docker Hub, you can get official images
for just about any major operating system or application. So, the benefit for you as a
developer is that the work to install the application is done for you, saving you the
time and effort. This allows you to focus your time on developing. Let's look at an
example —we will use golang.

First, we will search for golang in the search box at the top right-hand side of the
front page, as shown in the following screenshot:

%p Explore  Help

Build, Shipﬁ, and R

JA

jan, 100,000+ fr vd private registries

Join Docker Hub

Collaborate As A Team

Explore Official Repositories

e redIS Ubu ntU@ .mungulll% n dc @\\'{)un}’uuss
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Our search will return the following results:

Explors  Help Sgaup | Login
Repositories (635)
Al

E 495 1.7M b
STARS PULLS DETMLS

m nimmis/golang 0 985 b
public | automated build STARS PULLS DETALS

pa a 0 603 >
public | automated build STARS PULLS DETAILS

u aegyp ang 0 852 )
public | automated build STARS PULLS DETAILS

E ani ang 0 175 >
public | automated build STARS PULLS DETAILE

google/golang 9 109.2K >
public | automated build STARS PULLS DETAILS

We will click on the official release of golang, as shown in the following screenshot:
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e Explore  Halp

OFFICIAL REPOSITORY

golang v¥

Short Description Docker Pull Command | )

Go (golang) is a ganeral purpose, higher-level, imperative programming language. docker pull golang

Full Description

Supported tags and respective Dockerfile links

* 1.4.3, 1.4 (1.4/Docker,

* 1.4.3-onbuild, 1.4-onbuild (1.4/onbuild/Dockerfie
* 1.4.3-cross, 1.4-cross

*» 1.4.3-wheezy , 1.4-wheezy

» 1.4.3-alpine . 1.4-alpine (7.4/aln

s 1.5.2, 1.5, 1, latest {1.5/D g}

+ 1.5.2-onbuild, 1.5-onbuild , 1-onbuild, onbuild
s 1,5.2-wheezy . 1.5-wheezy , 1-wheezy . wheezy

* 1.5.2-alpine, 1.5-alpine, 1-alpine . alpine (7.5/alpine
1.6betal . 1.6 (1.61 i

* 1.6betal-onbuwild , 1.6-onbuild

* 1.6betal-wheezy . 1.6-wheezy

= 1.6betal-alpine, 1.6-alpine

As we can see in the preceding screenshot, this repository gives us a lot of options.
So, we can use multiple, different versions of golang, even on multiple different
operating systems. So, to build a golang app, all we need to do is choose an image.
We will use the following image in our Dockerfile:

1.4.3-wheezy , 1.4-wheezy

We will then use the copy method in our Dockerfile to get our code into the container
on build. Lastly, we will run the command shown in the following screenshot to
build our container:

| $ docker build -t my-golang-app |

[23]



Working with Docker Hub

So, as you can see, it was very easy to build our app, where almost all of our
development time would be spent on the actual application. This will increase our
productivity and bring the applications to production a lot faster. In this day and
age, where agility is everything, you would have to be mad to not see the benefit.

The second type of image on Docker Hub is developed and open sourced by
developers and is maintained by them individually. The easiest way to tell whether
an image is official or has been developed by an individual is through the image's
name. In our last example, we looked at the golang image. The name of that image
is golang. Now, let's look at a container that I have open sourced. For this example,
we will look at my consul image. If you want to use my image, you would call it
scottyc/consul. As you can see, the name is different, as it calls the author name
scottyc and then the image name, consul. Now, you can see the difference in the
naming convention between an official image and an authored image.

Now that we have covered the different images hosted at Docker Hub, we can move
on to how images get to Docker Hub. There are two different ways to get images to
Docker Hub. Both ways, we need a Docker Hub account, which we will cover in the
next section.

The first way is to build the image locally and simply use the docker push command.
The second way is using automated builds, which is an awesome functionality that
Docker has built into Docker Hub. We will cover this later in much more detail. At

a high level, it is a CD (continuous delivery) process to build the image based on a
Dockerfile that is stored in a GitHub or Bitbucket public repository.

Creating a Docker Hub account

In this topic, we will create a Docker Hub account and look at how to log in to the
Docker daemon manually (we will cover how to do this with Puppet in the next
chapter). So, let's start. First, we will need to go to Docker Hub (https://hub.
docker.com/) and fill out the form on the right-hand side of the page. Just replace
yourusername with your desired username, you@youremail.com, with your e-mail
ID, and, of course, enter a secure password:
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od

-E--y Explore  Halp

- Hub?

nt now. No credit card required.

After that, go to your e-mail ID and confirm your account. This will then redirect you
to the Docker login page. Log in and you should see the following web page:

Dashboard Explore  Organizations

scottcoulton - & Aopositorios. * St b Private Repositories: Using 0 of 1

Welcome to Docker Hub i

Here are a few things to get you started.

Now that we have an account, let's log in to our daemon. So, let's use vagrant ssh
back into our Docker vagrant box. We will change to root (sudo -1i) and then enter
the docker login command:

[root@node-@1 ~]# docker login

Username: I
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Enter the username that we just created:

[root@node-@1 ~]# docker login
Username: scottyc
Password: ||

Then, enter your password:

[root@node-01 ~]# docker login
Username: scottyc

Password:

Email: ||

After this, enter your e-mail ID. Once this is done, you should see the following output:

[root@node-01 ~]# docker login
Username: scottyc

Password:

Email: scott.coulton@gmail.com

WARNING: login credentials saved in /root/.docker/config.json

Login Succeeded
[root@node-01 ~]# I

You have now successfully logged in the Docker daemon.

Exploring official images
In this topic, we are going to provide a quick overview of how to search for images
on Docker Hub. There are two ways to do this:

* Through the Docker Hub website

* Through the command line

[26]



Chapter 2

Let's look at the website first. If you remember, in our golang example we already
used the web interface to search for an image. Let's look at another example. In this
example, we will look for bitbucket, Atlassian's git server. So, we will go back to
Docker Hub (https://hub.docker.com/) and enter bitbucket in the search field:

]
W Explore  Help

Create your fr ount now. No credit card required.

Build, Ship, and Run

0,000+ free apps, public and private registries

Join Docker Hub

Automate Build-Test Pipelines Collaborate As A Team Assemble Apps

Bs, continuously Role-based access control for easy sharing

Explore Official Repositories

e redis Ubuntl_l@ .nmngt)]ﬂ‘ N dc \“ﬂ WORDPRESS
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Our search will return the following output:

Explors  Help Q bitbucket

Repositories (43)
Al
E 0 68 >
STARS PULLS RETALS
ﬂ tommyla 0 24 b
STARS PULLS DETRLS
B 2 73K >
STARS PULLS bETALS
ﬂ " I " :
STARS PULLS DEMALS
= 2R
STARS PULLS DETALS
ﬂ Kardas 0 10K >
STARS PULLS DETW
2 v s B
STARS PULLS DETNLS
E atiassia 8 70 >
STARS PULLS DETALS
E i : : )
STARS PULLS DEmLS

As you can see from the preceding screenshot, we got 43 results. So what should
we look for to choose the right image? We always look for three things, which are
as follows:

*  We check the number of pulls. The more people using an image, the more
likely it will run with no issues.

* We also check Docker's official rating system: how many stars a repository
has. Stars are awarded by other members of the community when they like
the image, which is very similar to the star system on GitHub.
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*  We check whether the repo has a Dockerfile. This gives you peace of mind
about how the image is built. You can see all the commands that were run
to complete the build.

Using the three metrics, let's pick an image. Looking at the results, atlassian/
bitbucket-server looks good, with 21 stars and 7.3k pulls. So, let's click on the
repo and look for a Dockerfile:

Explore  Holp Q) bitbucket

PUBLIC | AUTOMATED BUILD

atlassian/bitbucket-server t¥
Repa Info
Short Description Docker Pull Command | &)
On-premises sourca code management for Git that's secure, fast, and enterprise grade. docker pull atlassian/bitbucket-serve
Full Description Owner
@ Bitbuck ¥ o
0 an
© Bitbucket b e
Bitbucket Server is an or Ises source code mar solution for Git that's secure, fast, and
enterprise grade. Create and manage repositories, set up fine-grained permissions, and collaborate on code Source Repository

= gll with the flaxibility of your servers.

i e @ atlassian/docker-atlassian-bitbucket-serv

Overview
This Docker container makes it easy to get an instance of Bitbucket up and running
for evaluative purposes. Atlassian is not yet able to provide support for using Docker in production.

Quick Start
For the BITBUCKET_HOME directory that is used to store the repesitory data
(amengst other things) we recommend mounting a host directory as a data volume:

Set parmissions for the data directory so that the runuser can write to it:

%> docker run -u root -v /data/bitbucket:/var/atlassian/application-data/bitbucket atlas

Start Atlassian Bitbucket Server:

%> docker run -v /data/bitbucket:/var/atlassian/applicaticn-datasbitbucket --name="bitbu

Success. Bitbucket is now available on htig

Please ensure your container has the necessary resources allocated to it.
We recommend 2GiB of memory aliccated to both the ication sarver
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If we click on the Dockerfile tab under the main image title, it takes us to the
Dockerfile page. Not every repository has a Dockerfile; however, this does not
mean that it's a bad image. This just means that it will take more testing before you
would be able use it in production. Some authors, such as Jess (Jessie Frazelle) from
Docker, have their Dockerfiles on their GitHub page. She has awesome images on
Docker Hub and the Dockerfiles can be found at https://github.com/jfrazelle/
dockerfiles. Alright, back to our example. As you can see in the following
screenshot, there is a Dockerfile:

PUBLIC | AUTOMATED BUILD

atlassian/bitbucket-

Dockerfie

Dockerfila Docker Pull Command )

FROM java:openjdk-8-jre

docker pull atlassian/bitbucket-serve
MAINTAINER Atlassian Bitbucket Server Team

git, download and extract
# Try to limit the F
RUN apt-get update -qq \

&8 apt-get install -y --no-install-recommends git libtcnative-1 \

number

N7 atlassian
BB apt-get clean autoclean ‘:‘{
&k apt-get autoremove --yes '
& rm -rf fvar/lib/{apt,dpkg,cache,log}/
Source Repository
¥ allassian/docker
ENV RUN_USER daemon
ENV RUN_GROL® daemon

# https://confluence.atlassian.com/display/BitbucketServer/Bitbucket+Server+home+directory
ENV BITBUCKET_HOME Jfvar/atlassian/application-data/bitbucket

# Install Atlassian Bitbucket Server to the following location

ENV BITBUCKET_INSTALL_DIR  /fopt/atlassian/bitbucket

ENV BITBUCKET VERSION 4.2.8

ENV DOWNLOAD_URL https://downloads.atlassian.com/software/stash/downloads/atlassian-bi
RUN mkdir -p ${BITBUCKET_INSTALL_DIR} \

&8 curl -L --silent ${DOWNLOAD_URL} | tar -xz --strip=l -C "$BITBUCKET !

&8 mkdir -p ${BITBUCKET_INSTALL DIR}/conf/Catalina A\

&8 chmod -R 700 ${BITBUCKET_INSTALL_DIR}/conf/Catalina \

&& chmod -R 708 ${BITBUCKET_INSTALL_DIR}/logs A

&& chmod -R 708 ${BITBUCKET_INSTALL_DIR}/temp A

&8 chmod -R 708 ${BITBUCKET_INSTALL_DIR}/work \

88 chown -R ${RUN_USER}:${RUN_GROUP} ${BITBUCKET INSTALL_DIR}/ A

So, I think this is the winner!!!!
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Now, let's do the same search from the command line. In the command line, type
docker search bitbucket, and the search will return the following output:

(Il G E s N PR docker search bitbucket
NAME DESCRIPTION STARS OFFICIAL  AUTOMATED
atlassian/bitbucket-server On-premises source code management for Git... [oK]
atlaessian/bitbucket-server-data Data volume container for Bitbucket Server [0K]
dweomer/atlassian-bitbucket Atlassian Bitbucker Server, Dockerized! [oK]
nkatsaros/atlassion-bitbucket Code, Manage, Collaborate

kazssym/bitbucket-webhook-example Example web application of the Bitbucket W...
jleight/atlassian-bitbucket Container for Atlassian Bitbucket® Server.
mkwm/atlassian-bitbucket Atlossian Bitbucket
hillrunner2@@8/docker-jenkins-bitbucket docker-jenkins-bitbucket
premiumminds/bitbucket-backup-tool Bitbucket backup and restore tool
lukaspronto/bitbucket-slack-pr-hook BitBucket Pull Request notification hook f...
inanimate/bitbucket-backup-client A containerized bitbucket backup client ma...
dunkel frosch/bitbucket This repository provide the latest version...
seibertmedia/atlassian-bitbucket Atlossian Bitbucket
naeemattari?/test-docker-bitbucket

markwigg/nginx-test-bitbucket test app for a basic nginx site
ynoami/bitbucket

yohanliyanage/bitbucket-hookfilter Jenkins Bitbucket Hook Filter
inventame/base-bitbucket

surecomms/alpine-bitbucket

bitbucket/hipbucket_base

hg8496/bitbucket Bitbucket Server

tommylau/bitbucket Bitbucket Server
amontaigu/atlassian-bitbucket https://github.com/AlbanMontaigu/docker-at. ..
bitbucket/bitbucketconnect-sentry

kardasz/atlassian-bitbucket Atlossian Bitbucket

OSSP 0N

[~~~

L~~~ .~ R~~~ L~

As you can see, it has returned the same information, and the only thing missing is
the number of pulls. Again, it looks like we will use atlassian/bitbucket-server.

Automated builds in Docker Hub

In this topic, we are going to look at how automated builds work at a high level,
and how to publish an image via the push method on Docker Hub.
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Automated builds

In Docker Hub, we have two ways to publish images: via a simple push method or
via an automated build. In this topic, we will cover automated builds. First, we will
look at the flow of an automated build. In this example, we will be using GitHub, but
you can also use Bitbucket. So, the first thing that we need to do is link our Docker
Hub account to our GitHub account. This is done by navigating to Settings | Linked
Accounts & Services:

@- Dashboard Explore  Organizations

Linked Accounts & Services

Linked Accounts & Services

Linked Accounts

These account links are currently used for Automated
Builds, so that we can access your project lists and

-

Link Bitbucket

help you configure your Autormnated Builds. Please
note: A github/bitbuck can be d
to only one docker hub account at a time.

Unlink Github

Just follow the prompts to link the accounts.

Once this is completed, let's go to our GitHub account and create a repo. I am going
to use the one that I have already set up:
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o This repository  Search Pull requests Issues Gist A +-~ “ -
| scotty-c / docker-rvm @Unwatich- 1  4Star 0 YFork 0
42 Code U lssues 0 1 Pull requests 0 Wiki - Pulse |1 Graphs i} Settings
A simple Ruby 2.0 running in RVM container in CentOS 6. — Edit
0 2 commits 171 branch 0 releases 5 0 contributors
Branch: master = Newfile Findfile SSH~ git@github.com:scotty-c/docke E2 [  Download ZIP

[ scott Coulton fixed omd

[£] Dockerfile fixed cmd
[& README.md first commit
Ef README.md

RVM

scottyc/rvm
A simple Ruby 2.0 running in RVM container in CentOS 6.
Running

Create a Dockerfile in your Ruby project FRoM scottyc/rvm

or

docker run scottyc/rvm -i -t /bin/bash

Status AP

Latest commit 2af6183 on Jan 30
11 months ago

11 months ago

Training _Shop Blog _Aboul Pricing
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As you can see in the preceding screenshot, the repo contains a Dockerfile. Now, let's
looks at the same repo except Docker Hub:

ﬁ' Dashboard Explore Organizations

PUBLIC | AUTOMATED BUILD

scottyc/rvm ¢

FRapo Info
Sheort Description @ Docker Pull Command L u}
A simple Ruby 2.0 running in RVM container in CentOS 6. docker pull scottyc/rvm

Owner

R

Full Description

#RVM . scottyc
scottyc/rm -

A simple Ruby 2.0 running In AVM container In CentOS 6

Source Repository
if#Running
Create a Dockerfile in your Ruby project FROM scoftyo/rvm €} scotty-c/docker-rvm

or

docker run scottyc/rvm -i -t /bin/bash

Comments (0)

After this, we will look at the Build Details tab:
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%- Dashboard Expiore  Organizations

PUBLIC | AUTOMATED BUILD

lalainct atiaT
scottyc/rvm ¥
Buid
Status Tag Created Last Updated Docker Pull Command [ &)
2 menths ago 2 manths ago docker pull scottyc/rvm
a year ago ayear ago Cwner

a year ago a year ago
scottyc

Source Repository

Comments (0}

So, how does that build automate ? Well, it is quite simple. Every time we check in a
change to the GitHub repo, it will trigger web hooks at Docker Hub. When Docker
Hub receives the trigger, it will grab the Dockerfile and build the image. Docker Hub
will take care of things such as version numbers for us with every build. So, at a high
level, this is how automated builds work.

Pushing to Docker Hub

This is a quite simple way to get an image to Docker Hub, but the downside is
that there is no automated build process and the Dockerfile does not get placed in
the Docker Hub repo automatically. So, in this example, we will assume that we
have created an image called scottyc/super_app. To push this to Docker Hub,
we simply type docker push scottyc/super_app in the terminal. Note that the
Docker daemon needs to be logged in at the time of the push.
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Working with official images

Now that we know how Docker Hub serves images to us, let's look at how to
integrate them into our code via three methods. The first will be a Dockerfile, the
second will be in the docker-compose . yaml file, and the last will be straight into a
Puppet manifest.

Dockerfiles

In this topic, we will look at using nginx in a basic Dockerfile. In a Dockerfile, we
need to add a few things. The first is the image that we are basing our application on;
for us it will be nginx. The second is a maintainer. It should look like as shown in the
following screenshot:

1  FROM nginx

MAINTAINER Scott Coulton

As the base nginx image has already got port 80 and 443 exposed, we will not need
that configuration for our Dockerfile. The next thing we will add is a simple run
command to update the packages in the container. As its base OS is Debian, we will
add the command shown on line 5 in the following screenshot:

1 FROM nginx

MAINTAINER Scott Coulton

RUN apt-get -qqy update

As we are building a simple application, this is all that we are going to add to our
Dockerfile. There are heaps of configurations that can be done with a Dockerfile.

If you would like to read about Dockerfiles, you can do so at
s https://docs.docker.com/engine/reference/builder/.
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Now, let's build our image. You will note that server.yaml in our Vagrant repo
already has port 80 forwarding to port 8080, so we won't need to make any changes
there. Copy the Dockerfile that we created into the root of your Vagrant repo. Then,
let's start our vagrant box with vagrant up from our terminal. Then, use vagrant
ssh once the box is up. Let's change to root (sudo -1i). Then, if we change directories
to /vagrant, we should see our Dockerfile. Now, let's build our image with the
command, docker build -t YOUR AUTHOR NAME/nginx . (note that . is part

of the command). You will get the following output on your terminal:

[root@node-@1 vagrant]# docker build -t scottyc/nginx .
Sending build context to Docker daemon 98.82 kB

Step 1 : FROM nginx

latest: Pulling from library/nginx

9eel3ca3b9@8: Pull complete
23cb15b@fcec: Pull complete
62df5el7dafa: Pull complete
d65968claad4: Pull complete
fSbbldddc876: Pull complete
1526247f349d: Pull complete
2e518e3d3fad: Pull complete
Pe®7123e6531: Pull complete
21656a3c1256: Pull complete
f6@8475c6c65: Pull complete
1b6c@a20b353: Pull complete
5328fdfedb8e: Pull complete
Digest: sha256:a79db4b83c@dbad9542d5442002ea294aa77014a3dfa6716@d8a55874a5520cc
Status: Downloaded newer image for nginx:latest
---> 5328fdfe9b8e
Step 2 : MAINTAINER Scott Coulton
---> Running in 5c3@c184f@d6
---> d2843a2a5a53
Removing intermediate container 5c3@c184f0d6
Step 3 : RUN apt-get -qqy update
---> Running in b8fd1c675494
---> 821117a98fcd
Removing intermediate container b8fdl1c675494
Successfully built 821117a98fcd

Next, let's test our image and spin up a container with the following command:

docker run -d -p 80:80 --name=nginx YOUR AUTHOR NAME/nginx
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If it was successful, we should get the nginx default page in your browser at
127.0.0.1:8080, as follows:

127.0.0.1:B0B0

Welcome to nginx!

If you see this page, the nginx web server is successfully installed and
waorking. Further configuration is required.

For online documentation and support please refer to nainx.org.
Commercial support is avallable at nginx,com.

Thank you for using nginx.

Docker Compose

Now, we are going to deploy the same nginx image with Docker Compose.
We are going to run Docker Compose at a high level in this topic just to get an
understanding of the technology. We will look at it in depth in another chapter
of this book. The first thing we need to do is install Docker Compose.

At the time of writing this book, my pull request is still open, so we
will have to use my branch of Gareth's module.

To do this, let's modify our puppetfile in the Vagrant repo with the commands
shown in the following screenshot:

require "socket"
$hostname = Socket.gethostname

forge 'http://forge.puppetlabs,com’
'puppetlabs/stdlib’', '4.1.0'

'puppetlabs/apt’', '2.2.1'
'stahnma/epe

- = "https://github.com/scotty-c/garethr-docker.git"

So, in the Puppetfile we added a new module dependency, stankevich/python,

as Docker Compose is written in Python. We also updated our epel module to

use the latest. Just to get a fresh working environment, we will run the command,
vagrant destroy && vagrant up, in our terminal. Once the box is up, we will use
vagrant ssh and then change to root (sudo -i). We will then change the directory
to /vagrant and type docker-compose.
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If the build was successful, we will see the following screen:

Lvagrantenoude-ygLr ~|» sSudo -1
[root@node-01 ~J]# docker-compose
Define and run multi-container applications with Docker,

Usage:
docker-compose [-f=<arg>...] [options] [COMMAND] [ARGS...]
docker-compose -h|--help

Options:

-f, --file FILE Specify an alternate compose file (default: docker-compose.yml|

-p, --project-name NAME Specify an alternate project name (default: directory name)

--x-networking (EXPERIMENTAL) Use new Docker networking functionality.
Requires Docker 1.9 or later.

--x-network-driver DRIVER (EXPERIMENTAL) Specify a network driver (default: "bridge").
Requires Docker 1.9 or later.

--verbose Show more output

-v, --version Print version and exit

Commands :
build Build or rebuild services
help Get help on a command
kill Kill containers
logs View output from containers
pause Pause services
port Print the public port for a port binding
ps List containers
pull Pulls service images
restart Restart services
rm Remove stopped containers
run Run a one-off command
scale Set number of containers for a service
start Start services
stop Stop services
unpause Unpause services
up Create and start containers
migrate-to-labels Recreate containers to add labels
version Show the Docker-Compose version information

Now, let's create docker-compose.yaml:

nginx:
image: nginx

hostname: nginx
ports:
- "8¢: 80"
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As you can see, we used the official image, gave the container a name nginx, and
exposed ports 80:80 again to be able to hit the nginx page. So, if we copy our docker-
compose . yml file to the root of the Vagrant directory, log in to our vagrant box, and
change the directory to root (vagrant ssh, then sudo -1i), we will be able to change
the directory to /vagrant again. Now, run docker-compose up -d. We will get the
following output after running it:

[root@node-@1 vagrant]# docker-compose up -d
Pulling nginx (nginx:latest)...

latest: Pulling from library/nginx
9eel3ca3b908: Pull complete

23cb15b@fcec: Pull complete

62dfSel7dafa: Pull complete

d65968claa44: Pull complete

fSbbldddc876: Pull complete

1526247f349d: Pull complete

2e518e3d3fad: Pull complete

0ed7123e6531: Pull complete

21656a3¢1256: Pull complete

f608475¢c6c65: Pull complete

1b6c@aZ@b353: Pull complete

5328fdfedb8e: Pull complete

Digest: sha256:a79db4b83c@dbad9542d5442002ea294aa77014a3dfa67160d8a55874a5520cc
Status: Downloaded newer image for nginx:latest
Creating vagrant_nginx_1

We can then go to our web browser and visit the nginx page at 127.0.0.1:8080:

s [ Bookmarks

Welcome to nginx!

If you see this page, the nginx web server is successfully installed and
waorking. Further configuration is required.

For online documentation and support please refer to nainx.org.
Commercial support is avallable at nginx,com.

Thank you for using nginx.

a If you want to read more about Docker Compose, go to
L https://docs.docker.com/compose/.
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Puppet manifest

In this section, we are going to build the same ngnix container with a simple Puppet
manifest. This is just a proof of concept. In the next chapter, we will write a full
module. This is just to give us a foundation and understanding of how Puppet
interacts with Docker. So, in our Vagrant repo, let's modify manifest/default.pp.
The file should contain the following code:

node 'node-01' {

docker

irun { 'ng
'nginx',

=> ['80', '80'],
=> 'nginx’',

We will then open our terminal at the root of our Vagrant repo and run vagrant
provision. Note that you should have no other containers running at this time.
You will see the following output, which shows that Puppet provisioned a Docker
container called nginx:

=3 node-@1: Running provisioner: puppet...

o "running’

We can then check our browser again at 127.0.0.1:8080. We will get the nginx
page again:

Welcome to nginx!

If you see this page, the nginx web server is successfully installed and
waorking. Further configuration is required.

For online documentation and support please refer to nainx.org.
Commercial support is avallable at nginx,com.

Thank you for using nginx.
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Summary

In this chapter, we covered a lot about the Docker Hub ecosystem. We discussed
what official images are, how automated builds work, and of course, how to work
with images in three different ways. After working through this chapter, we now
have the tools in our tool belt to build our first application with Puppet.

In the next chapter, we will write our first Puppet module to create a Docker
container and we will look at writing rspec-puppet unit tests to make sure that
our module does what it's meant to do.
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In this chapter, we are going to write our first module to deploy our first
containerized application. The application that we are going to deploy is Consul
from HashiCorp (https://www.consul.io/). We will talk about Consul a little later
in the chapter. The first thing we will look at is how to construct a Puppet module
with the correct file structure, unit tests, and gems. Once we have our module
skeleton, we will look at the two ways to deploy Consul with Puppet in a container.
The first will be to use resource declarations in a manifest and the second will be to
use Docker Compose as a template . erb file. These are the topics that we will cover
in this chapter:

* Building a Puppet module skeleton
* Coding using resource declarations

* Coding using .erb files

Building a Puppet module skeleton

One of the most important things in development is having a solid foundation.
Writing a Puppet module is no different. This topic is extremely important for the
rest of the book, as we will be reusing the code over and over again to build all our
modules from now on. We will first look at how to build a module with the Puppet
module generator. Once we have our module skeleton, we will look at its construct.
We will look at the plumbing Puppet uses with Ruby, and lastly, at basic unit tests.
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The Puppet module generator

One of the best things about working with Puppet is the number of tools out there,
both from the community and from puppetlabs itself. The Puppet module generator
is a tool that is developed by puppetlabs and follows the best practices to create

a module skeleton. The best thing about this tool is that it is bundled with every
Puppet agent install. So, we don't need to install any extra software. Let's log in to
our Vagrant box that we built in the last chapter. Let's change directory to the root
of our Vagrant repo and then use the vagrant up && vagrant ssh command.
Now that we are logged in to the box, let's sudo to root (sudo -i) and change the
directory to /vagrant. The reason for this is that this folder will be mapped to our
local box. Then, we can use our favorite text editor later in the chapter. Once we're
in /vagrant, we can run the command to build our Puppet module skeleton. The
puppet module generate <AUTHOR>-consul command for me will look like this:
puppet module generate scottyc-consul.

The script will then ask a few questions such as the version, author name,
description, where the source lives, and so on. These are very important questions
that are to be considered when you want to publish a module to the Puppet Forge
(https://forge.puppetlabs.com/), but for now, let's just answer the questions as
per the following example:
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[root@node-@1 ~]# puppet module generate scottyc-consul

We need to create a metadata.json file for this module. Please answer the
following questions; if the question is not applicable to this module, feel free
to leave it blank,

Puppet uses Semantic Versioning (semver.org) to version modules.
What version is this module? [@.1.9]

Who wrote this module? [scottyc]

——

What license does this module code fall under? [Apache 2.@]

How would you describe this module in a single sentence?
--> This is a module the runs Cornusl in a Docker container

Where is this module's source code repository?

Where can others go to learn more about this module?

——

Where can others go to file issues about this module?

"name”: "scottyc-consul”,

"version”: "0.1.0",

"author": “"scottyc",

"summary”: "This is a module the runs Conusl in a Docker container”,
"license": "Apache 2.0",

"source":; ""

"project_page": null,

"issues_url": null,

"dependencies": [

"name" : "puppetlabs-stdlib", "version_requirement";">= 1.0.0"}

About to generate this metadata; continue? [n/Y]
>y

Notice: Generating module at /root/scottyc-consul...
Notice: Populating templates...

Finished; module generated in scottyc-consul.
scottyc-consul/Gemfile
scottyc-consul/Rakefile
scottyc-consul/manifests
scottyc-consul/manifests/init.pp
scottyc-consul/spec
scottyc-consul/spec/classes
scottyc-consul/spec/classes/init_spec.rb
scottyc-consul/spec/spec_helper.rb
scottyc-consul/tests
scottyc-consul/tests/init.pp
scottyc-consul/README .md
scottyc-consul/metadata, json

[rooténode-01 ~1# ||
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Now that we have our Puppet module skeleton, we should look at what the structure
looks like:

FOLDERS

scottyc-consul

manifests
spec

tests

Now, we are going to add a few files to help us with unit tests. The first file is
.fixtures.yml. This file is used by spec-puppet to pull down any module
dependencies into the spec/fixtures directory when we run our unit tests.
For this module, the . fixtures.yml file should look like the one shown in the
following screenshot:

rethr-docker.git

The next file that we are going to add is a . rspec file. This is the file that
rspec-puppet uses when it requires spec_helper, and it sets the pattern for our
unit test folder structure. The file contents should look as shown in this screenshot:

1 =—require spec_helper

—pattern spec/#*/*_spec.rb
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Now that we have our folder structure, let's install the gems that we need to run
our unit tests. My personal preference is to install the gems on the vagrant box; if
you want to use your local machine, that's fine as well. So, let's log in to our vagrant
box (cd into the root of our Vagrant repo, use the vagrant ssh command, and then
change the directory to root using sudo -1i). First, we will install Ruby with yum
install -y ruby. Once thatis complete, let's cd into /vagrant/<your modules
folders> and then run gem install bundler && bundle install. You should
get the following output:

and installing your bundl

Using bundler 1,11.2

As you can see from the preceding screenshot, we got some warnings. This is
because we ran gem install as the root. We would not do that on a production
system, but as this is our development box, it won't pose an issue. Now that

we have all the gems that we need for our unit tests, let's add some basic facts to
/spec/classes/init_spec.rb. The facts we are going to add are osfamily and
operatingsystemrelease. So, the file will look as shown in this screenshot:

describe 1' do

let( ) { {: == 'RedHat’, : = 'RedHat Linux release 7.0'}}

context ‘with defaults for all parameters' do
it { should contain_class('consul') }
end

end
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The last file that we will edit is the metadata. json file in the root of the repo. This
file defines our module dependencies. For this module, we have one dependency,
docker, so we need to add that at the bottom of the metadata. json file, as shown
in the following screenshot:

"issues_url 1
"dependencies":
{ "name": "garethr/docker", "version_requirement": ">= 4,0.0" }
]
i

The last thing we need to do is put everything in its place inside our Vagrant repo.
We do that by creating a folder called modules in the root of our Vagrant repo. Then,
we issue the mv <AUTHOR>-consul/ modules/consul command. Note that we
removed the author name because we need the module to replicate what it would
look like on a Puppet master. Now that we have our basic module skeleton ready,
we can start with some coding.

Coding using resource declarations

In this section, we are going to use our module skeleton to build our first Docker
application. We are going to write it using standard Puppet manifests.

But first, why is the first module that we are writing Consul? I chose this application
for a few reasons. First, Consul has a lot of awesome features such as service
discovery and health checks, and can be used as a key/value store. The second
reason is that we will use all the features I just mentioned later in the book. So,

it will come in handy when we look at Docker Swarm.
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File structures

Let's create two new files, install.pp and params.pp, in the manifests folder.
The structure should look as shown in the following screenshot:

consul

manifests

Writing our module

Let's start writing our module. We will start with init . pp; this module is not going to
be very complex as we are only going to add a few lines of code and some parameters.
As you can see in the preceding screenshot, we created three files in the manifests
directory. When I write a module, I always like to start at params . pp, as it gives me a
good starting structure to work for the code that provides the module logic. So, let's
look at params . pp for this module, which is shown in the following screenshot:

1 1 class consul::params {

$docker_version '1.9.1-1.el7.centos’
$docker_tcp_bind 'tcp://127.0.0.1:4243"
$docker_image 'scott

$container_hostname
$consul_advertise
$consul_bootstrap_expect
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Now, let's look at the parameters that we have set:

* $docker version: This is the version of Docker that we will install.

* $docker_tcp_bind: This is the IP address and port that the Docker API will
bind to.

* $docker_image: This is the Docker image we will be using from Docker
Hub. We will be using my Consul image. To read more about the image or
get the Dockerfile, go to https://hub.docker.com/r/scottyc/consul/.

* S$container hostname: This is going to set the hostname inside the container.

* S$consul_advertise: This is the IP address that Consul is going to advertise.
We are going to use a built-in Puppet fact, $: : ipaddress_enp0ss8.

* $consul bootstrap expect: This sets the number of nodes in the Consul
cluster. We are using just the one. If it was a production cluster, you would
use at least three.

Now that we have set up our parameters, let's get started on install.pp. As the name
implies, this class will contain the logic that installs Docker, pulls the image, and runs
the container. So, let's take a look at the code shown in the following screenshot:

class consul::install {
package { 'device-mapper-libs':
=> installed,
}
class { 'docker':
r => %consul::docker_version,
== $consul::docker_tcp_bind,

== Package['d
} -

docker::image { $consul::docker_image : } —=

docker::run { $consul::container_hostname:
$consul: :docker_ima

= $consul::contain
[

To look at the code in more depth, we will break the class into two, the Docker
installation and the container configuration. In the Docker installation, the first piece
of code is a simple package type for device-mapper-1libs. The reason we make sure
that this package and its dependencies are installed is that it will be the storage drive
that Docker will use to mount the container's filesystem.
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Now, we move on to the Docker install. We start by declaring the docker class.

For this class, we will set the Docker version, calling the parameters we set in

params . pp, and the version of Docker that we are using is 1.9.1 (which is the latest

at the time of writing this book). The next piece of configurations we will declare are
the Docker API's TCP bind. Again, we will call our params. pp class and set the value
totcp://127.0.0.1:4242. This binds the API to listen to the localhost address on
the TCP port 4242.

The last value we will set to our Docker install is the Unix socket, which Docker will
use. We will declare this without calling a parameter. The last piece of code makes
sure that device-mapper-1libs is installed before Docker, as it is a prerequisite to
the Docker install:

package { 'device-mapper-libs':
: e => installed,
}

class { 'docker':

=> %$consul::docker_version,

=> $consul::docker_tcp_bind,
r/run/docke

=> Package['device-mapper-1i

Now that we have Docker installed, let's look at the code to build our Consul
container. The first class that we call is docker: : image. This will pull the image from
Docker Hub before we call the docker: : run class. In the docker: : run class, we set
navmar as the same value as the container's hostname. We will get that value from
params .pp and it will be set to consul.

The next configuration we will set is the image. Now, this is different from calling
docker: : image. When you call docker: : image, it pulls the image from Docker Hub
to the local filesystem. When we set the image value in the docker: : run class, it sets
the value for the base image where the container will be deployed from. The value

is set to scottyc/consul, and again we will get that value from params.pp. The
hostname parameter is going to set the hostname inside the container.
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Now we get to the the resource attribute that passes running configurations'
parameters to the container. The command attribute is an arbitrary attribute that
allows you to pass configurations to the container at boot. In this case, we are going
to pass the boot configuration for the Consul setting as the server role, the IP address
that the Consul application will bind to, and the number of servers that are there

in the Consul's cluster. In the first case, all the values in the arguments that we are
passing to the command attribute come from params. pp:

docker: :image { $consul::docker_image : } —>

docker::run { $consul::container_hostname:
== $cons ocker_image,
=> $consul::container_hostname,
- )

Now, last but definitely not least, let's look at what our init . pp file contains. The
first thing that you will note at the top after the main class declaration is the mapping
of all our parameters to params . pp. The reason we do this is to set any sensible
configurations or defaults in params . pp and any sensitive data we can overwrite

the defaults with Hiera lookups. We will look at Hiera lookups in the next chapter.
The last line of code includes our consul: :install class, which we covered in the
preceding section:

class consul (

$docker_version
$docker_tcp_bind
$docker_image
$container_hostname
$consul_advertise
$consul_bootstrap_expect

$consul::params: :docker_version,

$consul docker_tcp_bind,

$consul docker_image,

$consul container_hostname,
$consul consul_advertise,
$consul: :params::consul_bootstrap_expect,

) inherits consul::params {

include consul::install

Now, let's run our module.
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Running our module

Now that we have written our module, I am sure we are all keen to run it; however,
before we can do that, there is one more piece of configuration that we need to add to
servers.yml and default . pp. First, we need to make sure that our module consul
is located in modules/consul. The next step is to open our servers.yml file and add
the following line at the bottom of the shell commands:

- { shell: cp /home/vagrant/node-0l/modules/* -R /tmp/modules }

This will copy our module into the correct module path in the vagrant box. We also
need to forward the Consul port so that we can hit the GUI. This is done by adding
- { guest: 8500, host: 8500 } to the forwarded port's attribute. It should look

as shown in the following screenshot:

. B-64-puppet-enterprise

Now, let's open our manifests directory and edit default.pp. We just need to add
our module to the node definition. You can do this by adding the include consul
configuration, as shown in the following screenshot, and saving both files:

node 'node-01' {

include consul
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Let's head to our terminal, change the directory to the root of our Vagrant repo, and
type the vagrant up command. Now, if this box is already running, issue a vagrant
destroy -f && vagrant up command. The output should look as shown in this
screenshot:

> node-81: Running provisioner: puppet...
node- Running Puppet with defoult.pp...

Even though we a have successful run Puppet, it can take a couple of minutes for
the container to come up the first time, as it downloads the image from Docker Hub,
so just be patient. You can easily check when the container is up by going to your
browser and navigating to 127.0.0.1:8500. You should get the consul GUI, as
shown in the following screenshot:

As you can see, we have one node that is running, named consul, which is the
hostname that we gave to our container.
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Coding using .erb files

In this topic, we are going to deploy the same container using docker-compose
with a twist. The twist is with Puppet, where we can turn the docker-compose.
yml file into docker-compose.yml.erb. This allows us to take advantage of all the
tools Puppet gives us to manipulate template files. This is definitely the way I like
to deploy containers with Puppet; however, I will let you decide for yourself the
method you like best as we continue through the book.

Writing our module with Docker Compose

In the chapter, we are going to look at how to use docker-compose as an .erb
template file. In this example, we are only deploying a single container, but when an
application contains five or six containers with links, this way is much more efficient
than using the standard manifest declarations.

So, we will take our consul module from the last topic and modify it now to use
docker-compose. If you want to keep that module, just make a copy. First, we are
not going to touch init.pp and params.pp—they will remain the same. Now, let's
look at install.pp:

class consul::install {

package { 'device-mapper-libs':
=> installed,
}

class { 'docker':
ver => $consul::docker_version,

=> $consu ocker_tcp_bind,
== 'unix:

y>

file { '/root/docker-compose.yml':
ansure ==

L
conten = ('consul/docker—-compose.yml.erb'),
} -
docker_compose { $consul::container_hostname :

== present,
= 'froot',
= ['1']
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As you can see in the preceding screenshot, the top half of the class is exactly the
same. However, we still install device-mapper-1ibs and declare the docker class
in exactly the same way. The next attribute is different though; here, we call the file
resource type. The reason is that this is the configuration that is used to place our
docker-compose file on the local filesystem. You can see that we are declaring the
contents with a template file located in the templates directory of the module. We
will come back to this in a minute.

Now, let's look at the last resource type in install.pp. We are calling the
docker_compose type because this is the resource type that will run the
docker-compose command to bring up our container. Let's look at the attributes
that we have configured. The first is navmar; this will set the name tag in Docker
for the container. We are calling this value from params.pp, and it will be set to
consul. ensure is a puppet meta parameter container which ensures that the
container is always there.

If we want to delete the container, we would have to set this value to absent. The
next attribute is source; this sets the folder where the docker-compose command
can find the docker-compose file. We have set this to root. You could change the
value to any folder on your system. The last attribute is scale. This tells docker-
compose how many containers we want. The value is set to 1 in this instance. If
we were deploying an nginx web farm, we might set the value to a figure such as
5. Now, let's get back to that template file. The first thing we need to do is create a
folder called templates in the root of our consul module:

consul
manifests

spec

templates

tests
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The next step after that is to create our . erb template file. In install.pp, we
declared the filename as docker-compose.yml.erb, so in our templates directory,
let's create a file with that name. The contents of the file should look as shown

in the following screenshot:

<%= @container_hostname %:
image: <%= @docker_image %>
hostname: <%= @container_hostname %>
ports:
- "8300:8300"
- "B301:8301"
- "B8301:8301/udp"
- "8302:8302"
- "B302:8382/udp"
- "B8400:8400"
- "8500:8500"
= "53:53/udp"
command: -server —advertise <%= @consul_advertise % -bootstrap-expect <%= @consul_bootstrap_expect %

So, the first thing that you should note in the preceding screenshot are the variables
that are set, such as <%= @container hostname %>.This maps back to init.pp

as $container hostname. As you can see, attributes such as image, hostname,
ports, and command look very familiar. This is because they are the same attributes
that we declared in the preceding section. In this example, we only configured

our docker-compose file for a single container; in the next topic, we will look at a
much more complex configuration. Before we get to that, let's make sure that this
module runs.

Docker Compose up with Puppet

To run our module, let's make sure that our module is located in the modules/
consul directory in the root of your Vagrant repo. We have the configuration to
forward port 8500 (forwarded_ports: - { guest: 8500, host: 8500 })and
copy our module to our module's path directory using - { shell: cp /home/
vagrant/node-01/modules/* -R /tmp/modules }.
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Once this is in place, let's run vagrant up in our terminal in the root of our Vagrant
repo. Again, if you have a box that is running, issue the vagrant destroy -f &&
vagrant up command. The terminal should give you the following output:

~81: Runni.
-81: Running Puppet with defoult.pp. ..

ip_install_docl

Now, let's log in to our vagrant box; we will do that by issuing the vagrant ssh
command in our terminal from the root of our Vagrant repo. Once we have logged
in, we can su to root (sudo -1i). Then, we can issue the docker ps command to look
at all the running containers. The terminal should give you the following output:

As you can see, the container is up and running.
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Summary

In this chapter, we deployed our first container with Puppet. In doing so, we actually
covered a lot of ground. We now have our script to create Puppet modules, and we
know how to map our Puppet module's dependencies with metadata.json and
.fixtures.yml.

In our tool belt, we now have two ways to deploy a container with Puppet, which
will come in very handy in the chapters to come.

[59]






Building Multicontainer
Applications

In the last few chapters, we built some cool stuff with Puppet and Docker. It has

all been straight forward. Now, we are getting into the more complex topics such

as how to keep a state and why to keep a state in a container. Docker is known to
couple hand in hand with the micro service architecture, where the container would
for the most part just be receiving data and transforming it into an output for a
downstream application or data source to ingest. Thus, the container never keeps
any state. Docker does not limit itself to such applications. In this chapter, we are
going to prove this by building a fully functional Bitbucket server with a separate
Postgres backend. We will mount the data that is stateful to the underlying host and
decouple the applications from that state.

The other good feature of building Bitbucket is that you can use it for your Git server
at home to make sure that all your future modules are in source control. Atlasssian
offers a $10 dollar license for start-ups or developers that allow up to 10 users, which
is a bargain.

In this chapter, we will build applications using standard manifest resources and
then Docker Compose. Before we jump into coding, let's talk a little more about
decoupling the state of an application from the actual application itself. The
following are the topics that we will cover in this chapter:

* Decoupling a state

* Docker_bitbucket (manifest resources)

* Docker_bitbucket (Docker Compose)
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Decoupling a state

In this topic, we are going to talk about state in containers. This topic will be all
theory, but don't worry, we are going to put that theory to test when we write our
module. We need to understand the theory behind state versus stateless so that in
future, when writing your own Puppet modules to ship Docker, you can make the
right design choice about states.

State versus stateless

So, we briefly touched on the topic of state versus stateless in the preceding

section, but now, let's get into the nuts and bolts of it. So, let's look at two example
applications: one with state and one without. First, we will start with a redis
container. Its job is to be the backend store for activemq. The application that uses
the queue has logic to check whether the message has been received and expects

a response. If that fails, it will retry to send the message. Thus, the queue itself is
stateless. We are using redis as a cache. There is no need to give the redis container
state, as the information it holds is ephemeral. If the container fails, we just respawn
a new one and it will cache the queue again.

Now, let's look at a container that needs state and the options we have to keep state.
In the application, we are going to build two containers. One is Bitbucket itself, and
then Postgres will be used as the backend database. So, both of these need state. Let's
look at Bitbucket first. If we don't give states to the Bitbucket server, every time we
restart the container, we would lose all the projects that we checked in via Git. That
doesn't sound like it would be a viable solution. Now, let's look at the options that
we have to give to the container's state. First, we could add volume to our Dockerfile:

53/udp 8300 8301 8301/udp 8302

[u/datau]

This will give the container state; we can reboot the application and all the data will
be there, which is good. That is what we want. There is a downside to this method.
Volume resides inside the container and is not decoupled from the application. So
when we run into issues with this method, the main operational issue is when we
need to update the version of the application in the container. As all our data lives in
the container, we can't just pull the latest. So we are stuck with the available options.
Now, let's look at how to map a folder from localhost to the container. We do this
using /data:/var/atlassian/application-data/bitbucket. The left side of the
colon is the localhost running the Docker daemon and the right side is the container.
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Docker uses fully qualified paths, so it will create the /data directory. Now, we
have decoupled our application from our data. If we want to update the version of
Bitbucket, all we would need to do is change the image tag in our Puppet code to the
new version. Then, we would run Puppet. Once that is complete, the new version of
Bitbucket will boot with our existing data. Now, there is a cost to using this method
as well. We have now tied this container to the one host. If you are using schedulers
such as Kubernetes or Docker Swarm, this probably isn't the best idea. This problem
has been solved by the new volume driver added to the Docker engine 1.8 and
above. This allows us to create storage objects that are external of the host on which
the engine is running,.

This is out of the scope of this book, but if you would like to do some
*  more reading about the technology, I would recommend that you visit
%@‘\ https://clusterhqg.com/flocker/introduction/. Now, we
g have a good understanding of state versus stateless containers. Let's
start the fun bit and get coding!

Docker_bitbucket (manifest resources)

In this topic, we are going to write our module that will install Atlassian's Bitbucket.
The application will be comprised of two containers, among which one will be
Postgres as we mentioned earlier. We are actually going to tweak the container to
secure the backend and make it only accessible to Bitbucket. Then, we will run the
Bitbucket container, configure the user it will run as, and then map the filesystem
from the host machine to the container.

Creating our module skeleton

This is just going to be a quick refresher, as we covered this in the last chapter. If you
are still not feeling comfortable with this step, I would recommend you to go over
the last chapter again until you have a good grasp of the process.

So, we are going to open up our terminal and change directory or cd into the root of
our Vagrant repo. Then, we will type vagrant up, and once the box is up, we will

use SSH into it with vagrant ssh. The next step is to change to root (sudo -1i). Now
that we are root, let's change the directory to /vagrant, which maps back to our

local machine. We are then going to issue the puppet module generate <AUTHOR>-
docker_bitbucket command. Again, there are a few more tweaks that we need, but
they are in the last chapter, so let's not repeat ourselves here. Once you have completed
the outstanding task, you can move on to the next chapter.
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Let's code

Now, we have our module skeleton and we have moved it into the modules
directory in the root of our Vagrant environment. We need to add two new files:
install.pp and params.pp. Our module should look like as shown in the following
screenshot:

docker_bitbucket

manifests

In this example, we have a few new things going on, so I have not used params. pp
in this example. This gives you a perfect opportunity to use the knowledge that you
gained in the last chapter and apply it. So, for now, we will leave params.pp empty.
Seeing as we are not putting parameters in init . pp, let's look at that first:

class docker_bitbucket i

e docker_bitbucket::install
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As you can see in the preceding screenshot, we are only calling the docker
bitbucket::install class. We can now move on to the chunky install.pp class.
Again, we are going to brake this down into three parts. This will make it easier to
explain the logic of the class. Let's look at part one, which is as follows:

package { 'device-mapper-libs':
=> installed,
}

class { 'docker':

=
= ' ',

= : r.sock',
=> Package(['device-mapper-libs']

In this top section of the class, we are installing the device-mapper-1ibs package.
This is a prerequisite for the RHEL family and Docker. The next thing that we are
declaring is the Docker class. In this resource, we are defining the version of Docker
that we want to be installed, the TCP bind that Docker will use, and lastly, the Unix
socket that Docker will bind to. This is the same configuration that we used to define
our Docker daemon in the last chapter. This will stay fairly static until we move into
Docker schedulers. Let's now move to Postgres:

docker::image { 'posta

docker::run

First, we will define the image of Postgres that we would like to use. For this
example, we are using Postgres 9.2. So, the correct tag from Docker Hub is
postgres:9.2. Now, let's look at the docker: : run class; this is where all the
configurations for Postgres will be defined. So, you can see that we are calling
the image that we set in the preceding resource postgres:9.2. We will then set
the hostname as bitbucket-db. This setting is important, so let's store it into our
memory for later use.

Let's look at the env resource declaration as we have a bit going on there. In this
one line, we are declaring the Postgres user, the database password, the name of the
database that we will connect with Bitbucket, and lastly the path where Postgres
with store the database. Lastly, we are declaring our volumes as /root/db: /var/
lib/postgresqgl/data/pgdata
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As mentioned earlier, the left-hand side of the colon is mapping the the local machine
and the right is mapping the container. There are two major call outs with our
configuration. First, the /root /db folder is arbitrary and not what you would use in
production. The second is that you will note that the left side of the colon, /var/1ib/
postgresqgl/data/pgdata, and the value in env, PGDATA, are the same. This is no
coincidence; that folder holds the only state that we care about: the actual database.
That is the only state that we will keep. Nothing more and nothing less. You will note
that we have not exposed any ports from this container. This is by design. We are
going to link our Bitbucket container to Postgres. What does link mean? It means that
by default, the Postgres image exposes port 5432. This is the port that we will use to
connect to our database. By linking the containers, only the Bitbucket container has
access to 5432; if we exposed the port (5432:5432), any other application that has access
to the host instance could hit the port. Thus, linking is much more secure. So, we need
to remember a few things from this section of code for later use: the hostname and the
entire env line. For now, let's move on to the Bitbucket container:

docker::image { 'atl

docker::run { 'bit
= 'a

== i
=> 'rc

= ['/ fatlassian/application-data/bitbucket'],
=

As you can see in the preceding screenshot, the image resources are the same, but
instead of calling Postgres, we are going to call atlassian/bitbucket-server.

The next resource we will declare is the ports resource. You will note that we are
declaring two ports 7990: 7990, which will be the port that we hit the web UI on, and
7999:7999, which is the port that Bitbucket uses for SSH. We will set the username
to root. This is recommended in Atlassian's documentation (https://hub.docker.
com/r/atlassian/bitbucket—server/).

Next, we are going to map our volume drive. In this case, we are only going to
map Bitbucket's data directory. This is where all our Git repo, user information,
and so on is kept. Again, /data is an arbitrary location; you could use any location
you like. The important location to note is on the left-hand side of the colon, /var/
atlassian/application-data/bitbucket.
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Lastly, we link our two containers. Another benefit of linking containers is that

the Docker daemon will write to both the containers' /etc/hosts files with their
hostname and IP address. So, the containers have no issue talking to each other.
There is no need to worry about the IP address, as it is arbitrary and is looked after
by the Docker daemon. Now that we have written our module, we can build our
application.

Running our module

The first thing that we need to do is forward the correct ports on our servers.yml
file that allow us to hit the ports we forwarded to Bitbucket. To do this, we need to
modify the file so that it looks as shown in the following screenshot:

So, let's open our terminal and change the directory to the root of our Vagrant repo
and run vagrant up. You should get the following output after this:

node-81: Running provisions t...
node-#1: Running Puppet with defoult.pp.. .
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Now that our application is built, we can go to http://127.0.0.1:7990. We should
get the following page:

L 'E‘! i 127.0.0.1:7990(setup

iz Apps B Bookmarks

B Bitbucket

Bitbucket setup

Welcome

Language @ English (United States) X
Database @ Internal
For evaluation and demo purposes only.

External

Recommended for production use. See our documentation for more information

Git repository management for enterprise teams powered by Atlasslan Bitbucket

Allassian Bitbucket v4.3.2 Documentation Contact Support Request a feature - About Contact Atiassian

YhAtlassian

Earlier in the topic, we had remembered some details about our Postgres install.
Now is the time to use them, so let's begin. The first thing that we need to do is
use an external database. The next piece of configuration we need to choose is the
database type. Of course, we are going to choose Postgres.
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The hostname will be set to the hostname of the bitbucket-db container, the port
is 5432, and the database name is bitbucket, as we set in our code. We will use

PostgreSQL as the username and the password will be Gr33nTee. Refer to the

following screenshot to know more:

L cn 127.0.0.1:7990/setup

Bl Ciick to go forward, hold 1o see history

2 Bitbucket

Bitbucket setup

Welcome

Language  English (United States)

Database Internal

Recommended for production
Database Type = PostgreSQL

Hostname' | bitbuckel-db

Dalabase name | bitbucket

Database usemamsa’ postgresgl

Database password | ssssssss

WAtlassian

ation and dema purpases only

TCP port number for the database servar

58 teams powersd

Contact Aflassian
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Next, click on the Test button, and we should get the Successfully established
database connection. message, as shown in the following screenshot:

Bitbucket setup

Welcome

English (United States)

Internal
© External

PostgreSaL

e bitbucket-db

Database name | bitbucket

¢ posigresql

WhAtlassian

I will let you finish the rest of the setup. But what we just set up was not simple, and
now, we have a very solid base to move on to more complex applications.

Docker_bitbucket (Docker Compose)

In this topic, we are going to build the same Bitbucket application. The difference
this time is that we are going to use docker-compose as a . erb file instead of the
resource declarations in a manifest.
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Let's code — take 2

We covered a lot of what happens under the hood in the last topic. We will not be
repeating ourselves, so this topic will be just about the code. We are going to keep
both init.pp and params.pp the same as we did in the last topic. So, let's jump
straight to install.pp. It will look very similar to install.pp from the last chapter:

class docker_bitbucket::install {

package { 'device-mapper-libs':
=> installed,
}

class { 'docker':

=> Package[

} =

file { '/root/docker-compose.yml':

All the magic happens in our template file. So, let's jump to our .erb file that lives in
the templates folder in the root of our module:

postgres:
image: postgres:9.2
environment:
- POSTGRES_USER=postgresql
= POSTGRES_PASSWORD=Gri3nTeg
- POSTGRES_DB=bitbucket
- PGDATA=/var/lib/postgresql/data/pgdata
volumes:
- «/fdb:/var/lib/postgresgl/data/pgdata
bitbucket:
image: atlassian/bitbucket-server
user: root
ports:
= "7990:7998"
- "7999:7999"
volumes:
- ./data:/var/atlassian/application—data/bitbucket atlassian/bitbucket-server chown -R daemon /var/atlassian/application-data/bitbucket
- ./fdata:/var/atlassian/application-data/bitbucket
links:
- postgres

As you can see in our .erb file in the preceding screenshot, all the configurations are
familiar. There are absolutely no changes to what we covered in our last topic.
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Running our module — take 2

Let's open our terminal and change the directory to the root of our Vagrant repo and
run vagrant up. You should get the following output:

: Running provisioner: puppet...
: Running Puppet with defoult.pp...

£ C # 127.0.0.1:7990/mvc/setup

ii Apps M Bookmarks

©Bitbucket Projects Repositories ~ Find a repository...

Bitbucket setup

Welcome

Language English {(United States) v

Database @ Internal

For evaluation and demo purposes only
External
Recommended for production use. See our documentation for more information

YAtlassian
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Just follow the same setup as in the preceding topic to configure Bitbucket.

You can use a trail license to try the application, or as I mentioned earlier,

there is a development/startup license at https://bitbucket.org/product/
pricing?tab=server-pricing with the proceeds of the $10 license going to charity.

Summary

By building a multicontainer application, we learned and covered a lot. We first
looked at state versus stateless containers, the pros and cons of having state, and
what design choices we have to keep a state. We then looked at linked containers
and how they communicate with each other through their hostfiles. All the topics in
this chapter will set us up with the knowledge that we need to move forward with
topics such as service discovery and container schedulers.
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Configuring Service
Discovery and Docker
Networking

In this chapter, we will be looking at two very important topics when working with
containers. First, we will be looking at what is service discovery, why do we need it,
and the different types of service discovery. The second topic we will cover is Docker
networking. There are many ways to run container networks. There are some great
technologies out there such as the CoreOS project flannel (https://coreos. com/
flannel/docs/latest/). There is also Weave from Weave Works (http://weave.
works/), but we are going to use the native Docker networking stack released in
engine version 1.9.1.

Service discovery

This is a fairly important topic in the world of containers, when we start to move
into multinode applications and Docker schedulers. The question is what is service
discovery? Is it limited to containers? What are the types of service discovery for us
to make smart design choices in our Puppet modules.

The theory

Service discovery is essential when we start to work with multinode applications, as
it allows our applications to talk to each other as they move from node to node. So, as
you can see in the world of containers, this is fairly important. We have a few choices
when we choose a service discovery backend. The two big names in this space are
etcd (https://coreos.com/eted/), which again is from CoreOS, and Consul from
HashiCorp (https://www.consul.io/).
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Configuring Service Discovery and Docker Networking

You might remember that we have already written a consul module. So for this
chapter, we are going to choose the same, as we already have the written code. First,
let's look at the architecture of Consul so we can understand how the backend works,
how it handles failure, and what option do we get with our configuration of Consul.

So, let's talk about how Consul works. In Consul, we have two types of configuration
that we can give to a server. First is a server role and the second is an agent role.
Although the two interact, they serve different purposes. Lets dive into the server
role first. The server's role is to participate in the RAFT quorum; this is to maintain
the state of the cluster. In Consul, we have the idea of data centers. What is a data
centre, you may ask? It is a group of logical servers and agents. For example, if you
are an AWS, a data center could be an AZ or even a VPC. Consul allows connectivity
between data centers; it is the role of the sever to look after the communications
between data centers. Consul uses the gossip protocol to achieve this. The server
also holds the key/value store and replicates it between the servers using the serf
protocol. Let's look at a diagram of what we discussed:

Data center x Data center y

Servera Server b Servera Serverb

Wan gossip

Serverc Server d Serverc Server d

consul server consul server
chaster cluster

Server e Server e

The agent's role is to report to the server about the state of the machine and any
health checks that may be assigned to it. Again, Consul will use the serf protocol to
pass the communication.

Now that we have an understanding of what Consul is doing behind the scenes, let's
look at the features that it has that we can take advantage of in our Puppet modules.
The first feature we will take advantage of is DNS service discovery. In the container
world, this is pretty important. As our containers move from node to node, we need
to know how to connect to them. DNS service discovery solves this very neatly. So,
let's look at an example to understand this.
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In this example, we have a mario service and we have Docker swarm cluster of three
nodes. When we hit the Docker API and swarm schedules the container, we don't
know which of the three machines mario will end up on. But we have other services
that will need to find mario as soon as he is up. If we tell the other services that
mario is actually at mario.service.consul, no matter what node the container comes
up on, it will resolve mario.service.consul to the right address. Refer to the following
diagram to understand this in detail:

ping mario.service.consul

app x

Server a Server b
192.168.100.10 192.168.100.11
Serverc Server d
192.168.100.12 192.168.100.13

Docker swarm
cluster

In this case, if we were to ping mario.service.consul, we would get 192.168.100.11.
Pending our scheduling configuration in swarm, if Server b fails, mario.service.
consul could end up on Server d. So, the response to mario.service.consul would
now come from 192.168.100.13. This would take no human intervention and would
be seamless to the applications. That is all the theory we will see for service discovery
in this chapter; there is more that we will cover in the later chapters. Now, let's get to
writing some code.
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The service discovery module

In this module, we are going to write a module that uses consul as our DNS service
discovery backend. As we already have a consul module, we won't start from scratch
but add new features to the existing module. We will again write the module with
manifests and Docker Compose. So, let's start with the manifests.

Our folder structure should look like this:

consul
manifests
spec

tests

fixtures.yml

.rspec
Gemfile
Gemfile.lock
metadata.json
Rakefile
README.md

Let's jump straight to install.pp. Without making any changes, it should look
as shown in the following screenshot:

class consul::install {

package { 'device-mapper-libs':
=> installed,
}

class { ‘docker':
v == $consul::docker_version,
sconsul: :docker_tcp_bind,
ge
} -

docker::image { $consul::docker_image : } —

r::run { $consul::container_hostname:
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Now, we are going to add one extra container that is going to be part of the
plumbing for our DNS service discovery solution. We will need something to
register our containers with Consul as they spawn. For this, we will use a golang
application called registrator (https://github.com/gliderlabs/registrator).
This is a fantastic app. I have been using it for over a year, and it has been faultless.
So, let's make changes to our params. pp file to allow the new container. At the
moment, params . pp looks like the one shown in the following screenshot:

class consul::params {

$docker_version
$docker_tcp_bind
$docker_image
$container_hostname
$consul_advertise
$consul_bootstrap_expect

$::ipaddress_enp@s8

The first thing that we will do is make changes to the docker image and container_
hostname parameters. As we already have the convention of consul_xxx, we can
carry on with that:

{ 1 class consul::params {

$docker_version
$docker_tcp_bind
$consul_docker_image
$consul_container_hostname
$consul_advertise
$consul_bootstrap_expect

' ul
$::ipaddress_enp@s8
Y

B L L T

Now, let's add the parameters for registrator:

class consuli:params {

$docker_version 9.1-1.el7.centos’
$docker_tcp_bind tep://127.0.0.1:4243"
$consul_docker_image "scottyc/consul’
$consul_container_hostname "consul'’
$consul_advertise : :ipaddress_enp@s8

$consul_bootstrap_expect 1

$reg_docker_image 'gliderlabs/registrator’
$reg_container_hostname 'registrator’

$reg_net "host'

$reg_volume ['/var/run/docker.sock:/tmp/docker.sock']
$reg_command "consul://$::ipaddress_enp@s8:8500"
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As you can see, we have added the parameter for the image as $reg_docker image

= 'gliderlabs/registrator' and the parameter for the hostname as $reg
container hostname = 'registrator'. We have told the container to listen to the
host's $reg_net = 'host' network. The next parameter will need some explaining.
The registrator maps the Unix socket that the Docker daemon is bound to into its
Unix socket. It does this to listen to any new services that get spawned and need to
be registered in consul for discovery. As you can see, we do this with $reg_volume

= ['/var/run/docker.sock:/tmp/docker.sock']. The last parameter tells
registrator where to find consul. We are going to set that with $reg_command =
"consul://$::ipaddress enp0s8:8500". Now, let's move over to our init.pp file.

Our init.pp file should look as shown in the following screenshot:

$docker_version
$docker_tcp_bind
$consul_docker_image

$consul: :params: :docker_version,

$consul: :params: :docker_tcp_bind,

$consul: :params: : consul |docker_image,
$consul: :params: : consul_container_hostname,
$consul::params::consul_advertise,

$consul: :params: : consul_bootstrap_expect,

$consul_container_hostname
$consul_advertise
$consul_bootstrap_expect

Let's add our new parameters, as shown in the following screenshot:

class consul 1

$consul::params: :docker_version,
$consul::params: :docker_tcp_bind,
$consul::params::consul_docker_image,
$consul::params: :consul_container_hostname,
$consul::params::consul_advertise,
$consul::params: :consul_bootstrap_expect,
$consul: :params: : reg_docker_image,
$consul::params: : reg_container_hostname,
$consul::params: :reg_net,
$consul::params::reg_volume,
$consul::params: : reg_command,

$docker_version
$docker_tcp_bind
$consul_docker_image
$consul_container_hostname

$consul_advertise
$consul_bootstrap_expect
$reg_docker_image
$reg_container_hostname
$reg_net

$reg_volume

$reg_command
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Now that we have all our parameters set up, we can go to our install.pp file to add
our code in order to install registrator:

docker::image { $consul::reg_docker_image : } —>

docker::run { $consul::reg_container_hostname:
= $consul::reg_docker_image,|
=> $consul::reg_net,
=> $consul::reg_volume,
=> $consul::reg_command,

As you can see in the preceding screenshot, we have added a new block of code at the
bottom of our file. It's similar to our code that configures Consul; however, there are a
few different parameters. We covered those earlier, so let's not repeat ourselves. Now
that we've made a fair chunk of changes to our module, we should run it in Vagrant to
check whether we have any issues. Before we can run Vagrant, we need to change our
servers.yanl file in the root of our Vagrant repo so that it allows us to hit the Consul
URL on port 8500. We do this with the following change to the code:
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Now, let's open our terminal and change the directory to the root of our Vagrant
repo. From there, we will just issue the vagrant up command. The output from
our terminal should look as shown in the following screenshot:

node-@1: Running Puppet with default.pp...
1:

Run(cs

r: :Run[registrat

i, SERVICES

consul

consul-53

consul-8301

consul-8302

consul-8400

consul-8500
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You will notice now that there are a lot more services listed in the Consul web Ul
than when we ran the module in the last chapter. This is because now, registrator is
listening on the Unix socket, and any container with a port mapped to the host will
be registered. So the good news is that our module is working. Now, let's add an
application to the module.

The easiest way to do this is to add another container module to our node. So, let's
add our bitbucket module. We do this by adding the class to our default. pp file
that lives in our manifests directory:

We will also need to make some quick modifications to the bitbucket module so
that we don't get duplicate declaration errors. Note that this is not something you
would do in production. But it is good enough for our test lab. We need to comment
out the top block of code as shown in the following screenshot:

1 1 class docker_bitbucket::install i

docker::

docker::

}

docker: : im

docker::
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We can even comment out the code as shown in the following screenshot:

class docker_bitbucket::install {

file { '/root/docker-compose.yml':
=> ( 'docker_bitbucket/docker-compose.yml.erb'),

}. -

docker_compose { 'bitbucket' :
: r => present,
= '/root’,
= [*1']

This depends on whether you used the manifest module or the compose module.
I used the compose module.

So, let's go back to our terminal in the root of our Vagrant repo and issue
the vagrant provision command. The output of the terminal should look
as shown in the following screenshot:
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Running Puppet with default.pp...

Hatice:

Hatice: /

Now, let's look at our browser again. We can see that our bitbucket services have
been registered, as shown in this screenshot:

seRvIcES MODE KEYAVALUE o

consul

bitbucket-server-7990

bitbucket-server-T999

congul consul
Coniul-55 Serf Health Status
consul-8301

consul-8302

consul-8400

consul-8500
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We have the service discovery working; however, we still need to add another class to
our module for DNS service discovery. So, let's go back to our consul module. We will
add a new file called package . pp. In this file, we will install the bind package and add
two templates, one to configure named. conf and the other to configure consul . conf
in the directory named /etc/. Let's start coding. The first thing we will need to do is
create our package . pp file in the manifests directory of our module:

consul

manifests

We will add the following code to the file:

class consul::package {

package { 'bind’:
= present
} -

file { '/etc/named.conf':
== present,

== " '
== Package['bind'],

{ '/etc/named/consul.conf’:
= present,

sull/consul.conf.erb"),

== 'y '
== Package['bind'],
}

service { 'named':
=> running,
== true,
= File['/etc ed.conf'],
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Now, let's create a templates folder. In this example, we are not parameterizing
the files, and in a production instance, you would. That's why we are using the
templates folder and not files:

consul
manifests

spec

templates

tests

Now, let's create a file called named. conf . erb and add the following code to it:

options {
listen-on port 53 { 127.0.0.1; };
listen-on-v6 port 53 { ::1; };
directory "/var/named";
dump-file "/var/named/data/cache_dump.db";
statistics-file "/var/named/data/named_stats.txt";
memstatistics-file "/var/named/data/named_mem_stats.txt";
allow—query { localhost; };
recursion yes;

dnssec-enable no;
dnssec-validation no;

/#* Path to ISC DLV key */
bindkeys-file "/etc/named.iscdlv.key";

managed-keys-directory "/var/named/dynamic";

include "/etc/named/consul.conf";|
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The code is just setting our DNS resolver to listen to 127.0.0. 1. Remember that we
have set port forwarding on our Consul container to forward port 53. That is how
the host will connect to the container. Lastly, it will call our next template file /etc/
named/consul . conf. Let's create that now:

consul

manifests

spec

templates

The code that we will add is as follows:

zone "consul" IN {
type forward;
forward only;

forwarders { 127.0.0.1 port 8600; };
HH
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You will note that we are forwarding port 8600, which is the port that Consul uses
for its DNS traffic, and removing port 53. As TCP bind will use port 53, we will
forward the request to 8600, as shown in the following piece of code:

class consul::install {

package { 'device-mapper-libs

class { 'docker':
= $c

docker:

dacker: :

}

docker::

docker::

:image { $consul::consul_docker_image :

} =

run { $cons onsul_container_hostname:
= $c ] _docker_image,

sreg_docker_image : } -

eg_container_hostname:
::reg_docker_image,

We need to make one more change before we can run Puppet. We need to add the
new code of package.pp to our init.pp file. We can do so like this:

class consul (

$consul:
$consul:
$consul:
$consul:
$consul:
$consul:
$consul:
$consul:
$consul:
$consul:
$consul:

$docker_version
$docker_tcp_bind
$consul_docker_image
$consul_container_hostname
$consul_advertise
$consul_bootstrap_expect
$reg_docker_image
$reg_container_hostname
$reg_net

$reg_volume

$reg_command

) inherits consul::params i

1params:
iparams:
1params:
1params:
:params:
iparams:
1params:
1params:
1params:
iparams:
1params:

rdocker_version,
:docker_tcp_bind,
:consul_docker_image,
:consul_container_hostname,
:consul_advertise,
:consul_bootstrap_expect,
: reg_docker_image,
:reg_container_hostname,
1reg_net,

:reg_volume,

: reg_command,
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Now, we can run our module. Let's go to the terminal and change to root of our
Vagrant repo. We will issue the vagrant up command and if you already have a box
running, just issue the vagrant destroy -f && vagrant up command. Now, let's
check the web Ul (127.0.0.1:8500):

(= SERVICES NODES KEY/VALLIE o

bitbucket-server-7990
bitbucket-sorver-7999
consul

consul-53

consul-8301
consul-8302
consul-8400
consul-8500

consul-8600

As you can see in the preceding screenshot, we have a new service registered on port
8600 (consul-8600). Now, we need to make sure that our machines are listening

to the right DNS servers on their interfaces. We are going to do this in servers.
yaml, as I would usually add this configuration to my user data in AWS. You could
very well control this with Puppet. So, in future, you can decide the right place for
the configuration of your environment. The line we are going to add is - { shell:
'echo -e "PEERDNS=no\nDNS1=127.0.0.1\nDNS2=8.8.8.8">>/etc/sysconfig/
network-scripts/ifcfg-enp0s3 && systemctl restart network'}. We will
add it as shown in the following screenshot:
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Now, let's go to our terminal and issue the vagrant up command. If you have a box
already running then issue the vagrant destroy -f && vagrant up command.
The terminal output should look like the one shown in the following screenshot:

= node-@l: RFunning Puppet with default.pp...

We can then log in to our vagrant box using vagrant ssh and test whether our
DNS setup works. We can do this by selecting a service and trying to ping it. We
are going to choose our ping bitbucket-server-7990 service by entering the
ping bitbucket-server-7990.service.consul command, and we should get

the following results:

[vagrant@node-@1 ~]$ ping bitbucket-server-7990.service.consul
PING bitbucket-server-7990,service.consul (127.0.0.1) 56(84) bytes of data.

node-01 (127.0.0.1):
node-01 (127.0.0.1):
b4 bytes from node-01 (127.0.0.1):
64 bytes from node-@1 (127.0.0.1):

node-01 (127.0.0.1):
node-01 (127.0.0.1):

--- bitbucket-server-7990.service
6 packets transmitted, 6 received

icmp_seg=1 ttl=64 time=0.000 ms
icmp_seq=2 ttl=64 time=0.064 ms
icmp_seq=3 ttl=64 time=0,048 ms
icmp_seq=4 ttl=64 time=0.068 ms
icmp_seqg=5 ttl=64 time=0.114 ms
icmp_seq=6 tt1=64 time=0.068 ms

.consul ping statistics ---
, @% packet loss, time 5008ms

rtt min/avg/max/mdev = ©.000/0.060/0.114/0.034 ms

[vagrant@node-01 ~1$ I
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As you can see in the preceding screenshot, it returns the echo response as the
loopback, as the service is running locally on this host. If we were external of the
host, it would return the IP of the host that is running the service. Now, we run our
container schedulers, such as Docker swarm, that have multiple host. We now know
how service discovery works.

Now, let's have a look at what this would look like using Docker Compose.

In order to not repeat ourselves, let's make our init.pp file the same as the module
that uses the manifests method. We have to make one small change to the params.
pp file; docker-compose expects that you pass it strings. So, we need to remove the
brackets around $reg_volume as shown in the following screenshot:

class consul::params {

'1.9.1-1.el7.centos’
"tep://127.0.0.1:4243"
'scottyc/consul’

‘consul’

$::ipaddress_enp@s8

1 1 1

'gliderlabs/registrator’
'registrator'

"host'

'/var/run/docker.sock: /tmp/docker.sock'
"consul://%::ipaddress_enp@s8:8500"

$docker_version
$docker_tcp_bind
$consul_docker_image
$consul_container_hostname
$consul_advertise
$consul_bootstrap_expect
$reg_docker_image
$reg_container_hostname
$reg_net

|$reg_volume

$reg_command

Then, we will add our package . pp file as we did earlier and also create the two
templates for our bind config. Then, we need to update our docker-compose.yml.erb
file in our templates directory. We need to add our second container, regisrator.
We are going to use the same parameters as we did in the manifest module earlier in
this chapter. The code for this should look as shown in the following screenshot:
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<%= @consul_container_hostname %=:
image: <%= @consul_docker_image %
hostname: <%= @consul_container_hostname %
ports:
"8300:8300"
"'8301:8301"
"'8301:8301/udp"
"'8302:8302"
"'8302:8302/udp"
''8400: 8400"
''8500: 8500"
"'8600: 8600"
"'8600: 8600,/udp"
command: -server —advertise <%= @consul_advertise %> -bootstrap-expect <%= @consul_bootstrap_expect %

registrator:
image: <%= @reg_docker_image %
net: "<%= @reg_net %"
volumes:
= <%= @reg_volume %>
command: “<%= @reg_command %"

You will also note that we changed the ports on our Consul container as we did
earlier in the chapter (we removed port 53 and added 8600 tcp/udp). Now, we can
go to our terminal, change to root of our Vagrant repo, and issue the vagrant up
command. Our terminal should look like the one shown in the following screenshot:

rode-81: Rurving Puppet: with defoult.pp. ..
rode-81:
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Again, we can also check our browser at 127.0.0.1:8500:

B Bookmarks

bitbucket-server-7990

bitbucket-server-7990
bitbucket-servar-7999
i consul
congul-8300 Serf Health Status
consul-8301

consul-8302

consul-8400

consul-8500

consul-8600

As you can see in the preceding screenshot, it looks the same as it did earlier in the
chapter.

Let's log in to our box and test our DNS service discovery. For this, enter the vagrant
ssh command and then ping a service. This time, we will choose something
different. We will use the ping consul-8500.service.consul command. We
should get the following response after this:

[vagrant@node-@1 ~]$ ping consul-8500.service.consul

PING consul-850@.service.consul (127.0.0.1) 56(84) bytes of data.
64 bytes from node-81 (127.0.0.1): icmp_seg=1 ttl=64 time=0.040 ms
64 bytes from node-01 (127.0.0.1): icmp_seqg=2 ttl=64 time=0.069 ms
64 bytes from node-01 (127.0.0.1): icmp_seqg=3 ttl=64 time=0.123 ms

64 bytes from node-01 (127.0.0.1): icmp_seq=4 ttl=64 time=0.051 ms
AC

--- consul-8500.service.consul ping statistics ---

4 packets transmitted, 4 received, @% packet loss, time 3000ms
rtt min/avg/max/mdev = @.040/0.070/0.123/0.033 ms

[vagrant@node-01 ~]% I

So that's all for service discovery in this chapter. We will be picking it up again in the
container scheduler chapter.
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Docker networking

In this topic, we are going to look at the native networking stack that comes with
Docker Engine. There is a wealth of knowledge that you can achieve by reading

on this subject. I strongly suggest that you do, as there is a lot you can do with
Docker networking. If you have not used it before, I would suggest that you start
reading the guide at https://docs.docker.com/engine/userguide/networking/
dockernetworks/. From here, you can read about the different types of drivers, how
to use VXLAN to separate your networks, and the best practices when designing
your Docker network. We are going to cover the basics now and the more advanced
features in later chapters.

The prerequisites

Before we can even start to code for our network, there are a few things we need.
First, we need a key/value store. Docker will use this to map all the containers, IP
addresses, and vxlans that are created. Seeing as there usually would be more than
one host attached to a network, the key/value store is usually distributed to give it
resiliency against failure. Luckily enough, we have already built a key/value store
that we can take advantage of, it's Consul of course. The other configuration that
you will need are extra args when we start our Docker Engine. This is to let Docker
Engine know how to access the key/value store. These are the basic prerequisites
that we need to get coding.

The code

Let's create our first Docker network. To do this, we are going to add to our consul
module. I am not going to do this twice for both manifests and docker-compose, as the
configuration can be ported between the two. I am going to use the docker-compose
module for my example. If this is the first time that you are creating a Docker network,
it would be a worth while exercise to port the configuration to both. So, lets' start. We
are only going to make changes to our install.pp file. The first change that we are
going to make is to our extra arguments for our docker-engine daemon. We do this
by adding the code shown in the following screenshot:

class { 'docker':
=> $consul::docker_version,
=> $consul::docker_tcp_bind,

= -C 0.0.1:8500 ——cluster-advertise=enp@s8:2376',
=> Package[’
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The code sets our key/value store's address and port. Then, it also tells other
machines what interface and port we are advertising our networks on.

The next code we are going to add will create the network. We will create a new file
called network. pp. Then, we will add the code shown in the following screenshot to it:

class consul::network {

docker_network { 'docker-internal’:
ensure => present,
=> true,
= 'overlay',

The next thing we will have to do is make sure that our classes get installed in the
correct order, as the Docker network is dependent on Consul being there. If Consul
is not there, our catalogue will fail. So, we need to use the contain functionality built
into Puppet. We do this by adding the code shown in the following screenshot:

class consul (

$docker_version
$docker_tcp_bind

$consul::params: :docker_version,

$consul: :params: :docker_tcp_bind,
$consul_docker_image $consul: :params: : consul_docker_image,
$consul_container_hostname = $consul::params::consul_container_hostname,
$consul_advertise = $consul::params::consul_advertise,
$consul_bootstrap_expect $consul: :params: : consul_bootstrap_expect,
$reg_docker_image $consul: :params: : reg_docker_image,
$reg_container_hostname $consul: :params:: reg_container_hostname,
$reg_net $consul: :params::reg_net,

$reg_volume $consul::params:: reg_volume,

$reg_command $consul: :params: : reg_command,

) inherits consul::params {

contain consul::install
contain consul::package
contain consul::network

Class['consul::install'] => Class['consul::package']l == Class['consuli:network']
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As you can see, we are just setting up a basic network. We could set things such as IP
address range, gateway, and so on. If we do that, it would look like this:

docker_network { 'my-net':
present,
true,
'overlay',
'192.168.1.0/24",

'192.168.1.1',
' 192.168.1.4/32'

Now that we have our code, let's go to our terminal and issue the vagrant up
command from root of our Vagrant repo. Our terminal output should look like
the one shown in the following screenshot:

r-internal]/ensure: created

[97]



Configuring Service Discovery and Docker Networking

Now, we can check to make sure that our network is there by logging in to our
vagrant box (vagrant ssh from the root of our Vagrant repo). Once we log in to our
box, we need to change to root (sudo -i) and then issue the docker network 1s
command. This will list the available networks on the box. The one we are looking
for is docker-internal with the overlay driver:

[root@node-@1 ~]# docker network 1s
NETWORK ID NAME DRIVER
de325bfc5fd4 docker-internal overlay

3c92cd3accle bridge bridge
8263008be627 none null
ebc96alf7545 host host

As you can see from the output of our terminal, we were successful and our network
has been configured. That is all we are going to do with networking in this chapter.
In the next chapter, we will be attaching containers and spanning our Docker
network across multiple hosts.

Summary

In this chapter, you learned a lot about how the container ecosystem handles service
discovery. I can't emphasize on how important it will be to understand this topic
when you start using containers at scale. I would really suggest that you get a solid
understanding of service discovery before moving on to further chapters. We also
covered the basics of Docker networking. Don't worry, as in the next chapter, we
will go into Docker networking in more depth as we will be building multihost
applications.
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In this chapter, we are going to start playing with the really cool stuff. We are going
to use all the skills we have learned in the book so far. We are really going to step

it up by a notch. In this chapter, we are going to deploy four servers. We will look
at how to cluster Consul, which will give us a perfect opportunity to further our
modules' functionality. In this chapter, we are going to look at two ways to network
our containers. First, by using the standard host IP network, that our Consul cluster
will communicate on. We will also install the ELK (Elasticsearch, Logstash, and
Kibana) stack (https://www.elastic.co/). To do this, we will be writing a module
for each of the products. Because Elasticsearch is our data store in this solution, we
want to hide it so that only Logstash and Kibana can access the application. We will
accomplish this using the native Docker networking stack and isolate Elasticsearch
using VXLAN. As you can see, we are going to get through a lot in this chapter. We
will cover the following topics in this chapter:

* The design of our solution

* Putting it all together

The design of our solution

As there are a lot of moving parts in the solution, it would be best to visualize what
we are going to be coding for. As this will be a big step up from our last chapter,
we will break down the solution. In the first topic, we will look at the design for
our Consul cluster.
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The Consul cluster

In the design, we are going to use four servers: node-01, node-02, node-03, and
node-04. We will use node-01 to bootstrap our Consul cluster. We will add the
other three nodes to the cluster as servers. They will be able to join the conciseness,
vote, and replicate the key/value store. We will set up an IP network that is on the
172.17.8.0/24 network. We will map our container ports to the host ports that sit
on the 172.17.8.0/24 network. The following image will show the network flow:

Ports Ports Ports.

node-03 node-04
TN T

\ / \
8500 | consul ) B500 | consul |

{ \ /
[ consul BS00 [ consul )
| server - g | oserver |

| master | - - | oserver

\ ) \ / \ / \ /
e A B300 R 8300 R 8300 S

host network host network

172.17.8.101 172.17.8.102

hest network hast netwark
172.17.8.103 172.17.8.104

The ELK stack

Now that we have our Consul cluster, we can look at what our ELK stack is going
to look like. First, we will walk through the design of the network. The stack will be
connected to the native Docker network. Note that I have not listed the IP addresses
of our Docker network. The reason for this is that we will let the Docker daemon
select the networking address range. For this solution, we are not going to route
any traffic out of this network, so letting the daemon choose the IP range is fine. So
you will also note that Elasticsearch is only connected to our Docker network. This
is because we only want Logstash and Kibana. This is to keep other applications
from being able to send requests or queries to Elasticsearch. You will note that

both Logstash and Kibana are connected to both the Docker network and the host
network. The reason for this is that we want applications to send their logs to
Logstash, and we will want to access the Kibana web application:
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node-01

'/ "\\.

f \
consul |

| master |

NS

Dacker network

nede-02
7
I

.

Docker netwerk

1
| etasncsearcn |

d

: kibana |
I

Hast netwark
exposed ports
B0

node-04

S

Docker netwerk

To get the full picture of the architecture, we just need to overlay both the diagrams.

So, let's start coding!!!

Putting it all together

Now that we have looked at the design, let's put it all together. We will look at

the changes to the plumbing of our Vagrant repo. Then, we will code the extra
functionality into our consul module. We will then run our Vagrant repo to make
sure that our Consul cluster is up and running. After we have completed that task,
we will build the ELK stack, and we will build a module for each of the products.
We will also set up Logstash to forward logs to node-03, just so we can test to make

sure that our ELK stack is correct. Let's get some light on this.
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The server setup

We will now look at the changes we are going to make to our new Vagrant repo.

The first file that we are going to look at is our servers.yanl file. The first thing we
need to do is change our base box. As we are going to be connecting containers to
the native Docker network, our host machines must run a kernel version above 3.19.
I have created a prebuilt vagrant box with just this configuration. It is the Puppetlabs
box that we have been using in all the other chapters with the kernel updated to
version 4.4:

As you can note in the preceding screenshot, the other change that we have made to
the servers.yamnl file is that we have added entries to the /etc/hosts directory. We
have done this to simulate a traditional DNS infrastructure. If this had been in your
production environment, we wouldn't have needed to add that configuration.

Now, we have to add the other three servers. The following screenshot will show
exactly how it should look:
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So, the ports that we will hit once all our servers are built are 8500 on node-01 (the
Consul web Ul 127.0.0.1:8500) and 8081 (the Kibana web Ul 127.0.0.1:8081).
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The Consul cluster

We are well aquatinted with the consul module now, but we are going to take it to
the next level. For this chapter, we are just going to use the compose version. The
reason why is because when you start getting into more complex applications or
need to use an if statement to add logic, an . erb file gives us that freedom. There
are a fair few changes to this module. So, let's start again at our params . pp file:

class consul::params {

$docker_version
$docker_tcp_bind
$consul_docker_image
$consul_container_hostname
$consul_advertise
$consul_bootstrap_expect
$consul_master_ip
$reg_docker_image
$reg_container_hostname
$reg_net

$reg_volume

$reg_command

if ($::hostname = 'node-01') { $consul_is_master = true }
{ $consul_is_master = false }

As you can see, we have added two new parameters. The first one is $consul _
master ip and the other parameter is $consul_is master. We will use this to
define which server will bootstrap our Consul cluster and which server will join

the cluster. We have hardcoded the hostname of node-01. If this was a production
module, I would not hardcode a hostname that should be a parameter that is looked
up in Hiera (https://docs.puppetlabs.com/hiera/3.0/). We will pick up on this
again when we look at our docker-compose.yml.erb file. The other parameters
should look very familiar to you.
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Next, let's look at our init .pp file:

class consul (

$docker_version
$docker_tcp_bind
$consul_docker_image
$consul_container_hostname
$consul_advertise
$consul_bootstrap_expect
$consul_master_ip
$consul_is_master
$reg_docker_image
$reg_container_hostname
$reg_net

$reg_volume

$reg_command

$consul::params: :docker_version,
params: :docker_tcp_bind,
params: :consul_docker_image,
params: : consul_container_hostname,
params: : consul_advertise,
params: : consul_bootstrap_expect,
params: : consul_master_ip,
params: :consul_is_master,
params: : reg_docker_image,
params::reg_container_hostname,
params: : reg_net,
params: : reg_volume,

::rparams: : reg_command,

) inherits consul::params {
validate_bool($consul_is_master)
contain consul::install

contain consul::package

contain consul::network

Class['consul::install'] => Class['consul::pa '] = Class['consul::network']

As you can see here, we have not changed this file much, as we have added a
Boolean ($consul_is_master). However, we will want to validate the input. We do
this by calling the stdlib function, validate_bool.

Let's quickly browse through the install.pp file:

class consul::install {
package { 'device-mapper-libs':
nsure == installed,
}

class { 'docker':
v $consul::docker_version,
$consul::docker_tcp_bind,

} -

file { '/root/docker-compose.yml':
nsur = ’
= ('

} -

docker_compose { $consul::container_hostname :
=> present,
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Now, let's look at the network . pp file:

lclass consul::network {

docker_network { 'docker-internal':
=> present,
=> true,
= 'overlay',

|class consul::package {

package { 'bind':
sure => present

} =

file { '/etc/named.conf':
sure  => present,
=> ("consul/named.conf.erb"),
= '0644',
= 'root',
== 'root’,
e == Package['bind'],
} oA

file { '/etc/named/consul.conf':

nsure  => present,
== ("consul/consul.conf.erb"),

= '9644',

= 'root',

"root’,

quire => Packagel['bind'],

}~>

service { 'named':
1sure  => running,
le == true,
e => File['/etc/named.conf'],

As you can see, we have not made any changes to these files. Now, we can look at
the file that will really have the logic for deploying our container. We will then move
to our templates folder and look at our docker-compose.yml .erb file. This is
where most of the changes in the module have been made.
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So, let's look at the contents of the file, which are shown in the following screenshot:

<% if @consul_is_master
<%= @consul_container_hostname %
image: <%= @consul_docker_image %~
hostname: <%= @consul_container_hostname %=
restart: always
ports:
- "8300:8300"
301:8301"
'8301:8301/udp"
"8302:8302"
‘8302 : 8302/udp™
- "8400:8400"
"8509: 8500"
608: 8600"
- "8600:8600/udp"
command: -server —client 8.0.8.0 —advertise <%= @consul_advertise %= -bootstrap-expect <%= @consul_bootstrap_expect %
<% @consul_is_master =
<%= @consul_container_hostname %
image: <%= @consul_docker_image %=
hostname: <% @consul_container_hostname %
ports:
'8300: 8300"
'8301:8301"
"8301:8301/udp"
'8302:8302"
'8302:8302/udp™
"8400: 3400"
'8500: 8500"
8600: 600"
- "8608:8600/udp"
command: -server -bind 8.0.0.8 ——client 0.08.8.8 —advertise <%= nsul_advertise % —join <%= @consul_master_ip %=
<y e
registrator:
image: <%= @reg_docker_image %
restart: always
<h= @reg_net &"

reg_volume %
<= @reg_command %"

So as you can see, the code in this file has doubled. Let's break it down into three
pieces, as shown in the following screenshot:

<% @consul_is_master S
@consul_container_hostname %:
image: <% @consul_docker_image %=
hostname: <%= @consul_container_hostname %
restart: always
ports:
- “B30@:8300"
- "8301:8301"
- "8301:8301/udp”
- "8302:8302"
- "8302:8302/udp”
"8400: 8400"
*8560:8500"
8600 : 8600"
86060 : 8608/ udp™
command: -server —client 0.8.8.8 —advertise <%= @consul_advertise %> -bootstrap—expect <%= @consul_bootstrap_expect %
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In the first block of code, the first change that you will note is the if statement. This
is a choice to determine whether the node will be a master for bootstrapping Consul
or a server in the cluster. If you remember from our params.pp file, we set node-01
as our master. When we apply this class to our node, if its node-01, it will bootstrap
the cluster. The next line that we want to pay attention to is as follows:

command: -server --client 0.0.0.0 --advertise <%= @consul_advertise
%> -bootstrap-expect <%= @consul bootstrap expect %>

We should just take note to compare the same line in the next block of code:

<5 @consul_is_master
<%= @consul_container_hostname %:
image: <%= @consul_docker_image %
hostname: <%= @consul_container_hostname %
ports:
- "B300:8300"
- "8391:8301"
"'8301:8301/udp"
"8302:8302"
"'B8302:8302/udp"
"8400:8400"
"'8500:8500"
"8600: 8600"
"'8600: 8600 /udp"
command: —-server -bind 0.0.8.8 —client 0.0.0.2 —advertise <% @consul_advertise % -join <% @consul_master_ip %
R

First, we can see that this is elsif, the second half of our if statement. So, this will
be the block of code that will install Consul on the other three nodes. They will still
be servers in the cluster. They will just not have the job of bootstrapping the cluster.
We can tell this from the following line:

command: -server -bind 0.0.0.0 --client 0.0.0.0 --advertise <%= @consul_
advertise %> -join <%= @consul_master_ip %>

Remember earlier that we looked at the same line from the first line of code. You
see the difference? In block one, we declare -bootstrap-expect <%= @consul
bootstrap expect %>, and in the second block, we declare -join <%= @consul
master_ip %>. By looking at the code, this is how we can tell the bootstrap order.
Lastly, we can see that we are declaring <% end -%> to close the if statement.

Now, let's look at the last block of code:

registrator:
image: <%= @reg_docker_image %>
restart: always
net: "<%= @reg_net %

volumes:
= <%= @reg_volume %>
command: "<%= @reg_command %"
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As you can see, it's going to deploy the registrator container. As this sits outside
the if statement, this container will be deployed on any node that the consul class
is applied to. We have made a lot of progress till now. We should check the module
changes before moving on to creating our new elastic modules. The one last thing
we need to change is our default . pp manifest file, which is as follows:

node 'node-01' {

}

node 'node-02' {
include consul

}

node 'node-03' {
include consul

}

node 'node-04' {
include consul

}

As you can see, we have a node declaration for each node and have applied the
consul class. Now, let's open our terminal change directory to the root of our
Vagrant repo and issue the vagrant up command. This time, it will download a
new base box from Hashicloud. So, depending on your Internet connection, this
could take some time. Remember that the reason we need this new box is that it has
an updated kernel to take advantage of the native Docker networking. In the last
chapter, we were able to create a network, but we weren't able to connect containers
to it. In this chapter, we will. Also, we are going to build four servers, so running
Vagrant should take about 5 minutes. As soon as our first machine is up, we can log
on to the consul web UI. There we can watch the progress as each node is joined.

As you can see in the following screenshot, our cluster is bootstrapped:

node-01
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We can also check whether all our services are up and stable on the SERVICES tabs,
as shown in this screenshot:

(: : SERVICES NODES KEY/VALUE ac - o

consul

consul-8300
consul-8301
consul-B302
consul-B400
consul-8500

consul-8600

As you can see in the following screenshot, our second node has checked in:

& e e REvivAL act : o

node-01

node-02

The following screenshot shows what the screen looks like when we go to our
SERVICES tab:

Gi.i SERVICES NODES KEY/VALUE AL . o

consul
consul-8300
consul-8301
consul-8302
consul-8400
consul-8500

consul-8500
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As you can see, our services have doubled. So things are looking good.

Now, the vagrant up command is complete, and our terminal output should look
like the following screenshot:

: Running Puppet with defoult.pp...

Let's log back into our web browser to our Consul UI (127.0.0.1:8500). Under our
NODES tab, we should now see all four nodes:

NODES WEY/VALLIE

o

node-01

node-02

node-03

node-04
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We can see that our cluster is in a good state as all four nodes have the same amount
of services, which is 10, and that all services are green. The last thing that we need to
check is our DNS service discovery. So lets login to one of our boxes. We will choose
node-03. So in our terminal, let's issue the vagrant ssh node-03 command. We
need to specify the node now as we have more than one vagrant box. We are going
to ping the Consul service 8500. So, we just issue the ping consul-8500.service.
consul command. The terminal output should look like the following screenshot:

[vagrant@node-03 ~]% ping consul-850@.service.consul

PING consul-850@.service.consul (172.17.8.1@3) 56(84) bytes of data.
64 bytes from node-03 (172.17.8.103): icmp_seg=1 ttl=64 time=0.020

64 bytes from node-03 (172.17.8.103): icmp_seg=2 ttl=64 time=0.054

64 bytes from node-@3 (172.17.8.103): icmp_seq=3 ttl=64 time=0.047

64 bytes from node-03 (172.17.8.103): icmp_seg=4 tt1=64 time=0.047

64 bytes from node-@3 (172.17.8.103): icmp_seg=5 ttl=64 time=0.049

64 bytes from node-03 (172.17.8.1@3): icmp_seg=6 ttl=64 time=0.048

64 bytes from node-03 (172.17.8.103): icmp_seqg=7 tt1=64 time=0.047

64 bytes from node-@3 (172.17.8.103): icmp_seq=8 ttl=64 time=0.048

64 bytes from node-03 (172.17.8.1@3): icmp_seq=9 ttl=64 time=0.039 ms
64 bytes from node-03 (172.17.8.103): icmp_seq=10 tt1=64 time=0.114 ms
64 bytes from node-@3 (172.17.8.103): icmp_seg=11 ttl=64 time=0.047 ms
64 bytes from node-03 (172.17.8.103): icmp_seq=12 ttl=64 time=0.046 ms
AC

--= consul-8500.service.consul ping statistics ---

12 packets transmitted, 12 received, @% packet loss, time 110@5ms

rtt min/avg/max/mdev = 9.020/0.050/0.114/0.021 ms

[vagrant@node-03 ~]% I

8
8
8
.8
.8
8
.8
.8
8
8
.8

This is now working perfectly. So, let's check one more thing now. We need to make
sure that our Docker network is configured. For that, we will need to change the
directory to root (sudo -i) and then issue the docker network 1scommand,

as follows:

[root@node-@3 ~]# docker network 1s
NETWORK ID NAME DRIVER
b43a47a70589 docker-internal overlay

ce2f@f870d53 none null

290dbf24b3f6 host host
2¢c@dc5el17119 bridge bridge
[root@node-03 ~]# I

Now that everything is up and running, let's move on to our ELK stack.
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The ELK stack

One of the focuses I had when planning this book was to use examples that could

be ported to the real world so that readers get some real value. The ELK stack is no
exception. The ELK stack is a very powerful stack of applications that lets you collate
all your application logs to see the health of your application. For more reading on
the ELK stack, visit https://www.elastic.co/. It has great documentation on all
the products. Now, let's start our first new module.

As per our design, there is an order in which we need to install the ELK stack. Seeing
as both Logstash and Kibana depend on Elasticsearch, we will build it first. All the
images that we are going to use in our modules are built, maintained, and released
by Elasticsearch. So we can be sure that the quality is good. The first thing that we
need to do is create a new module called <AUTHOR>-elasticsearch. We covered
how to create a module in the previous chapter, so if you are unsure how to do this,
go back and read that chapter again. Now that we have our module, let's move it
into the modules directory in the root of our Vagrant repo.

Seeing as the containers are already built by elastic, these modules are going to be
short and sweet. We are just going to add code to the init.pp file:

class elasticsearch {

docker::image { 'elasticsearch:2.1.0': } —

docker::run { ‘elasticsearch':
=> 'elasticsearch:2.1.0',
=> 'docker-internal’,
=> 'elasticsearch -Des.network.host=0.0.0.0"',
= ['/root/esdata:/usr/share/elasticsearch/data'l,
=> true,

As you can see, we are calling the docker: : image class to download ealsticsearch.
In the docker: : run class, we are calling our elasticearch container, and we are
going to bind our container only to the docker-internal Docker network. You will
note that we are not binding any ports. This is because, by default, this container will
expose port 9200. We only want to expose port 9200 on the Docker network. Docker is
smart enough to allow the exposed ports automatically on a Docker native network.
In the next resource we are declaring just the host network for elasticsearch. We
are specifying 0.0.0.0 as we don't know the IP that the container is going to get
from the Docker network. As this service will be hidden from the outside world, this
configuration will be fine. We will then map a persistent drive to keep our data.
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The next thing that we need to do now is to add elasticsearch to a node. As per
our design, we will add elasticsearch to node-02. We do this in our default.pp
file in our manifests directory, as shown in the following screenshot:

node 'node—02' {
include consul

contain elasticsearch

}

You will note that I have used contain instead of include. This is because I want
to make sure that the consul class is applied before the elasticsearch class, as
we need our Docker network to be there before elasticsearch comes up. If the
network is not there, our catalogue will fail as the container will not build.

The next module we are going to write is logstash. Our logstash module is going
to be a little more complicated, as it will be on both the Docker network and the host
network. The reason we want it on both is because we want applications to forward
their logs to logstash. We also need logstash to talk to elasticsearch. Thus, we
add logstash to the Docker network as well. We will create the module in the same
way we did for elasticsearch. We will call our <AUTHOR>-1logstash module. So,
let's look at our code in our init . pp file, which is as follows:

class logstash {

file { '/root/logstash—config':
ensure => directory,
} —

file { '/root/logstash-config/logstash.conf':
ns 2 == ’
= ("logstash/logstash.conf.erb"),

} >

docker::image { 'logstash:2.1.0': } —

—
-_—
s = ['/root/] : stash/conf.d/'],
= ['C 998", 99:9 pO:5000', '5000:5000/udp'l,
== LG

| ==
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Here, the first thing you will note is that we are creating a directory. This is to map
to the container and will contain our logstash. conf file. The next declaration is a
file type. This is our logstah. conf file, and as we can see, it's a template from the
code. So, let's come back to it after looking at the rest of the code in our init.pp
file. The next line of code will pull our logstash image from Docker Hub. In the
docker: : run class we will call our logstash container, use the logstash image,
and attach the container to our docker-internal Docker network.

The next line of code will tell 1ogstash to start using our logstash. conf file; we
will then mount the directory we created earlier in our init. pp file to the container.
Now, you can see in this module that we've exposed ports to the host network. In
the last line, we tell 1ogstash about our Elasticsearch host and Elasticsearch port.
How does Logstash know where Elasticsearch is? We are not linking the containers
like we did in previous chapters. This works in the same way to when we named
our Elasticsearch container elasticsearch, and our Docker network has an inbuilt
DNS server that lives at the address 127.0.0.11. Any container that joins that
network will register itself as its container name. This is how services on the docker-
internal network find each other.

The last thing we need to look at is our template file for our logstash. conf file that
we declared in our init . pp file. So, create a new folder called templates in the root
of our module and then a file called 1ogstash.conf.erb. We will add the following
configuration to accept logs from syslog and Docker.
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Lastly, at the bottom, we put our Elasticsearch configuration, as shown in this
screenshot:

UL {MOMNEGINT 1 ver} +( 7 w{TIMESTAMP_TS08681: s} |-} +( 718 {HOSTMAME : contalneris i3l tainernase} -1 +{7:%{NOTSPMCE tprock |-} +{ T1n{WORDImsgid} |~} +
1

log_timestasg™, “WH d Hiimmass®, WM dd Mimmrss® |
gsl) {

yslog_hostname}” |

. "syslog.tisestong” |

Now, let's add our 1logstash module to node-03 in the same way that we did with
our elastcsearch module.

node 'r {
» consul

contain logstash

}

Again, we will use contain instead of include. Now it's time to move on to our
last module. We will create this in the same way as we have done for the last two
modules. We will call this module <AUTHOR>-kibana.

[116]



Chapter 6

In Kibana, we will only be adding code to the init .pp file, as shown in the following
screenshot:

class kibana {

docker::image { 'kibana:4.3.0': } -

docker::run { ki

== a:4.3.@"',

=> 'docker-internal’,
['80@:5601'],
['ELASTICSEARCH_URL=http://elasticsearch:9200"']

As you can see, we are downloading the kibana image. In the docker: : run class, we
are calling our kibana container using the kibana image, attaching the container to
our local Docker network. In the next line, we are mapping the container port 5601
(Kibana's default port) to port 80 on the host. This is just for ease of use for our lab.
In the last line, we are telling kibana how to connect to elasticsearch.

Let's add kibana to node-04 again using contain instead of include:

node 'node-01' {

node 'node-82' {
include consul
contain elasticsearch
}

node 'nod
inc
contain logstash

}

node 'node-04' {
include consul
contain kibana

[117]




Multinode Applications

We are now ready to run our Vagrant environment. Let's open our terminal and
change the directory to the root of our Vagrant repo. We will build this completely
from scratch, so let's issue the vagrant destroy -f && vagrant up command.

This will take about 5 minutes or so to build, depending on your Internet connection,
so please be patient. Once the build is complete, our terminal should have no errors
and look like the following screenshot:

: Running Puppet with defoult.pp...
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The next thing we will check is our Consul web UI (127.0.0.1:8500):

127.0.0.1:8500/uw

G:_: SERVICES NODES KEY/VALUE ACL 1= o

consul
consul-E300
consul-8301
consul-8302
consul-8400
consul-8500
consul-8600
kibana
logstash-5000
logstash-9998

logstash-0999

In the preceding screenshot, you can see that our Logstash and Kibana services are
there, but where is Elasticsearch ? Don't worry, Elasticsearch is there, but we can't see
it in Consul as we have not forwarded any ports to the host network. Registrator will
only register services with exposed ports. We can make sure that our ELK stack is
configured by logging in to our Kibana web UI (127.0.0.1:8080):

Inusax Patens

S st Gonfigure an index pattern

10 i 10 Ut KIRSNA YO S CONTigrn 1 Mas patbern. hrckix Partoens are Laied 1o intly Bhe Slsticssach incix 1o run saarch and analytics againat. Thiy s a0 used to configuns fekls

£ Index comtains time-based ovents.
Use event times to creats imdex names [DEFRECATED|

Indlex name o pattern

logatnsh-”

Time-field name @ roteen fisids

Gtimestary

[119]



Multinode Applications

The next thing we need to do is click on the Create button. Then, if we go to the
Discover tab, we can see the logs from Logstash:

Logstash's logs

Summary

In this chapter, we looked at how to use Puppet to deploy containers across multiple
nodes. We took advantage of the native Docker networking to hide services. This is a
good security practice when working with production environments. The only issue
with this chapter is that we don't have any failover or resiliency in our applications.
This is why container schedulers are so important.

In the next chapter, we will drive into three different schedulers to arm you with the
knowledge that you will need to make sound design choices in the future.
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Now, we are at the business end of the book. There is a lot of buzz at the moment
around this topic. This is where containers are going to go in future, and schedulers
solve a lot of problems, for instance, spreading the load of our application across
multiple hosts for us pending on load and starting our containers on another instance
if the original host fails. In this chapter, we will look at three different schedulers.
First, we will look at Docker Swarm. This is a Docker open source scheduler. We will
build five servers and look at how to create a replicated master. We will then run a
few containers and look at how Swarm will schedule them across nodes. The next
scheduler we will look at is Docker UCP (Universal Control Plane). This is a Docker
enterprise solution that is integrated with Docker Compose. We will build a three-
node cluster and deploy our Consul module. As UCP has a graphical interface, we
will look at how UCP is scheduled from there. The final scheduler we will look at

is Kubernetes. This is Google's offering and is also open source. For Kubernetes, we
will build a single node using containers and use Puppet to define the more complex
types. As you can see, we are going to look at each one differently, as they all have
their individual strengths and weaknesses. Depending on your use case, you might
decide on one or all of them to solve a problem that you may face.

Docker Swarm

For our first scheduler, we are going to look at Docker Swarm. This is a really solid
product and in my opinion is a bit underrated compared to Kubernetes. It has really
come on in leaps and bounds in the last few releases. It now supports replicated
masters, rescheduling containers on failed hosts. So, let's look at the architecture

of what we are building. Then, we will get into the coding,.
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The Docker Swarm architecture

In this example, we are going to build five servers, where two will be replicated
masters and the other three nodes will be in the swarm cluster. As Docker Swarm
needs a key/value store backend, we will use Consul. In this instance, we are not
going to use our Consul modules; instead, we are going to use https://forge.
puppetlabs.com/KyleAnderson/consul. The reason for this is that in all three
examples, we are going to use different design choices. So, when you are trying

to build a solution, you are exposed to more than one way to skin the cat. In this
example, we are going to install Swarm and Consul onto the OS using Puppet and
then run containers on top of it.

Coding

In this example, we are going create a new Vagrant repo. So, we will Git clone
https://github.com/scotty-c/vagrant-template.git into the directory of our
choice. The first thing that we will edit is the Puppetfile. This can be found in the root
of our Vagrant repo. We will add the following changes to the file:

require "socket"
$hostname = Socket.gethostname

forge 'http://forge.puppetlabs.com’

mod 'puppet

mod 'puppetlabs

mod '

mod

mod

mod

mod g / : => "https://github.com/scotty-c/garethr-docker.git"
mod 's !

mod

mod 'm

The next file we will edit is servers.yaml. Again, this is located in the root of our
Vagrant repo. We are going to add five servers to it. So, I will break down this file
into five parts, one for each server.
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First, let's look at the code for server 1:

ATH:
) && cd Jtmp &5 fopt/puppet/bin/ri@k puppetfile install -
H
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The following screenshot shows the code for server 4:

& systemctl stop firewalld &5 systemctl disable firewalld }
ripts ctl t

&& fopt/puppet/bin/r18k puppetfile install -
}

All this should look fairly familiar to you. The one call out is that we have used
servers one through three as our cluster nodes. Four and five will be our masters.

The next thing we are going to do is add some values to Hiera. This is the first time
we have used Hiera, so let's look at our hiera.yaml file to see our configuration in
the root of our Vagrant repo, which is as follows:

:backends:
- yaml
thierarchy:
- global

1
sdatadir: /vagrant/hieradata

As you can see, we have a basic hierarchy. We just have one file to look at, which is
our global.yaml file. We can see that the file lives in our hieradata folder as it is
declared as our data directory. So, if we open the global.yaml file, we are going
to add the following values to it:

docker_swarm: :swarm_version: v1.1.3

consul::version: 9.6.3
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The first value will tell Swarm what version we want to use. The last value sets the
version of Consul that we will be using, whichis 0.6. 3.

The next thing we need to do is write our module that will deploy both our Consul
and Swarm clusters. We have created quite a few modules so far in the book, so
we won't cover it again. In this instance, we will create a module called <AUTHOR>-
config. We will then move the module into our modules folder at the root of our
Vagrant repo. Now, let's look at what we are going to add to our init.pp file:

class config(

$consul_ip = "$::ipaddress_enp@s8",

include config::consul_config
contain config::swarm

contain config::compose
contain config::dns

contain config::run_containers

Class['config::swarm'] == Class['config::compose'] == Class['config::dns'] == Class['config::run_containers']

As you can see, this sets up our module. We will need to create a . pp file for each of
our entries in our init.pp file, for example, consul_config.pp, swarm.pp, and so
on. We have also declared one variable called consul_ip, whose value will actually
come from Hiera, as that is where we set the value earlier. We will look at our files in
alphabetical order. So, we will start with config: : compose . pp, which is as follows:

class config::compose {
if $hostname =~ /~swarm-masters/ {

["This server is the Swarm Manager."]

file { '/root/docker—compose.yml':
ensure = ’

== ("config/registrator.yml.erb"),

.}1_}..

docker_compose {'swarm app':
> => present,
rce == '/root’,

= ['1']
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In this class, we are setting up a registrator. We are going to use Docker Compose
for this, as it is a familiar configuration and something that we have already covered.
You will note that there is an if statement in the code. This is a logic to run the
container only on a cluster member. We don't want to run container applications on
our masters. The next file we will look at is consul config.pp, which is as follows:

class config::consul_config

if $hostname =~ /*%101%$/ {

class { 'consul':
~onf ! -h => {
'dev’',
'/opt/consul’,
ir' 'fopt/consul/ui’,
'bind_addr’ $::1ipaddress_enp@s8,
‘client_addr' '9.0.0.0°',
‘node_name" stname",
'advertise_ 172.17.8.101°',

false,

"dev',

' /opt/cons ’

"fopt/consul/ui',

$::ipaddress_enp@s8,

'0.0.0.0"',

"%::hostname",

$::ipaddress_enp@s8,
['172.17.8.101','172.17.8.103"','172.17.8.103"'],
false

::consul::service { 'docker-ser

ice docker status',
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In this class, we will configure Consul, something that we have already covered in
this book. I always like to look at multiple ways to do the same job, as you never
know the solution that you might need to produce tomorrow and you always want
the right tool for the right job. So, in this instance, we will not configure Consul in a
container but natively on the host OS.

You can see that the code is broken into three blocks. The first block bootstraps our
Consul cluster. You will note that the configurations are familiar, as they are the
same as those we used to set up our container in an earlier chapter. The second block
of code sets the members of the cluster after the cluster is bootstrapped. We have not
seen this third block before. This sets up a service for Consul to monitor. This is just
a taste of what we can manage, but we will look at this in anger in the next chapter.
Let's look at our next file, that is, dns . pp:

[class config::dns {

package { 'bind':
sure => present
} —>

file { '/etc/named.conf':

=> present,

= ("config/named.conf.erb"),
= '0644',

= 'root’',

== "root',

=> Package['bind'],

}~=;

file { '/etc/named/consul.conf’':
.ure =» present,

= ("config/consul.conf.erb"),
= '0644',
=> 'root',
= 'root',
=> Package['bind'],

} ~>

service { 'named':
sure == running,
=> true,
= File['/etc/named.conf'],

[127]




Container Schedulers

You will note that this file is exactly the same as we used in our consul module.
So, we can move on to the next file, which is run_containers.pp:

class config::run_containers {

if $hostname =~ /swarm-master-902/ {

swarm_run {'jenkins':
=> present,
=> 'jenkins',
= ['8080:8080'],
=> Class['config::swarm'l]

}

swarm_run {'nginx':
=> present,
=> 'nginx',
=> ['80:80', '443:443'],
=> 'syslog',
=> 'swarm-private’',
=> Class['config::swarm']

}

swarm_run {'redis':
=> present,
= 'redis',
=> 'swarm-private’',
=> Class['config::swarm'l]

This is the class that will run our containers on our cluster. At the top, we are
declaring that we want master number two to initiate the call to the cluster. We are
going to deploy three container applications. The first is jenkins, and as you can see,
we will expose Jenkins web port 8080 to the host that the container runs on. The next
container is nginx, and we are going to forward both 80 and 443 to the host, but also
connect nginx to our private network across our swarm-private cluster. To get our
logs from nginx, we will tell our container to use syslog as the logging driver. The
last application that we will run is redis. This will be the backend of nginx. You will
note that we are not forwarding any ports, as we are hiding Redis on our internal
network. Now that we have our containers sorted, we have one file left, swarm. pp.
This will configure our Swarm cluster and internal Swarm network as follows:
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class config::swarm {

class { 'docker_swarm':
e ‘e => Class['config::consul_config']
}

docker_network { 'swarm-private':
=> present,
= true,
rer == 'overlay',
e e => Class['config::consul_config']
}
if $hostname =~ /~swarm-masterx/ {

swarm_cluster {'cluster 1':
Nsur present,
'consul’,
'manage’,
'gs0@',
'172.17.8.101"',
$::ipaddress_enp@s8,

'swarm',

swarm_cluster {'cluster 1':
15U == present,
= ‘consul’,
e == 'join',
=> '8500',
= '172 .B.101',
=> "swarm'

The first resource declaration will install the Swarm binaries. The next resource
will configure our Docker network on each host. The next if state will define if
the Swarm node is a master or part of the cluster via hostname. As you can see, we
are declaring a few defaults that are the first values that tell Swarm what backend
to use Consul with. The second value tells Swarm the IP address of the Consul
backend which is 172.17.8.101. The third value tells Swarm about the port it can
access Swarm on, 8500. The fourth value tells Swarm which interface to advertise
the cluster on, which in our case is enp0ss8. The last value sets the root of the key
value store Swarm will use. Now, let's create our templates folder in the root of
our module.
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We will create three files there. The first file will be consul.conf.erb and the
contents will be as follows:

zone “consul" IN {
type forward;
forward only;

forwarders { 127.0.0.1 port 8600; };
k

The next file will be named . conf . erb and its contents will be as follows:

options {
listen-on port 53 { 127
listen-on-v6 port 53 { :
directory "/var/named";
dump-file "/var/named/data/cache_dump.db";
statistics—file "/var/named/data/named_stats.txt";
memstatistics—file "/var/named/data/named_mem_stats.txt";
allow-query { localhost; };
recursion yes;

dnssec-enable no;
dnssec—validation no;

/* Path to ISC DLV key */
bindkeys-file "/etc/named.iscdlv.key";

managed-keys—directory "/var/named/dynamic";
}:

include "/etc/named/consul.conf";

The last file will be registrator.yml.erb, and the file's content will be as follows:

registrator:
image: gliderlabs/registrator
net: "host"
volumes:

- "/var/run/docker.sock: /tmp/docker.sock"
command: consul://<%= @consul_ip %:8500
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The next thing that we need to add is our config class to our default .pp manifest
file in the manifest folder in the root of our Vagrant repo:

node 'swarm-101' { include config }

node 'swarm-102' { include config }

node 'swarm-103' { include config }

node 'swarm-master-@1' { include config }

node 'swarm-master-02' { include config }

Now, our module is complete and we are ready to run our cluster. So, let's open
our terminal and change the directory to the root of our Vagrant repo and issue
the vagrant up command. Now, we are building five servers, so be patient. Once
our last server is built, our terminal output should look like that shown in this
screenshot:

Terminal output
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We can now look at our Consul cluster's web Ul at 127.0.0.1:9501 (remember that
we changed our ports on our servers.yanl file) as follows:

SERVICES NODES HEYVVALUE ACL DEV - o

®

consul

docker-service

|enkins-8080

nginx-443

nginx-80

Now, let's see what host our Jenkins service is running on:

127.0.0.1:9501 jul/#/dev/sernvicesfjlenkina-B0B0

(---} SERVICES NODES KEY/VALUE ACL EV = L

consul

docker-service

i jenkins-8080 swarm-101
nginx-443 Serf Hoalth Status serf
nging-80

In this example, my service has come up on cluster node 101. You could get a
different host for your cluster. So, we need to check what port 8080 forwards to our
servers.yaml file guest. In my example, it's 8081. So, if I go to my web browser and
open a new tab and browse to 127.0.0.1:8081, we will get the Jenkins page, which
is as follows:
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« c # 127.0.0.1:8081

if Apps M Bookmarks

@ Jenkins
Jenking
= New tem Fadd description
& People Welcome to Jenkins!
= Build History
4 Manage Jenkins Pieaze create new jobs to get staried
4. Credentials

Build Queua =

Mo builds in the queue
Build Executor Status

1 idie
2 idie

B Help us localize this page Page ganerated: Mar 10, 2016 6:43:05 AM  REST AP Jenkins var, 1.642.3

You can do the same with nginx, and I will leave that up to you as a challenge.

Docker UCP

In this topic, we will be looking at Docker's new offering, UCP. This product is

not open sourced, so there is a licensing cost. You can get a trial license for 30 days
(https ://www.docker.com/products/docker-universal-control —plane), and
that is what we will be using. Docker UCP takes out the complexity of managing
all the moving parts of a scheduler. This could be a massive plus pending your use
case. Docker UCP also brings with it a web UI for administration. So, if container
schedulers seem daunting, this could be a perfect solution for you.

The Docker UCP architecture

So, in this example, we are going to build three nodes. The first will be our UCP
controller and the other two nodes will be UCP HA replicas that give the design
some fault tolerance. As UCP is a wrapped product, I am not going to go into all
the moving parts.

[133]


https://www.docker.com/products/docker-universal-control-plane

Container Schedulers

Refer to the following diagram to get a visualization of the main components:

HA Replica

UCP Manager

HA Replica

KV Store

Certificate
Authority

Swarm
Manager

KV
Store

Swarm

KV Store

Coding

We are going to do something different in this module, just to show you that our
modules are portable to any OS. We will build this module with the Ubuntu 14.04
server. Again, for this environment, we are going to create a new Vagrant repo.
So, let's Git clone our Vagrant repo (https://github.com/scotty-c/vagrant-
template.git). As in the last topic, we will look at the plumbing first, before we
write our module. The first thing we are going to do is create a file called config.

json. This will have your Docker Hub auth in the file:

"auths": {

"https://index.docker.io/v1l/": {

"auth": " X00000XXXO0OOK™ ,

"email": "your.email@mail.com"

The next will be docker_subscription.lic. This will contain your trial license.
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Now, let's look at our servers.yaml file in the root of our Vagrant repo, which is
as follows:

tmp && rl

dules || true' }

The main call out here is that now we are using the puppetlabs/ubuntu-14.04-64-
puppet -enterprise vagrant box. We have changed yum to apt-get. Then, we are
copying both our config.json and docker_subscription.lic files to their correct
place on our vagrant box.
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Now, we will look at the changes we need to make to our Puppetfile:

require "socke
$hostname = Socket.gethostname

forge 'http://forge.puppetlabs.com’

mod 'garethr/docker', :gi
mod 'puppetlabs/apt’

mod 'puppetl icker_ucp'
mod 'puppetlabs/stdlib’

You will see that we need a few new modules from the Forge. The Docker module
is familiar, as is stdlib. We will need Puppetlab's apt module to control our repos
that Ubuntu will use to pull Docker. The last module is the Puppetlabs module for
UCP itself. To find out more information about this module, you can read all about
itat https://forge.puppetlabs.com/puppetlabs/docker ucp. We will write a
module that wraps this class and configures it for our environment.

Now, let's look at our Hiera file in hieradata/global.yaml:

ucpconfig: :ucp_url: https://172.17.10.101
ucpconfig: :ucp_fingerprint:

As you can see, we have added two values. The first is ucpconfig: :ucp_url:,
which we will set to our first vagrant box. The next is the value for ucpconfig: :ucp_
fingerprint:, which we will leave blank for the moment. But remember it, as we
will come back to this later in the topic.

Now, we will create a module called <AUTHOR>-ucpconfig. We have done this
a few times now, so once you have created a module, create a folder in the root
of our Vagrant repo called modules and move ucpconfig into that folder.

We will then create three manifests files in the module's manifest directory. The first
will be master.pp, the second will be node . pp, and the last file will be params . pp.
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Now, let's add our code to the params.pp file, as follows:

class ucpconfig::params {

$ucp_url
$ucp_username
$ucp_password
$ucp_fingerprint

As you can see, we have four values: Ucp_url, which comes from Hiera;

'admin’
'orca'

ucp_username, whose default value is set to admin; we then have ucp password

whose default value is set to orca. The last value is ucp fingerprint, which

again comes from Hiera. Now, in a production environment, I would set both the
username and password in Hiera and overwrite the defaults, which we have set in
params . pp. In this case, as it is a test lab, we will just use the defaults.

The next file we will look at is our init . pp file, which is as follows:

class ucpconfig (
$ucp_url
$ucp_password

) inherits ucpconfig::params {

class { 'docker':

}

=> 'unix:///var/run/docker.

case $::hostname {
"ucp-01': {
include ucpconfig::master
H
default: {
include ucpconfig::node
}
H
H

= $ucpconfig::
$ucp_username = $ucpconfig::
= $ucpconfig::
$ucp_fingerprint = $ucpconfig::

params:
params: :
params: :
params:

sucp_url,

ucp_username,
ucp_password,

sucp_fingerprint,

You can see that at the top of the class, we are mapping our params.pp file. The next
declaration installs the docker class and sets the socket_bind parameter for the
daemon. Now, the next bit of logic defines whether the node is a master or a node
depending on the hostname. As you can see, we are only setting ucp-01 as our master.
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Now, let's look at master.pp:

class ucpconfig::master(

$ucp_url
$ucp_username
$ucp_password
$ucp_fingerprint

$ucpconfig: :ucp_url,
$ucpconfig: :ucp_username,
$ucpconfig: :ucp_password,
$ucpconfig: :ucp_fingerprint,

) {

class { 'docker_ucp':

true,
$::ipaddress_ethl,
'l.e.1',

false,

false,
$::ipaddress_eth@,
false,

'binpack’,

19001,

443,

true,

' /var/run/docker.sock',
'/etc/docker/subscription. lic’,
Class['docker']

In this class, we have the logic to install the UCP controller or master. At the top of
the class, we are mapping our parameters to our init.pp file. The next block of code
calls the docker_ucp class. As you can see, we are setting the value of controller to
true, the host address to our second interface, the alternate name of the cluster to
our first interface, and the version to 1. 0.1 (which is the latest at the time of writing
this book). We will then set the ports for both the controller and Swarm. Then, we
will tell UCP about the Docker socket location and also the location of the license file.
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Now, let's look at our last file, node . pp:

class ucpconfig::node (

$ucp_url
$ucp_username
$ucp_password
$ucp_fingerprint

M

$ucpconfig
$ucpconfig
$ucpconfig

class { 'docker_ucp':

==
=>
==
==
==

$ucpconfig::

t:ucp_fingerprint,

$ucp_url,
$ucp_fingerprint,
$ucp_username,
$ucp_password ,
$::ipaddress_ethl,
$::ipaddress_ethe,
true,

'1.0.1',

false,
false,
Class['docker’']

As you can see, most of the settings might look familiar. The call out for a node is
that we need to point it to the controller URL (which we set in Hiera). We will get
to know about the admin username and password and the cluster fingerprint just a
little bit later. So, that completes our module. We now need to add our class to our
nodes which we will do by adding the default.pp manifest file in the manifests/

default.pp location from the root of our Vagrant repo, as follows:

node 'ucp-01' {
include ucpconfig

node ‘ucp-83' {
include ucpconfig
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Let's go to our terminal and change the directory to the root of our Vagrant repo.
This time, we are going to do something different. We are going to issue the vagrant
up ucp-01 command. This will bring up only the first node. We do this as we need
to get the fingerprint that is generated as UCP comes up.

Our terminal output should look like that shown in the following screenshot:

Terminal output

You will note that the fingerprint has been displayed on your terminal output. For
my example, the fingerprint is INFO[0031] UCP Server SSL: SHAl Fingerprints=
C2:7C:BB:C8:CF:26:59:0F:DB:BB:11:BC:02:18:C4:A4:18:C4:05:4E. SO,WEWﬂI
add this to our Hiera file, which is global .yaml:
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Now that we have our first node up, we should be able to log in to the web UL We
do this in our browser. We will go to https:127.0.0.1:8443 and get the login page
as follows:

[ W (% hittps:/[127.0.0.1:8443/#/login

narks

@

Docker Universal Control Plane

Welcome! Please login to your account.

We will then add the username and password that we set in our params . pp file:

Docker Universal Control Plane

login to your accou

admin
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Then, after we log in, you can see that we have a health cluster, as follows:

cPU Mamary
% %

Chuster Controfiers. 2 2 Dinpack

Health cluster after logging in

Now, let's return to our terminal and issue the vagrant up ucp-02 && vagrant up
ucp-03 command.

Once that is complete, if we look at our web UI, we can see that we have three nodes
in our cluster, which are as follows:

« oo ]

" 0 11 21 3
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In this book, we are not going to go into how to administer the cluster through the
web UL I would definitely recommend that you explore this product, as it has some
really cool features. All the documentation is available at https://docs.docker.
com/ucp/overview/.

Kubernetes

There is massive buzz around Kubernetes at the moment. This is Google's offering

to the container world. Kubernetes has some very heavy backers such as Google,
CoreQS, and Netflix. Out of all the schedulers that we have looked at, Kubernetes

is the most complex and is highly driven by APlIs. If you are new to Kubernetes,

I would suggest that you read further about the product (http://kubernetes.

io/). We are going to first look at the architecture of Kubernetes, as there are a few
moving parts. Then, we will write our module, and we are going to build Kubernetes
completely with containers.

The architecture

We will be building Kubernetes on a single node. The reason for this is that it will
cut out some of the complexity on how to use flannel over the Docker bridge. This
module will give you a good understanding of how Kubernetes works using more
advanced Puppet techniques. If you want to take your knowledge further after you
have mastered this chapter, I would recommend that you check out the module on
the forge at https://forge.puppetlabs.com/garethr/kubernetes. This module
really takes Puppet and Kubernetes to the next level.

So what we are going to code looks like the following diagram:

Hast

Dacker

‘ ETCD ‘ ‘ Service Prooy ‘

‘ Kubernetes Master ‘ ‘ Kubelet ‘

‘ User Pod 1 [ User Pod 2
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As you can see, we have a container that runs eted (to read more about etcd, go to
https://coreos.com/etcd/docs/latest/). eted is similar to Consul, which we are
familiar with. In the next few containers, we are going to use hyperkube (https://
godoc.org/k8s.io/kubernetes/pkg/hyperkube). This will load balance the
required Kubernetes components across multiple containers for us. It seems pretty
easy, right? Let's get into the code so that we get a better perspective on all the
moving parts.

Coding

We are going to create a new Vagrant repo again. We won't cover how to do that
as we have covered it twice in this chapter. If you are unsure, just take a look at the
initial part of this chapter.

Once we have created our Vagrant repo, let's open our servers.yanl file, as follows:

ippetfi
odL f

As you can see, there is nothing special there that we have not covered in this book.
There's just a single node that we mentioned earlier, kubernetes. The next file we
will look at is our Puppetfile. We will, of course, need our Docker module, stdlib,
and lastly, wget. We need wget to get kubect1:

s://github.com/scotty-c/garethr-docker.git"
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That is all the plumbing that we need to set up for our repo. Let's create a new
module called <AUTHOR>-kubernetes docker. Once it is created, we will move
our module to the modules directory in the root of our Vagrant repo.

We are going to create two new folders in our module. The first will be the
templates folder, and the other folder will be the 1ib directory. We will get to the
1ib directory toward the end of our coding. The first file we will create and edit

is docker-compose.yml.erb. The reason for this is that it is the foundation of our
module. We will add the following code to it:

'fusrflocal/bin/eted’, "—bind-addr=8.8.0.9:4801', '—data-dir=/var/etcd/data’]

ocl r/lib/docker: ro
- fvar/libfk Lib/kubelet: v
fwar/run: fvar/r
ubeconfig: fetc/kubernetes /manifests: ro

privileged: true
1 always
: ['/hyperkube’, 'kubelet’, '—containerized', '—address=9.9.9.9', "—api-servers=http:// _ip %t - tc/kubernetes/manifests’ ]

enaster_ip %8889, '—v=2']

Let's break this file down into three chunks, as there is a lot going on there. The first
block of code is going to set up our etcd cluster. You can see from the screenshot
name that we are using Google's official images, and we are using etcd version
2.2.1. We are giving the container access to the host network. Then, in the command
resource, we pass some arguments to etcd as it starts.

The next container we create is hyperkube. Again, it is an official Google image.
Now, we are giving this container access to a lot of host volumes, the host network,
and the host process, making the container privileged. This is because the first
container will bootstrap Kubernetes and it will spawn more containers running the
various Kubernertes components. Now, in the command resource, we are again
passing some arguments for hyperkube. The two major ones we need to worry
about are the API server address and config manifests. You will note that we have a
mapped folder from /kubeconfig:/etc/kubernetes/manifests:ro. We are going
to modify our manifest file to make our Kubernetes environment available to the
outside world. We will get to that next. But, we will finish looking at the code in this
file first.
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The last container and the third block of code is going to set up our service proxy.
We are going to give this container access to the host network and process. In the
command resource, we are going to specify that this container is a proxy. The next
thing to take notice of is that we specify where the proxy can find the APL. Now,
let's create the next file, master. json.erb. This is the file that hyperkube will use
to schedule all the Kubernetes components, which are as follows:

{
fapiversion": "vi",
"kind": "Pod",
"metadata": {"name":"kB8s-master"},
"spec":{
"hostNetwork": true,
“containers": [
{
"name": "controller-manager",
"image": "gcr.io/google_containers/hyperkube:v1.1.8",
"command": [
"/hyperkube",
"controller-manager”,
"—master=<%= @master_ip %>:8080",
"__y=pn

hH
{
“name": "“apiserver",
"image": "gcr.io/google_containers/hyperkube:v1.1.8",
"command": [
"/hyperkube",
"apiserver",
"—portal-net=10.8.08.1/24",
"—address=<8%= @master_ip %",
"—etcd_servers=http://<% @master_ip %>:4001",
"—cluster_name=kubernetes",
II__v=2II

}J
{
"name": "scheduler",
"image": "gcr.io/google_containers/hyperkube:v1.1.8",
"command": [
"/hyperkube",
"scheduler",
"—master=<%= @master_ip %>:8080",
"__y=pn

As you can see, we have defined three more containers. This is the first time we will
define a Kubernetes pod (http://kubernetes.io/docs/user-guide/pods/). A
pod is a group of containers that creates an application. It is similar to what we have
done with Docker Compose. As you can see, we have changed all the IP addresses to
the <%= emaster_ip %> parameter. We will create four new files: apps.pp, config.
pp, install.pp, and params.pp.
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We will now move on to our files in the modules manifest directory. Now, strap
yourselves in, as this is where the magic happens. Well, that's not true. The magic
happens here and in our 1ib directory. We will need to write some custom types
and providers for Puppet to be able to control Kubernertes as kubect1 is the user
interface (for types, visit https://docs.puppetlabs.com/guides/custom_types.
html, and for providers, visit https://docs.puppetlabs.com/guides/provider
development .html).

Let's start with our init, pp file, which is as follows:

class kubernetes_docker (

$master_ip = $kubernetes_docker::params::master_ip,

) inherits kubernetes_docker::params {

include kubernetes_docker::install
contain kubernetes_docker::config
contain kubernetes_docker: :apps

As you can see, there is not much in this file. We are going to use our init.pp
file to control the order in which classes are executed. We are also declaring param
<%= emaster ip %>. We will now move on to our install.pp file, as follows:

class kubernetes_docker::install {

package { 'device-mapper-libs':
» => installed,
}

class { 'docker':
== 'tcp
= "uni
== Package[
} =

file { '/kubeconfig':
=> directory,
- '
-

} =

file { '/kubeconfig/master.json’:
] = ’
= ('kubern
= '@755°,

} =

file { '/root/docker-compose.yml':
] =
('kubernet

docker_compose { kubernetes :
:nsure => present,
= "
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In this file, we install Docker as we did before. We will place our two templates
that we created earlier. Then, we will run Docker Compose to bring up our cluster.
Now, we will move on to config.pp, as follows:

class kubernetes_docker::config {

wget::fetch {

googleapis.com/kubernetes-release/release/vl.1.8/bin/linux/amd64/kubectl’,

ocker::install']

} -

file { '/usr/bin/kubectl':

e = '8777',

} -

kubectl_config {'default-cluster':
= ! tes',

ot = ! s

The first thing that we declare is that we want wget to be our kubect1 client, and
we place itat /usr/bin/ (http ://kubernetes.io/docs/user-guide/kubectl/
kubect1/). You really need to understand what this interface does; otherwise, you
might get a bit lost from here. So, I suggest that you have a fairly good idea of what
kubectl is and what it is capable of. Next, we will make it executable and available
for all our users. Now, this last piece of code does not make sense, as we have not
called the kubectl config class yet:

kubectl_config {'default-cluster':
cluster => 'kubernetes',
=> 'puppet’,

We now need to jump to our 1ib directory. This first thing we will do is create
all our folders that we need. The first folder that we will create is puppet under
the 1ib directory. We will look at our custom types first. We will create a folder
called type under puppet. The following screenshot will give you a visualization
of the structure:

lib
|
| _puppet

|
| _type |

Under the type folder, we will create a file called kubectl config.rb. In that file,
we will add the new parameters of type as follows:
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1 Puppet::Type.newtype(
2 @doc cor

ensurable do
defaultvalues
defaultto :|
end

newparam(
desc "“reso

newparamf( : k
desc "the

Let me explain what is happening here. In the first line, we are going to declare our
new type, kubectl_config. We are then going to set the default value of the new
type when it is declared as present. We are going to declare three values to our
type, name, cluster, and kube_context. These are all settings that we will add to
our config file that kubectl will use when we interface with it. Now, we will create
a folder under the 1ib directory called provider. Then, under that, we will create a
folder with the same name as our custom type, kubectl_config. Inside that folder,
we will create a file called ruby . rb. In this file, we will put the Ruby code that
provides logic to our type as follows:

k_resource_methods
commands -

interface
et gethostname
address (hostname)

-f create

Puppet. infol"c

kubectl be_conf_server
kubectl be_conf_context
kubectl be_conf_use
Fileutil:

=f destroy
Puppet. info

FilelUtils, rm_rf(
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A provider needs to have three methods for Puppet to be able to run the code.
They are exsists?, create, and destroy. These are pretty easy to understand. The
exists? method checks whether the type has already been executed by Puppet,
create runs the type, and destroy is invoked when the type is set to absent.

We are now going to work through the file, from top to bottom. We need to first load
a few Ruby libraries for some of our methods. We will then tie this provider to our
type. The next thing that we need to declare is the kubect1 executable.

Now we will write our first method, interface. This will get the IP address from the
hostname of the box. We will then create three more methods. We will also create an
array and add all our configuration to them. You will note that we are mapping our
parameters from our type in the arrays.

In our exists? method, we will check for our kubect1 config file.

In our create method, we are calling our kubect1 executable and then passing our
arrays as arguments. We will then link our config file to roots' home directory (this
is fine for our lab. In a production environment, I would use a named user account).

Lastly, we will remove the config file if the type is set to absent. We will now go
back to our manifests directory and look at our last file, which is apps . pp:

class kubernetes_docker::apps {

kubernetes_run { 'nginx':
=> 'nginx’',
=> '80',|

=> (Class['kubernetes_docker::config']

In this file, we are going to run a container application on our Kubernetes cluster.
Again, we will write another custom type and provider. Before we get to that, we
should look at the code in this class. As you can see, our type is called kubernetes_
run. We can see that our service is named nginx, the Docker image we will pull is
nginx, and we will then expose port 80.

Let's go back to our 1ib directory. We will then create a file in our type folder called
kubernetes_run.rb. In this file, we will set up our custom type as we did earlier:
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Puppet: : Type. newtype/( : kut )
@doc = "configur s to run on our c

ensurable do
defaultvalues
defaultto :

newparam( : ) d
desc "th
er |

newparam( : )
desc "the po

As you can see, we are mapping the same parameters that we had in our apps.pp
file. We will then create a folder under the provider folder with the same name as
our kubernetes_run type. Again, in the newly created directory, we will create a file
called ruby . rb. It will have the code shown in the following screenshot:

mk_resource_methods

commands

s configured"

exists_args = ['¢
run = kubectl #exi
run.match("#{(

re > e

def create
Puppet. info(“ running #{ : v ame] )} on kubernetes cluster")

args = ['get’, ‘nodes’]
kubectl #args
e

kubectl +kube_run
kubectl +kube_expose

def destroy
Puppet.infa('r
destroy_args = ['rm’,
docker #destroy_args
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In this file, we are going to add two commands this time: the first is kubect1 and the
second is docker. We will create two methods, again with arrays that map the values
from our type.

Now, let's look at our exists? method. We are going to pass an array as an
argument to kubect1 to check whether the service exists. We are then going to catch
the error if kubectl throws an error with the request and returns false. This is used
if there are no services deployed on the cluster.

In our create method, we will first pass an array to kubectl to get the nodes

in the cluster. We are using this as an arbitrary command to make sure that the
cluster is up. Under that, we will capture the error and retry the command until it
is successful. Once it is successful, we will deploy our container with the ensure
resource.

In the destroy method, we will use docker to remove our container.

Now we have all our coding done. We just need to add our class to our node by
editing our default.pp file in the manifests folder in the root of our Vagrant repo
as follows:

node 'kubernetes' {

include kubernetes_docker

Now, let's open our terminal and change the directory to the root of our Vagrant
repo and issue the vagrant up command. Once Puppet has completed its run,
our terminal should look like the following screenshot:
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We will now log in to our vagrant box by issuing the vagrant ssh command and
then sudo -1 and change to root. Once we are root, we will look at our service on
our cluster. We will do this by issuing the kubectl get sve command as follows:

[root@kubernetes ~]# kubectl get svc

NAME CLUSTER_IP  EXTERNAL_IP PORT(S)  SELECTOR AGE
kubernetes 10.0.0.1 <none> 443/TCP  <none> 1h
nginx 10.0.0.50 172.17.9.101  B8@/TCP run=nginx 1h
[root®kubernetes ~

As you can see, we have two services running our cluster: Kubernetes and nginx.
If we go to our web browser and go to the address we gave to the second network
interface, http://172.17.9.101, we will get the following nginx default page:

17217.8.101

Welcome to nginx!

If you see this page, the nginx web server is successfully installed and
working. Further configuration is required.

Far online documentation and support please refer to pgineorg.
Commercial suppeet is available at nginx.com.

Thank you for using ngin.

Now, our cluster is running successfully with our nginx service.
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Summary

We covered my favorite three container schedulers; each one of them has their own
pros and cons. Now, you have the knowledge and the required code to give all three
a really good test run. I would suggest that you do so so that you can make the right
choice when choosing the design in your environment.
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In this chapter, we are going to look into one of our schedulers and look at wrapping
some more operational tasks around it. So far, in this book, we have covered more
glamorous subjects; however, monitoring, logging, and automated recovery are just
as important. We want to take this knowledge and make it work in the real world.
From there, we can start to see the benefits to both the development and operations
teams. We are going to use Docker Swarm as our scheduler in this chapter. For
logging, we will use the ELK stack, and for monitoring, we will use Consul. Since
Docker Swarm version 1.1.3, there are some cool features that will help us use
recovery, so we will look at them. We will cover the following topics in this chapter:

* Logging
*  Monitoring

* Recovery techniques

Logging

The importance of logging is second to none in a solution. If we need to debug any
issues with any code/infrastructure, the logs are the first place to go. In the container
world, this is no different. In one of the previous chapters, we built the ELK stack.
We are going to use that again to process all the logs from our containers. In this
solution, we will use a fair chunk of the knowledge that we got so far. We will use a
scheduler, a Docker network, and lastly, service discovery with Consul. So, let's look
at the solution, and like we did in the past chapters, we will get to coding.
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The solution

As I mentioned in the introduction of this chapter, we will be using Docker Swarm
for this solution. The reason for this choice is that I want to highlight some of the
features of Swarm as it has come on leaps and bounds in the last few releases. For
the logging portion of this chapter, we are going to deploy our three containers and
let Swarm schedule them. We will use a combination of the Docker networking DNS
and our service discovery with Consul to tie everything together. In Swarm, we will
use the same servers as we did in the last chapter: three member nodes and two
replicated masters. Each node will be a member of our Consul cluster. We will again
use Puppet to install Consul on the host system natively.

The code

In this chapter, we will build on the code that we used in the last chapter for Docker
Swarm. So, we will go through the plumbing of the Vagrant repo fairly swiftly,

only calling out the differences from the last chapter. We are going to create a new
Vagrant repo again for this chapter. You should be a master at this by now. Once the
new repo is set up, open the servers.yaml file. We will add the following code to it:
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Code for the severs.yaml file

As you can see, it's not that different from the last chapter. There is one call out.

We have added a new line to each server - { shell: 'echo -e "PEERDNS=no\
nDNS1=127.0.0.1\nDNS2=8.8.8.8">>/etc/sysconfig/network-scripts/ifcfg-
enp0s8 && systemctl restart network'}. We will add this as the server is
multihomed. We will want to make sure that we are resolving DNS correctly on
each interface.
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The next thing we will look at is the puppetfile, which is as follows:

require "socket"
$hostname = Socket.gethostname

forge 'http://forge.puppetlabs.com’

mod 'puppetlabs/stdlib’
mod 'puppetlabs/vcsrepo’

mod 'nanliu/staging’

mod 'KyleAnderson/consul'

mod 'scottyc/docker_swarm'

mod 'scottyc/golang'

mod ‘garethr/docker’, :git => “https://github.com/scotty-c/garethr-docker.git"
mod 'stankevich/python’

mod 'stahnma/epel’

mod 'maestrodev/wget’

As you can see, there are no new changes compared with the last chapter. So, let's
move to our Hiera file located at heiradata/global.yml in the root of our module:

docker_swarm: :swarm_version: v1.1.3
|docker_swarm: :backend: consul
docker_swarm: :backend_ip: 172.17.8.101

docker_swarm: :backend_port: 8500
docker_swarm::advertise_int: enp@s8
consul::version: 9.6.3

Again, we are setting the Swarm version to v1.1.3, and the backend is set to consul.
We set the IP address of the first node in the Consul cluster, and we set the Consul
port to 8500. We will set the swarm interface that we will advertise from, and last but
not least, we will set our Consul versionto 0.6.3.
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Now, we will create our module. We will again call the config module. Once you
have created your <AUTHOR>-config module, move it to the modules folder in the
root of your Vagrant repo.

Now that we have our module, let's add our code to it. We will need to create the
following files in the manifests directory: compose.pp, consul_config, dns.pp,
run_containers.pp, and swarm.pp. We have no params.pp as we are using Hiera
in this example.

So, let's go through the files in an alphabetical order. In our compose . pp file, we will
add the following code:

class config::compose {
if $hostname =~ /“swarm-masterk/ {
["This server is the Swarm Manager."]
}
else {

=

file { '/root/docker-compose.yml':

ntent => ("config/registrator.yml.erb"),
} =
docker_compose {'swarm app':
: => present,
> == '/root',
= ['1']
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As you can see from the code, we are adding our docker-compose.yml file to any
node that is not a swarm master. We will come back to the docker compose.yml file
when we look at the templates directory. The next file is consul_config.pp, which
is as follows:

class config::consul_config {
if $hostname =~ /"*101x$/ {

class { 'consul':
confi h={
"dev’,
'/opt/consul’,

o '/opt/consul/ui’,
"bind_addr’ $::ipaddress_enp@s8,
'client_addr' .0.0',

1ostname",
.17.8.101°',

'server’ true

"bind_addr’ $::ipaddress_enp@s8,
‘client_addr' '0.0.0.0",
"4::hostname",
e_addr' $::ipaddress_enp@s8,
start_join’ ['172.17.8.101','172.17.8.103",'172.17.8.103'],
'server’ false

consul::service { 'docker-service':
hecks = [

ice docker status',
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In this file, we are declaring our Consul cluster and defining the bootstrap server.
This should look familiar as it is the same code that we used in the last chapter.
The next file is dns . pp, which is given as follows:

class config::dns {

package { 'bind’:
: => present
y =

file { '/etc/named.conf':
" present,
("config med.conf.erb"),

‘root’,
Package['bind'],

} o~

file { '/etc/named/consul.conf':
Ir => present,
= ~onsul.conf.erb"),
= '@b!
= 'roc
=
=> Package['bind'],
} o~

service { 'named’:
Ir => running,
= true,
=> File['/etc/named.conf'],

Again, this code should look familiar to you, as we have used it before in the last
chapter. Just to recap, this is setting and configuring our bind package to use
Consul as the DNS server. The next file we will look at is init . pp:

class config(
$consul_ip = "$::ipaddress_enp@s8",
o

include config::consul_config
contain
contain
contain
contain config::run_containers

Class['confi arm'] —> Class['config ose'] == Class['config::dns'] == Class['config::run_containers']
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In the init.pp file, we are just ordering our classes within our module. We will now
move on to run_containers.pp. This is where we will schedule our ELK containers
across the swarm cluster:

class config::run_containers {
if $hostname =~ /swarm-master—82/ {

swarm_run {'logstash’':

}

=5
=
=5
=
=5
=
=5
=
=2

== Class['config
}

swarm_run {'kibana':

EEERERER

Let's have a look at this in detail, as there is a lot of new code here. The first
declaration that we will use is to schedule the containers from the second
Swarm master.

The next block of code will configure our 1ogstash container. We will need to first
have these containers here in this example, as we are using them as the syslog server.
If at the time of spawning the containers they can't connect to logstash on TCP port
5000, the build of the container will fail. So, let's move on to the configuration of
logstash. We will use the container that I put in, as it is the official container with
the logstash. conf file that we already added. We will then add 1ogstash to our
internal swarm-private Docker network and expose all the ports for logstash on
all networks. So, we can pipe logs from anywhere to it. After this, we will set the
location of elasticsearch and then we will give the command to start.
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Logstash

In the second block of code, we will install and configure elasticsearch. We

will use the official elasticsearch container (version 2.1.0). We will only add
elasticsearch to our private Docker network, swarm-private. We will make

the data persistent by declaring a volume mapping. We will set the command with
arguments to start elasticsearch with the command value. Next, we will set

the log drive to syslog and the syslog server to tcp://logstash-5000.service.
consul:5000. Note that we are using our Consul service discovery address as we
are exposing logstash on the external network. Lastly, we set the dependency on
logstash. As I mentioned earlier, the syslog server needs to be available at the time
this container spawns, so we need logstash to be there prior to either this container
or kibana. Talking of Kibana, let's move on to our last block of code.

In our kibana container, we will add the following configuration. First, we will use
the official kibana image (Version 4.3.0). We will add kibana to our swarm-private
network so it can access our elasticsearch container. We will map and expose
ports 5601 to 80 on the host network. In the last few lines, we will set the syslog
configuration in the same way as we did with elasticsearch.

Now, it's time for our last file, swarm.pp, which is as follows:

lclass config::swarm {

class { 'docker_swarm':
=> (Class['co

}

docker_network { 'swarm—private':
=> present,
== true,
= 'ow y
= Class[ ig::consul_config']

}
if $hostname =~ /“swarm-masters/ {

swarm_cluster {'cluster 1':

2.1 1,
paddress_enp@s8,
arm' ,
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In this code, we are configuring our Swarm cluster and Docker network.

We will now move to our templates folder in the root of our module. We need to
create three files. The two files Consul . conf .erb and named. conf . erb are for our
bind config. The last file is our registrator.yml.erb Docker compose file. We will
add the code to the following files.

Let's first see the code for consul . conf . erb, which is as follows:

zone "consul" IN {
type forward;
forward only;

forwarders { 127.0.0.1 port 8600; };
};

Now, let's see the code for named. conf . erb, which is as follows:

loptions {
listen-on port 53 { 127.0.0.1; };
listen-on-v6 port 53 { ::1; };
directory "/var/named";
dump-file "/var/named/data/cache_dump.db";
statistics-file "/var/named/data/named_stats.txt";
memstatistics-file "/var/named/data/named_mem_stats.txt";
allow-query { localhost; };
recursion yes;

dnssec-enable no;
dnssec-validation no;

/* Path to ISC DLV key */
bindkeys-file "/etc/named.iscdlv.key";

managed-keys-directory "/var/named/dynamic";
h

include "/etc/named/consul.conf";

Finally, let's see the code for registrator.yml.erb, which is as follows:

registrator:
image: gliderlabs/registrator
net: "host"

volumes:
- "/var/run/docker.sock: /tmp/docker.sock"
command: consul://<% @consul_ip %>:8500
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All the code in these files should look fairly familiar, as we have used it in previous
chapters.

Now, we have just one more configuration before we can run our cluster. So, let's
go to our default.pp manifest file in the manifests folder located in the root of
our Vagrant repo.

Now, we will add the relevant node definitions to our manifest file:

'swarm-101"' { include config }

'swarm-102' { include config }

'swarm-103' { include config }

'swarm-master-01' { include config }

‘swarm-master-02' { include config }

We are ready to go to our terminal, where we will change the directory to the root of
our Vagrant repo. As so many times that we did before, we will issue the vagrant
up command. If you have the boxes still configured from the last chapter, issue the
vagrant destroy -f && vagrant up command.

Once Vagrant is run and Puppet has built our five nodes, we can now open a
browser and enter the http://127.0.0.1:9501/. We should get the following
page after this:

G: SERVICES NODES KEY/VALUE &

conaul

docker-service

kibana

logstash-5000

logstash-9958

logstash-0999
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As you can see, all our services are shown with green color that displays the state of
health. We will now need to find what node our kibana container is running on. We
will do that by clicking on the kibana service.

IC — v o
kibana
consl
tags
dacker-service £
l Kibana swarm-101
kagatanh-5000 Sorf Health Status

Iogstash-9900

logstash-5999

In my example, kibana has come up on swarm-101. If this is not the same for you,
don't worry as the Swarm cluster could have scheduled the container on any of the
three nodes. Now, I will open a browser tab and enter the 127.0.0.1:8001/, as
shown in the following screenshot:

Ll e mmssts - Configure an index pattern

I e 5 L P o Tt Configush B2 WA 056 Indi Patbarm. NG PAarna v L8od 10 ilentity the ELSStzanarch inches 10 1N BAseh Snd anBytes against, Thay s AiS0 LB 1 contiure aide.

B Index containg time-besad events
Uise event times to create index names [DEPRECATED]

Inclex name or patterm

Time-tieid nama @ ratesh faics

Ormmans

If your host is different, consult the servers.yaml file to get the right port.
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We will then create our index and click on the Discovery tab, and as you can see in
this screenshot, we have our logs coming in:

Logs after creating index

Monitoring

In the world of containers, there are a few levels of monitoring that you can deploy.
For example, you have your traditional ops monitoring. So your Nagios and Zabbix
of the world or even perhaps a cloud solution like Datadog. All these solutions have
good hooks into Docker and can be deployed with Puppet. We are going to assume
in this book that the ops team has this covered and your traditional monitoring is in
place. We are going to look at the next level of monitoring. We will concentrate on
the container connectivity and Swarm cluster health. We will do this all in Consul
and deploy our code with Puppet.

The reason we are looking at this level of monitoring is because we can make
decisions about what Consul is reporting. Do we need to scale containers? Is a
Swarm node sick? Should we take it out of the cluster? Now to cover these topics,
we will need to write a separate book. I won't be covering these solutions. What we
will look at is the first step to get there. Now that the seed has been planted, you will
want to explore your options further. The challenge is to change the way we think
about monitoring and how it needs reactive interaction from a human, so we can
trust our code to make choices for us and to make our solutions fully automated.
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Monitoring with Consul

One really good thing about using Consul is that Hashicorp did an awesome

job at documenting their applications. Consul is no exception. If you would like

to read more about the options you have with Consul monitoring, refer to the
documentation at https://www.consul .io/docs/agent/services.html and
https://www.consul.io/docs/agent/checks.html. We are going to set up both
checks and a service. In the last chapter, we wrote a service with Consul to monitor
our Docker service on every node:

consul::service {
:}[

=

=> $::ipaddress_enp@s8,

On the Consul web UI, we get the following reading of the Docker service on
the node:

Service 'docker-service' check service:docker-service passing

NOTES
OUTPUT

Redirecting to /bin/systemctl status docker.service
o docker.service - Docker Application Container Engine
Loaded: loaded (/usr/lib/systemd/system/docker.service; enabled; vendor preset: disabled)
Drop-In: /etc/systemd/system/docker.service.d
—service-overrides.conf

Active: active (running) since Mon 2016-83-28 07:33:57 UTC; 8min ago
Docs: https://docs.docker.com
Main PID: 6221 (docker)
CGroup: /system.slice/docker.service
6221 /usr/bin/docker daemon -H tcp://0.0.0.0:2375 -H unix:///var/run/docker.sock --cluste

LOCK SESSIONS

No sessions
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We are going to roll out all our new checks on both the Swarm masters. The reason
for this is that both the nodes are external from the nodes cluster. The abstraction
gives us the benefit of not having to worry about the nodes that the containers are
running on. You also have the monitoring polling from multiple locations. For
example, in AWS, your Swarm masters could be split across multiple AZs. So, if you
lose an AZ, your monitoring will still be available.

As we are going to use the logging solution from the example that we covered in
the previous section, we will check and make sure that both Logstash and Kibana
are available; Logstash on port 5000 and Kibana on port 80.

We are going to add two new service checks to our config module in the
consul config.pp file, as follows:

if $hostname =~ /~swarm-masterx/ {
consul::check { 'kibana':
=> present,
=> 'kibana.service.consul:80',
= '10s',

}

consul::check { 'logstash-5000':
=> ~present,
=> 'logstash-5000.service.consul:5000"',
= '10s’',

As you can see, we have set a TCP check for both kibana and logstash, and we will
use the service discovery address to test the connections. We will open our terminal
and change the directory to the root of our Vagrant repo.
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Now, we are going to assume that your five boxes are running. We will issue the
command to Vagrant to provision only the two master nodes. This command

is vagrant provision swarm-master-01 && vagrant provision swarm-
master-02. We will then open our web browser and enter 127.0.0.1:9501. We can
then click on swarm-master-01 or swarm-master-02, the choice is up to you. After
this, we will get the following result:

jos{swarm-master-01

swarm-101
swarm-102

swarm-=103

. swarm-master-01

SERVICES

NODES

T

o

swarm-master-02

KEV/VALUE ACL DEV = e

swarm-master-01

SERVICES

docker-service

CHECKS

kibana passing

TCP connect kibana.service.consul:88: Success

logstash-5000 passing

TCP connect Logstash-5800. service.consul:5008: Success

Serf Health Status el passing

NOTES

QUTPUT

Agent alive and reachable

As you can see, our monitoring was successful. We will move back to our code and
add a check for our swarm master to determine its health. We will do that with the
following code:
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consul::service
= [

= ' r 7 14 @8 info',
= '
==

= §:

service

15:4000 info',

=> $::ipaddress_enp@s8,

We will then issue the Vagrant provision command, vagrant provision swarm-
master-01 && vagrant provision swarm-master-02. Again, we will open our
web browser and click on swarm-master-01 or swarm-master-02. You should get the

following result after this:

Senvice ‘swarm-master-01° check

© Bavarved Resacy: § 8 ¢ 4052 410
n: womcatimmdsivarsnative-d 3, kmrmalwerviomed 4 31, L7, olregs. xib_b, aperatingury

Bavarved Resscy, 8 B /4053 800

+ Labatn) moeoutiendeinnrunet ive=d. I, bereateersioet 4. bl oLt oA e 6BE_E, sparatingiysteasCest

-
resstive.3, bnrmateersioned 4,31 a17 sirepa. xh_64, mperatinguystansunts

St
Earnal Verwion: 44,31 L7 alruen uh 4
Operatiog brites dimn

P
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As you can see from the information in the check, we can easily see which Swarm
master is primary, the strategy for scheduling. This will come in really handy when
you have any issues.

So as you can see, Consul is a really handy tool, and if you want to take away the
things we covered in this chapter, you can really do some cool stuff.

Recovery techniques

It is important in every solution to have some recovery techniques. In the container
world, this is no different. There are many ways to skin this cat, such as load
balancing with HA proxy or even using a container-based application that was built
for this purpose such as interlock (https://github.com/ehazlett/interlock). If
you have not checked out interlock, it's awesome!!! There are so many combinations
of solutions we could use depending on the underlying application. So here, we

are going to look at the built-in HA in Docker Swarm. From there, you could use
something like an interlock to make sure that there is no downtime in accessing
your containers.

Built-in HA

Docker Swarm has two kind of nodes: master nodes and member nodes. Each one of
these has different built-in protection for failure. The first node type we will look at is
master nodes.

In the last topic, we set up a health check to get the information regarding our
Swarm cluster. There, we saw that we had a master or primary Swarm master and

a replica. Swarm replicates all its cluster information over TCP port 4000. So, to
simulate failure, we are going to turn off the master. My master is swarm-master-01,
but yours could be different. We will use the health check that we already created to
test out the failure and watch how Swarm handles itself. We will issue the vagrant
halt swarm-master-01 command. We will open up our browser again to our
Consul web UI, 127.0.0.1:9501. As we can see in the following screenshot,
swarm-master-02 is now a master:
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G{: SERVICES woDes KEV/VALUE AcL o

Service 'swarm-master-02' check passing

swarm-101

swarm-102

Constainers: 6
swarm-103

swarm-master-01

&
Server Version: swarm/1.1.3
l SWarm-master-02 - Role: primary

Strategy: spread
Filters: health, port, dependency, affinity, comstraist
Hodes: 3
sWarm-100: 172.17.8.101:2375
L Statws: Mealthy
t Contadners: 2
* Reserved CPUs: 8 / 1
* Resorved Mesery: 0 B / 4.052 GiB
 Labels: sxecutiondriver=native-0.2, kerselversion=4.4.3-1.017.elrepe, 286_64, cperatingsystes=Centd
© Error: (mana)
© UpdatedAt: 2016-03-20T49:38:102
swarm-102: 172.17.8.182:2375
althy

id
PUs: 8/ 1

/]
I016-03-20T0:38: 422
swarm-103: 172.17.8.183:2378
& Status: Healthy
& Contadners: I
L Reserved CPUs: @ / 1
* Reserved Memory: 0 B / 4,952 6iB
L Labels: executiondriversnative=0.2, kerselversions4.d.3-1.el7.elrepo.u36 B4, operatingsystessCentd
L Error: (mone)
* UpdatedAt: I016-03-26Te9:38:261
Plegins:
Velume:
Network:
Kernel Version: 3.19.0-123.e17.x86_64

Now, we will move on to container resecluding with our Swarm node HA. As of
version 1.1.3, Swarm is shipped with a feature where a container will respawn on

a healthy node if the original node fails. There are some rules to this such as when
you have filtering rules or linked containers. To know more on this topic, you can
read the Docker docs about Swarm located at https://github.com/docker/swarm/
tree/master/experimental.

To test this out, I will halt the node that hosts Kibana. We will need to add some
code to our kibana container so that it will restart on failure. This is added to
the env resource, as shown in the following screenshot:

swarm_run {'kibana':
=> present,
==
=
=
=
==
=

Class|[
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We will first need to kill our old container to add the restart policy. We can do
that by setting the ensure resource to absent and running the Vagrant provision
swarm-master-02.

Once the Vagrant run is complete, we will change it back to present and run
vagrant provision swarm-master-02.

For me, my kibana container is on swarm-102 (this could be different for you). Once
that node fails, kibana will restart on a healthy node. So, let's issue vagrant halt
swarm-102. If we go to our Consul URL, 127.0.0.1:9501, we should see some
failures on our nodes and checks, as shown in the following screenshot:

127.0.0.1:9501 )

(. RVICE | NODES KEYNVALUE AEL o
swarm-master-02
swarm-101 ary SERVICE
docker-service
swarm-102
swarm-103 v swarm-master-01

swarm-master-01

. swarmemastor-02

swarm-master-02

kibana

TP connect hibama,service, conswl:®0: Seceess

logstash-5000

TeP connect logstash-5008.service.consul :5880: Succoss

Serf Health Status

If you wait a minute or so, you will see that kibana alerts came back and the
container spawned on another server. For me, kibana came back on swarm-101,
as you can see in the following screenshot:
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n=101

P '
SERVICES MODES REY/VALUE AGL o

swarm-101

m swarm-101 SERVIGES

consul

swarm-102
swarm-103 1 v docker-service

swarm-master-01 =
kibana

swarm-master-02
logstash-5000
logstash-5000

legstash-9998

logstash-9999

Serf Health Status ansing

We can then go to our browser and look at kibana. For me, it will be at
127.0.0.1:8001:

Kibana after connecting to Elasticsearch
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As you can see, all our logs are there; our service discovery worked perfectly as once
the container changed nodes, our health checks turned green.

Summary

In this chapter, we looked at how to operationalize our container environment using
Puppet. We covered a logging solution using ELK. We took Consul to the next level
with more in-depth health checks and creating services to monitor our cluster. We
then tested the built-in HA functionality that ships with Swarm. We have covered a
lot of ground now since our humble first module in Chapter 2, Working with Docker
Hub. You are fully equipped to take the knowledge that you have got here and apply
it in the real world.
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We have really covered a lot of ground in this book so far. We are now on our final
chapter. Here, we are going to look at how to combine all the skills you have learned
and create a production-ready module. Just to go out with a bang, we will create a
module that configures and deploys Kubernetes as the frontend (note that running
Kuberbetes as frontend has limitations and would not be the best idea for production.
The UCP component of the module will be production ready). Since there will be a
lot of sensitive data, we will take advantage of Hiera. We will create a custom fact to
automate the retrieval of the UCP fingerprint, and we will split out all the kubernetes
components and use interlock to proxy our API service. We will also take UCP further
and look at how to repoint the Docker daemon to use the UCP cluster. The server
architecture will follow the same design as we discussed in the scheduler chapter. We
will use three nodes, all running Ubuntu 14.04 with an updated kernel to support the
native Docker network namespace. We will cover the following topics in this chapter:

e Hiera
e The code

Hiera

In this topic, we will look at how to make our modules stateless. We will move all
the data that is specific to the node that is applied to the module in Hiera (https://
docs.puppetlabs.com/hiera/3.1/). There are two main drivers behind this. The
first is to remove any sensitive data such as passwords, keys, and so on, out of our
modules. The second is if we remove node-specific data or state out our modules so
that they are generic. We can apply them to any number of hosts without changing
the logic of the module. This gives us the flexibility to publish our modules for other
members of the Puppet community.
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What data belongs in Hiera

When we first sit down and start development on a new module, some of the
things that we should consider are: whether we can make our module OS agnostic,
how we can run the module on multiple machines without logic changes or extra
development, and how we can protect our sensitive data?

The answer to all these questions is Hiera.

We are able to leverage Hiera by parameterizing our classes. This will allow Puppet
to automatically look up Hiera at the beginning of the catalogue compilation. So, let's
explore some examples of the data that you will put in Hiera.

Note that in our chapter about container schedulers, we briefly used Hiera. We set
the following values:

docker_swarm: :swarm_version: v1.1.31
docker_swarm: :backend: consul
docker_swarm: :backend_ip: 172.17.8.101
docker_swarm: : backend_port: 8500

docker_swarm: :advertise_int: enp@s8
consul::version: 0.6.3

As you can see, we are setting parameters such as versions. Why would we want to
set versions in Hiera and not straight in the module? If we set the version of Consul,
for example, we might be running version 5.0 in production. Hashicorp just released
version 6.0 by changing the Hiera value for the environment (for more information
about Puppet environments, go to https://docs.puppetlabs.com/puppet/
latest/reference/environments.html). In Hiera versions from dev to 6.0,

we can run multiple versions of the application with no module development.

The same can be done with IP addresses or URLs. So in the hieradata for dev,
your Swarm cluster URL could be dev.swarm.local and production could be
just swarm.local.

Another type of data that you will want to separate is passwords/keys. You
wouldn't want the same password/key in your dev environment as there are in
production. Again, Hiera will let you obfuscate this data.

We can then take the protection of this data further using eyaml, which Puppet
supports. This allows you to use keys to encrypt your Hiera .yaml files. So, when
the files are checked into source control, they are encrypted. This helps prevent data
leakage. For more information on eyaml, visit https://puppetlabs.com/blog/
encrypt-your-data-using-hiera-eyaml.
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As you see, Hiera gives you the flexibility to move your data from the module to
Hiera to externalize configurations, making the module stateless.

Tips and tricks for Hiera

There are some really handy tips that you can refer to when using Hiera. Puppet
allows you to call functions, lookups, and query facts from Hiera. Mastering these
features will come in very handy. If this is new to you, read the document available
athttps://docs.puppetlabs.com/hiera/3.1/variables.html before moving on
in the chapter.

So, let's look at an example of looking up facts from Hiera. First, why would you
want to do this? One really good reason is IP address lookups. If you have a class
that you are applying to three nodes and you have to advertise an IP address like we
did in our consul module, setting the IP address in Hiera will not work, as the IP
address will be different for each machine. We create a file called node . yaml and add
the IP address there. The issue is that we will now have multiple Hiera files. Every
time Puppet loads the catalogue, it looks up all the Hiera files to check whether any
values have changed. The more files we have, the more load it puts on the master
and the slower our Puppet runs will become. So we can tell Hiera to look up the fact
and the interface we want to advertise. Here is an example of what the code would
look like:

ucpconfig::ucp host address: "%{::ipaddress_ethl}"

The one call out is that if we called the fact from a module, we would call it with the
fully qualified name, $: : ipaddress_ethl. Unfortunately, Hiera does not support
the use of this. So we can use the short name for the : : ipaddress_ethi fact.

The code

Now that we have a good understanding of how to make our module stateless, let's
go ahead and start coding. We will split the coding into two parts. In the first part we
will write the module to install and configure Docker UCP. The final topic will be to
run Kubernetes as the frontend.
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UCP

The first thing that we need to do is create a new Vagrant repo for this chapter. By
now, we should be masters at creating a new Vagrant repo. Once we have created
that, we will create a new module called <AUTHOR>-ucpconfig and move it to our
modules directory in the root of our Vagrant repo. We will first set up our servers.
yml file by adding the code shown in the following screenshot:

As you can see, we are setting up three servers, where ucp-01 will be the master of
the cluster and the other two nodes will join the cluster. We will add two more files:
config.json and docker subscription.lic. Here, config.json will contain

the authorization key to Docker Hub, and docker_subscription.lic will contain
our trial license for UCP. Note that we covered both of these files in the container
scheduler chapter. If you are having issues setting up these files, refer to that chapter.
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The file we will now look at is the puppetfile. We need to add the code shown in the
following screenshot to it:

$ho.

stname = Socket.gethostname

forge 'http://forge.puppetlabs.com'

mod
mod
mod
mod
mod

'garethr/docker’
'puppetlab
PUppE S
' puppetlabs
'maestrodev/wget’

//github.com/scotty-c/ga

Now that we have our Vagrant repo set up, we can move on to our module. We will
need to create four files: config.pp, master.pp, node.pp, and params . pp.

The first file we will look at is params . pp. Again, I'd like to code this file first as it
sets a good foundation for the rest of the module. We do this as follows:

class ucpconfig::params {
$ucp_master
$ucp_deploy_node
$ucp_url
$ucp_username
$ucp_password
$ucp_fingerprint
$ucp_version
$ucp_host_address
$ucp_subject_alternative_names
$ucp_external_ca
$ucp_swarm_scheduler
$ucp_swarm_port
$ucp_controller_port
$ucp_preserve_certs
$ucp_license_file
$consul_master_ip
$consul_advertise
$consul_image
$consul_bootstrap_num
$docker_network
$docker_network_driver
$docker_cert_path
$docker_host

$::ucp_fingerprint
'1.0.0"

false
"binpack’
'8443"'
"true'

scottyc/consul’
"1

'private-net’
'overlay'
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As you can see, we are setting all our parameters. We will look at each one in depth
as we apply it to the class. This way, we will have context on the value we are setting.
You might have noted that we have set a lot of variables to empty strings. This is
because we will use Hiera to look up the values. I have hardcoded some values in

as well, such as the UCP version as 1.0.0. This is just a default value if there is no
value in Hiera. However, we will be setting the value for UCP to 1.0.3. The expected
behavior is that the Hiera value will take precedence. You will note that there is a fact
that we are referencing, which is $: :ucp_fingerprint. This is a custom fact. This
will automate the passing of the UCP fingerprint. If you remember, in the container
scheduler chapter, we had to build ucp-01 to get the fingerprint and add it to Hiera
for the other nodes' benefit. With the custom fact, we will automate the process.

To create a custom fact, we will first need to create a 1ib folder in the root of the
module. Under that folder, we will create a folder called facter. In that folder,
we will create a file called ucp_fingerprint.rb. When writing a custom fact, the
filename needs to be the same as the fact's name. The code that we will add to our

custom fact is as follows:

In this code, you can see that we are adding a bash command to query our UCP
master in order to get the fingerprint. I have hardcoded the IP address of the master
in this fact. In our environment, we would write logic for that to be more fluid so that
we are allowed to have multiple environments, hostnames, and so on. The main part
to take away from the custom fact is the command itself.
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We will now move back to our init . pp file, which is as follows:

class wcpconfig i

$ucp_master
sucp_deploy_node
Sucp_url
$ucp_username
$ucp_password
$ucp_fingerprint
$ucp_version
$ucp_host_address
$ucp_subject_alternative_names
$ucp_external_ca
$ucp_swarm_scheduler
Sucp_swarm_port
$ucp_controller_port

siucp_master,
:ucp_deploy_node,

cp_version,
Sucpconfig:: ::ucp_host_address,
sucpconti cp_subject_alternative_names,
Sucpconf i cp_external _s
Sucpconfig:: :iucp_swarm_scheduler
Sucpconf il
sucpeonfi
Sucpconfi
Sucpconfi
Sucpconfi
sucpconfi
Sucpconfig:: 5::consul_image,
Sucpconf il onsul_bootstrap_num,
sucpconti
Sucpconfig::
Sucpconfi 5: :docker_cert_path,
Sucpconf i ocker_host,

%consul_master_ip
$consul_advertise
$consul_image
$consul_bootstrap_num

$docker_network_driver
%docker_cert_path
$docker_host

) inherits ucpconfig::params {

class { 'docker':

n ucpeonfi
contain ucpeontfi
contain ucpconfis

Class['ucr . L U i -= Class[
}

default: {
r ucpconfig::
contain ucpconfig
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The first thing you can see it that we are declaring all our variables at the top of our
class. This is where Puppet will look up Hiera and match any variable that we have
declared. The first block of code in the module is going to set up our Docker daemon.
We are going to add the extra configuration to tell the daemon where it can find the
backend for the Docker native network. Then, we will declare a case statement on
the $: :hostname fact. You will note that we have set a parameter for the hostname.
This is to make our module more portable. Inside the case statement, if the host is

a master, you can see that we will use our Consul container as the backend for our
Docker network. Then, we will order the execution of our classes that are applied

to the node.

In the next block of code in the case statement, we have declared the

$ucp deploy node variable for the $: :hostname fact. We will use this node to
deploy Kubernetes from. We will get back to this later in the topic. The final block

of code in our case statement is the catch all or default. If Puppet cannot find the
fact of $: :hostname in either of our declared variables, it will apply these classes.

We will now move on to our master. pp file, which is as follows:

class ucpconfig::master(

$ucp_version

$ucp_host_address
$ucp_subject_alternative_names
$ucp_external_ca
$ucp_swarm_scheduler
$ucp_swarm_port
$ucp_controller_port
$ucp_preserve_certs
$ucp_license_file

1:iucp_version,

:1ucp_host_address,

1:ucp_subject_alternative_names,

p_external_ca,
ucp_swarm_scheduler,

iiucp_swarm_port,

1:ucp_controller_port,
$ucpconfig: :ucp_preserve_certs,
$ucpconfig: tucp_license_file,

) {

class { 'docker_ucp':

= true,

=> $ucp_host_addresd,

=> %ucp_version,

= false,

== false,

=> $ucp_subject_alternative_names,
=> $ucp_external_ca,

=> $ucp_swarm_scheduler,

=> $ucp_swarm_port,

=> $ucp_controller_port,
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The first thing you will note is that we are declaring our variables again at the top of
this class. We are doing this as we are declaring many parameters, and this makes
our module a lot more readable. Doing this in complex modules is a must, and I
would really recommend you to follow this practice. It will make your life a lot easier
when it comes to debugging. As you can see in the following screenshot, we are
tying the parameters back to our init.pp file:

class { 'docker_ucp':

true,

$ucp_host_address,
$ucp_version,

false,

false,
$ucp_subject_alternative_names,
$ucp_external_ca,
$ucp_swarm_scheduler,
$ucp_swarm_port,
$ucp_controller_port,

Class['docker']

As you can see from the preceding code, there are very few types which we are
values that we are setting in the module.

We will now move on to our node . pp file, as follows:

class ucpconfig::node (

$ucp_url

$ucp_username

$ucp_password

$ucp_fingerprint

$ucp_version

$ucp_host_address
$ucp_subject_alternative_names

i

$ucpconfig::

$ucpconfig::

$ucpconfig::

$ucpconfig: :ucp_fingerprint,

$ucpconfig: :ucp_version,

$ucpconfig: :ucp_host_address,

$ucpconfig: :ucp_subject_alternative_names,

class { 'docker_ucp':

$ucp_url,
$ucp_fingerprint,
$ucp_username,
$ucp_password ,
$ucp_host_address,
$ucp_subject_alternative_names,
true,
$ucp_version,
false,

false,
Class['docker']

=
=>
=
==
=
=>
=
==
=
=
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As you can see, we are declaring the parameters at the top of the class, again tying
them back to our init .pp file. We have declared most of our values as we will

use Hiera.

We will now move on to our config.pp file, as follows:

class ucpconfig::config (

$ucp_url
$ucp_username
$ucp_password

$docker_network
$docker_network_driver = $ucpconfig:
$docker_cert_path

$docker_host
) {

package { ['curl',

sucp_url,
1ucp_username,
‘ucp_password,
:docker_network,
:docker_network_driver,
:docker_cert_path,
:docker_host,

$ucpconfig:
$ucpconfig:
$ucpconfig:
= $ucpconfig:

= $ucpconfig:
$ucpconfig:

'zip', 'iq'l:

=> installed,

}

file { '/etc/docker/get_ca.sh':

==

}

r
("ucpconfig/get_ca.sh.erb"),

exec { 'ca_bundle':

}

file { '/etc/profile.d/docker.sh':
nsu => present,

==

=

({'ucpconfig/docker.sh.erb'),
@644 ',

docker_network { $docker_network:

==

==
==
=

present,

true,
$docker_network_driver,
File['/etc/profile.d/docke
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In this class, we are going to make a few vital configurations for our cluster. So, we
will walk through each block of code individually. Let's take a look at the first one:

class ucpconfig::config (

$ucp_url $ucpconfig: rucp_url,

$ucp_username $ucpconfig: :ucp_username,
$ucp_password $ucpconfig: :ucp_password,
$docker_network $ucpconfig: :docker_network,
$docker_network_driver = $ucpconfig::docker_network_driver,
$docker_cert_path = $ucpconfig: :docker_cert_path,
$docker_host = $ucpconfig: :docker_host,

) {

In this block, we will declare our variables as we have in all the classes in this
module. One call out that I have not mentioned yet is that we are only declaring the
variables that are applied to its class. We are not declaring all the parameters. Let's
look at the next set of code now:

|
package { ['curl', 'zip', 'jq'l:
=> installed,
H

In this block of code, we will pass an array of packages that we need to curl our
UCP master in order to get the SSL bundle that we will need for TLS coms between
nodes. Now, let's see the third block:

I

file { '/etc/docker/get_ca.sh':
=> »
= ("ucpconfig/get_ca.sh.erb"),

In this code, we are going to create a shell script called get_ca.sh.erb to get the
bundle from the master. Let's create the file, and the first thing that we will need to do
is create a templates folder in the root of the module. Then, we can create our get
ca.sh.erb file in the templates folder. We will add the following code to the file:

#1/bin/bash
[curl sk —d '{"username":"<%= Pucp_username %=","password™:"<h= gucp_password %="}' <%= fucp_url %=fauth/login | jg -r .auth_token) &5 %

curl -k -H "Authorization: Bearer $AUTHTOKEN" <%= ducp_url %=/api/clientbundle —o bundle.zip && %\
! unzip bundle.zip
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As you can see in the script, we need to create an auth token and pass it to the APL.
Puppet does not natively handle tasks like these well, as we are using variables
inside the curl command. Creating a template file and running an exec function is
fine as long as we make it idempotent. In the next block of code, we will do this:

exec { 'ca_bundle':
=> 'sh get_ca.sh',
=> '/usr/bin:/usr/sbin:/bin:/usr/local/bin’',

=> $docker_cert_path,
=> "${$docker_cert_path}/ca. pen",
=> File['/etc/docker/get_ca.sh'T

In this block of code, we will run the preceding script. You can see that we have set the
parameters, command path, and cwd (current working directory). The next resource

is creates that tells Puppet that there should be a file called ca.pem in the current
working directory. If Puppet finds that the file does not exist, it will execute the exec,
and if the file does exist, Puppet will do nothing. This will give our exec idempotency.

In the next block of code, we will create a file in /etc/profile.d, which will then
point the Docker daemon on each node to the master's IP address, allowing us to
schedule containers across the cluster:

file { '/etc/profile.d/docker.sh':
=> present,
= ('ucpconfig/docker.sh.erb'),
= '0644',

Now, let's create a docker. sh file in our templates directory. In the file, we will put
the following code:

export DOCKER_TLS_VERIFY=1
export DOCKER_CERT_PATH=<%= @docker_cert_path %>

export DOCKER_HOST=<%= @docker_host %>

In this file, we are telling the Docker daemon to use TLS, setting the location of the
key files that we got from the bundle earlier in the class. The last thing we are setting
is the Docker host that will point to the UCP master.
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This last block of code in this class should look very familiar, as we are setting up a
Docker network:

docker_network { $docker_network:
=> present,
=> true,

=> $docker_network_driver,
=> File['/etc/profile.d/docker.sh']

We can now move on to the the file where all our data is, our Hiera file. That file is
located in the hieradata folder, which is present in the root of our Vagrant repo.
The following screenshot shows the various data present in the Hiera file:

::ucp_master: ucp-81
cp_deploy_node: ucp-@3
cp_url: https://172.17.10.101

ucpconfig: :ucp_username: admin
cpconfig:: ssword: orca

1fig: tucp_ =
ucpconfig: :ucp_swarm_port: 19001

ucpconfig::ucp_controller_port: 443
ucpconfig: :ucp_preserve_certs: true
ucpconfig: :ucp_license_file: /etc/docker/subscription.lic
ucpconfig onsul_master_ip: 172.17.10.101
ucpconfig::consul_advertise: ethl:2376
ucpconfig::consul_image: scottyc/consul

nfi

ucpeo . :
ucpconfig: :docker_host: tcp://17

So, let's list out all the data we have defined here. We are defining the UCP master
as ucp-01, and our deploy node is ucp-03 (this is the node that we are deploying
Kubernetes from). The UCP URL of the master is https://172.17.10.101. This is
used when we connect nodes to the master and also when we get our ca bundle and
UCP fingerprint. We keep the username and password as admin and orca. We will
use UCP version 1.0.3. We will then use the Hiera fact lookup that we discussed
earlier in the book to set the host address and alternate names for UCP.
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The next parameter will tell UCP that we will use an internal CA. We will then set
our scheduler to use spread, define the ports for both Swarm and the controller, tell
UCP to persevere the certs, and send the location of the license file for UCP. Next,
we will set some date for Consul, such as the master IP, the interface to advertise,
the image to use, and how many nodes to expect at the time of booting the Consul
cluster. Lastly, we will set the variables we want our Docker daemon to use, such as
the name of our Docker network, swarm-private, the network driver, overlay, the
path to our certs, and the Docker host that we set in our docker. sh file placed at
/etc/profile.d/.

So, as you can see, we have a whole lot of data in Hiera. However, as we have
already discussed, there is data that could be changed for different environments.
So as you can see, there is a massive benefit in making your module stateless and
abstracting your data to Hiera, especially if you want to write modules that can
scale easily.

We will now add the following code to our manifest file, default .pp located in the
manifests folder in the root of our Vagrant repo. The following code defines our
node definition:

2' {
ucpconfig

3' {
ucpconfig

We can then open our terminal and change the directory to the root of our Vagrant
repo. We will then issue the vagrant up command to run Vagrant. Once the three
boxes are built, you should get the following terminal output:
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We will log in with the admin username and orca password. In the following
screenshot, we can see that our cluster is up and healthy:

Crverview

Resources

Cluster Controllers sprnad

Kubernetes

Since I thought to finish off with a bang, we will do something pretty cool now. I
wanted to deploy an application that had multiple containers in which we could use
interlock to showcase application routing/load balancing. What better application
than Kubernetes. As I mentioned earlier, there are limitations to running Kubernetes
like this, and it is only for lab purposes. The skills we can take away and apply to our
Puppet modules is application routing/load balancing. In our last topic, we set the
parameter for $ucp_deploy_node in the case statement in our init.pp file. In that
particular block of code, we had a class called compose . pp. This is the class that will
deploy Kubernetes across our UCP cluster. Let's look at the file:
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class ucpconfig: :compose {

file { '/etc/kubernetes':
nsure => directory,
}

file { '/etc/kubernetes/docker-compose.yml':
S = »

= ('ucpconfig/kubernertes.yml.erb'),
= File['/etc/kubernetes']

;

exec { 'docker-compose':
. ] == 'bash -1 -c

The first resource just creates a directory called kubernetes. This is where we will
place our Docker Compose file. Now, you will notice something different about how
we are running Docker Compose. An exec? Why would we use an exec when we
have a perfectly good provider that is tried and trusted. The reason we are using the
exec in this case is because we are changing $pATH during the last Puppet run. What
do I mean by that? Remember the file we added to the /etc/profile.d/ directory?
It changed the shell settings for where DOCKER_HOST is pointing. This will only come
into effect in the next Puppet run, so the Docker daemon will not be pointing to the
cluster. This will mean that all the kubernetes containers will come up on one host.
This will cause a failure in the catalogue, as we will get a port collision from two
containers using 8080. Now, this will only come into effect when we run the module
all at once, as a single catalogue.
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Now, let's have a look at our Docker Compose file:

pem —swara-tls—cert pen —swarm-tls—hey f y.pen —plugin haps

ange=18.17.17. 1/247, “—sddress=0.8.9.9", "—etcd_serversshttp:/ 1%, “—cluster_rameskubermetes®, “—=3"]

—oddress=8.8.9.0°, ‘—enable_server’)

In this book, I have been stressing on how I prefer using the Docker Compose
method to deploy my container apps. This Docker Compose file is a perfect example
why. We have seven containers in this compose file. I find it easy as we have all the
logic right there in front of us and we have to write minimal code. Now, let's look

at the code. The first thing that is different and that we wouldn't have seen so far is
that we are declaring version 2. This is because version 1.6.2 of Docker Compose
has been released (https://github.com/docker/compose/releases/tag/1.6.2).
So, to take advantage of the new features, we need to declare that we want to use
version 2.

The first container we are declaring is interlock. We are going to use interlock as our
application router that will make server requests to the Kubernetes API. For this
container, we are going to forward ports, 443, 8080, and 8443, to the host. We will
then map /etc/docker from the host machine to the container. The reason for this
is we need the keys to connect to the Swarm API. So, we will take advantage of the
bundle we installed earlier in the chapter.
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In the command resource, we will tell interlock where to find the certs, the Swarm
URL, and lastly, that we want to use haproxy. We will then add this container to our
overlay network, swarm-private. The next thing is in the environment resource,
we will set a constraint and we will tell Compose that we can only run interlock on
ucp-03. We will do this to avoid port collision with the Kubernetes API service. The
next container is etcd. Not much has changed regarding this since we configured
Kubernetes in the scheduler chapter, so we will move on. The next container is the
kubernetes API service. The one thing we need to call out with this is that we are
declaring in the environment resource - INTERLOCK DATA={"hostname": "kubern
etes", "domain": "ucp-demo.local"}. This is the URL that interlock will look for
when it sends the request to the APIL

This is the main reason we are running kubernetes to gain the skills of application
routing. So, | won't go through the rest of the containers. Kubernetes is very well
documented at http://kubernetes.io/. I would recommend that you read up on
the features and explore Kubernetes —its a beast, there is so much to learn.

So, now we have all our code. Let's run it!

Just to see the end-to-end build process, we will open our terminal and change the
directory to the root of our Vagrant repo. If you have the servers built from the
earlier topics, issue vagrant destroy -f && vagrant up; if not, just a simple
vagrant up command will do. Once the Puppet run is complete, our terminal
should have the following output:
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We can then log in to our web Ul at https://127.0.0.1:8443:

« o o N

Then, we will log in with the admin username and the orca password. We should
see the following screenshot once we login successfully:

5 e 137,001 5453 M astoad

Resources
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You will note that we have one application now. If we click on the application twice,
we can see that Kubernetes is up and running;:

You will note that we have our container split across ucp-02 and ucp-03 due to the
environment settings in our Docker Compose file. One thing to take note of is that
interlock in on ucp-03 and the Kubernetes API service is on ucp-02.

Now that we have built everything successfully, we need to log in to ucp-03
and download the kubect1 client. We can achieve that by issuing the following
command:

$'wget https://storage.googleapis.com/kubernetes-
release/release/v1.1.8/bin/linux/amd64/kubectl’

So let's log in to ucp-03 and issue the vagrant ssh ucp-03 command from the root
of our Vagrant repo. We will then change to root (sudo -1i). Then, we will issue the
wget command, as shown in the following screenshot:
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We will then make the file executable by issuing the following command:

$'chmod +x kubectl'

Now remember that we set a URL in the environment settings for the - INTERLOCK
DATA={"hostname" : "kubernetes", "domain": "ucp-demo.local"} API container.
We will need to set that value in our host file. So, use your favorite way to edit files
on the local machine, such as vim, nano sed, and so on, and add 172.17.10.103
kubernetes.ucp-demo.local. The IP address points to ucp-03 as that is where
interlock is running.

Now we are ready to test our cluster. We will do that by issuing the . /kubectl -s
kubernetes.ucp-demo.local get nodes command. We should get the following
output after this:

root@ucp-03:~# ./kubectl -s kubernetes.ucp-demo.local get nodes
NAME LABELS STATUS AGE

a602c102d88a  kubernetes.io/hostname=a602c102d88a Ready 26m
root@ucp-03:~# I

As you can see, everything is up and running. If we go back to our UCP console,

you can see that the API server is running on ucp-02 (with the IP address
172.17.10.102). So, how are we doing this? Interlock is processing the HTTP calls
on 8080 and routing them to our API server. This tells us that our application routing
is in place. This is a very basic example, but something you should play with as you
can really design some slick solutions using interlock.

Summary

In this chapter, we really focused on how to build a Puppet module that is shippable.
The use of Hiera and the separation of data from the logic of the module is not only
applicable to modules that deploy containers, but for any Puppet modules you

write. At some point in your Puppet career, you will either open source a module

or contribute to an already open-sourced module. What you have learned in this
chapter will be invaluable in both of those use cases. Lastly, we finished with
something fun, deploying Kubernetes as the frontend to UCP. In doing this, we also
looked at application routing/load balancing. This is obviously a great skill to master
as your container environment grows, especially to stay away from issues such as
port collision.
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