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Thinking like a programmer: big ideas
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Thinking like a programmer—details

Don't start to code immediately. You'll feel boxed into one path
that may or may not even be appropriate for the problem at
hand.

If you find yourself writing convoluted logic to achieve a simple
task or repeating yourself several times, take a step back and
use a piece of paper to draw out what you want to achieve.

When thinking about how to break down your problem, choose
tasks and write tasks in such a way that they can be reusable.

Before beginning to code, think about each data type you've
learned about and decide whether it's an appropriate one to use.
When more than one may work, pick the simplest one.

When choosing data attributes to represent an object type, you
can (1) Write out the data types you know and ask whether each
would be appropriate to use. (2] Notice whether the behaviors
you want can be represented by one or more data structures
you already know.

Think about expressions that contain decisions as Boolean

expressions (which evaluate to true or false) as opposed to ques-

tions (which have yes or no answers).

Computers do only what they're told. VWhen writing code, the
computer will execute everything you write according to the rules
of the programming language.

A programmer writes readable code, both for others to be able
to read as well as for themselves to look back on later. Use
descriptive variables to store complex computations.

Don'’t use variable names that are very long. They make your
code unreadable.

Create variables to store values that you're going to reuse many
times in your code.
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Preface

I wanted to write this book for two main reasons. I aimed to fill a need for a book that
truly taught programming from scratch, and that presented programming as an activity
that can help you with daily tasks.

A common misconception people have is that programing has to be a big endeavor
every time you do it, where you're trying to write a program that can solve a world
problem. But that’s not so. Learning to program can improve your day-to-day life! I
write short programs all the time, whether it’s to solve puzzles or to help me make deci-
sions. I wanted to capture this sentiment in this book by making programming as acces-
sible to everyone as I can, showing how with even a little bit of programming
knowledge, you can write useful programs customized to your needs.

I teach an introductory Python computer science course for undergraduates. For the
most part, many students taking the class have no prior programming experience, in
any language. The course is fast-paced, and many students ask if there are any
resources online for people who have never programmed before. Almost all the
resources I point them to require prior knowledge of programming, which adds another
level of indirection to their learning: they have to first grasp the idea of programming
and then understand how to apply that to Python. I try not to forget what it’s like to
start learning to program from scratch, no matter how many times I teach the course. I
want this book to be a gentle introduction to programming in one of the most popular
languages at this time, that also shows how approachable coding can be.
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Ahout this Book

Who should read this hook

Get Programming: Learn to Code with Python is intended for anyone who is curious about

programming but doesn’t necessarily want to pursue a career in it. It doesn’t assume

any programming experience. You should be familiar with the following ideas:

Variables—Readers who have taken a math course that deals with introductory
algebra know what a variable is. This book explains how variables in a program-
ming setting are different.

Assigning truth values (true/false) to statements —Statements are sentences that can
be determined as true or false. For example, “It is raining” is a statement that’s
either true or false. You should know how to invert statements to take the oppo-
site truth value by using the word not. For example, if “It is raining” is true, then
“It is not raining” is false.

Connecting statements —When there’s more than one statement, they can be con-
nected by using the words and or or. For example, “It's raining” and “I'm happy”
can become “It’s raining and I'm happy.”

Making decisions —With multiple statements, you can make a decision based on
whether one statement is true by using “if...then....” For example, “If it is raining
then the ground is wet” is made up of two statements: “It is raining” and “the
ground is wet.” The statement “the ground is wet” is a consequence of the state-
ment “it is raining.”

Following instructions by doing any of the following activities or similar —Playing a
game of 20 Questions, following a recipe, completing a read-your-own-adventure
book or understanding an algorithm (following a set of instructions and making
branching decisions).



About this Book

How this hook is organized: a roadmap

This book has eight units that cover 38 lessons. Every unit ends with a capstone project.

Each unit is meant to teach you about one important concept in programming, through

a series of short lessons:

Unit 0 provides a bit of motivation to nudge you into the world of computer pro-
gramming. You'll see how programming can be compared to other tasks that you
might sometimes do.

Unit 1 introduces you to the basics behind programming and the building blocks
of every computer program. You'll download a programming environment and
set it up so you can write programs.

Unit 2 gets you to start writing code that interacts with the user by getting input
from them and showing them results.

Unit 3 shows you how to write programs that make decisions for you. You'll
write code that branches off into different directions. When run, programs will
decide which branches to take, depending on values at decision points.

Unit 4 builds on the idea that computers are good at doing tasks quickly. You'll
write code that takes advantage of the power of computers by repeating certain
commands many times by writing code that automatically repeats a set of com-
mands many times.

Unit 5 introduces you to one way to write organized code: using functions as
modules that can contain reusable code.

Unit 6 shows you advanced types of objects that you can program with. After this
unit, you'll be able to write some incredibly useful and versatile programs.

Unit 7 introduces you to making your own types of objects. This is a capability
that not all programming languages have, but most of the ones being used today
do have.

Unit 8 wraps up the book by showing you code libraries written by others that
you can use in your own programs. This lesson brings together abstract ideas
that show you how to organize your code and take advantage of previously writ-
ten code.

Ahout the code

The content and code in this book are presented using Python version 3.5, the most up-

to-date version at the time of writing.
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The code examples in this book show how to apply the concepts learned in each lesson
to perform a task you may have to do in your day-to-day life. Toward the end of the
book, the code becomes a bit longer, and the same task is revisited in a couple of differ-
ent scenarios.

At the end of each unit, a capstone project summarizes key ideas learned in the lessons.
A problem is described, and you’ll be walked through one possible solution. You'll dis-
cover how to “translate” the English description of the task outlined into code.

This book contains many examples of source code both in numbered listings and in line
with normal text. In both cases, source code is formatted in a fixed-width font like this to
separate it from ordinary text. Sometimes code is also set in bold to highlight code that
has changed from previous steps in the chapter, such as when a new feature adds to an
existing line of code.

In many cases, the original source code has been reformatted; we’ve added line breaks
and reworked indentation to accommodate the available page space in the book. In rare
cases, even this was not enough, and listings include line-continuation markers (=).
Additionally, comments in the source code have often been removed from the listings
when the code is described in the text. Code annotations accompany many of the list-
ings, highlighting important concepts.

Book forum

Purchase of Get Programming: Learn to Code with Python includes free access to a private
web forum run by Manning Publications where you can make comments about the
book, ask technical questions, and receive help from the author and from other users. To
access the forum, go to https://forums.manning.com/forums/get-programming. You can
also learn more about Manning’s forums and the rules of conduct at https://forums
.manning.com/forums/about.

Manning’s commitment to our readers is to provide a venue where a meaningful dia-
logue between individual readers and between readers and the author can take place. It
is not a commitment to any specific amount of participation on the part of the author,
whose contribution to the forum remains voluntary (and unpaid). We suggest you try
asking the author some challenging questions lest her interest stray! The forum and the
archives of previous discussions will be accessible from the publisher’s website as long
as the book is in print.


https://forums.manning.com/forums/get-programming

Ahout the author

Dr. Ana Bell is a lecturer at the Massachusetts Institute of Technol-
ogy in the Electrical Engineering and Computer Science depart-
ment. She has co-lectured two introductory computer science
courses in Python for the past five years: one aimed at students
who have no prior programming experience, and one intended to
expand on what students learn in the first course. She enjoys

introducing others to programming and watching them gain con-
fidence in themselves as they progress. It's an extremely rewarding feeling to explain
the same concept in different ways and watch it suddenly click with a student.

She was first introduced to Python in graduate school at Princeton University, where
she started using it to parse and reformat large files in her research and found it to be an
intuitive language to learn and use.
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Learning how to program

This unit begins with a bit of motivation on why
learning to program is beneficial no matter who you
are; you can even use programming in your daily
life to make certain tasks easier. You'll briefly be
introduced to ideas you should be familiar with
before starting to program, and you'll get an idea of
the kinds of things you'll be able to do by the end of
this book.

The unit ends by drawing a parallel with baking so
that you can see programming as a skill requiring
practice and creativity. This unit also serves as an
overview of what you should expect as you go
through this journey: lots and lots of practice!
Learning to program seems like a big undertaking,
but it’s best to take small steps every day rather
than giant occasional leaps. It’s a challenging but
rewarding path.

Let’s begin!






LESSON

WHY SHOULD YOU LEARN HOW TO
PROGRAM?

After reading lesson 1, you'll be able to

= Understand why programming matters
= Set up a plan for learning how to program

) :
1.1 Why programming matters

5
D)

184

Programming is universal. No matter who you are or what you do, you can learn to
write programs that can help make your life easier.

111 Programming isn’t just for professionals

A misconception, both for veteran programmers and for people who have never pro-
grammed before, is that after you start to learn how to program, you'll have to continue
until you become a professional programmer. Likely, this misconception stems from
associating programming with incredibly complex systems: your operating system,
car/aviation software, artificial intelligence that learns, and many others.

I think of programming as a skill, like reading/writing, math, or cooking. You don’t have
to become a best-selling author, a world-class mathematician, or a Michelin star chef.
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Your life significantly improves with a little bit of knowledge in each of those subjects: if
you know how to read and write, you can communicate with others; if you know how
to do basic calculations, you can tip appropriately at a restaurant; if you know how to
follow a recipe, you can make a meal in a pinch. Knowing a little bit of programming
will enable you to avoid having to rely on others to help you and will enable you to fin-
ish tasks you may want to do in a specific way more efficiently.

11.2 Improve your life

If you learn to program, your skill can be used as you effectively build your own per-
sonal toolbox of utilities. The more you try to integrate programming into your daily
life, the more you'll be able to solve personal tasks more efficiently.

To keep up with your skill, you can write custom programs that fit your daily needs.
The benefit of writing your own programs instead of using ones that already exist is that
you can customize them to your exact needs. For example:

= Do you keep track of the checks that you write in the paper logbook that came
with your checkbook? Consider typing them in a file and writing a program that
reads the file and organizes the information. With programming, after the data is
read, you can calculate sums, separate the checks by date ranges, or whatever
else you want.

= Have you taken pictures and downloaded them to your computer, but the names
given by the camera software aren’t what you want? Instead of manually renam-
ing everything by hand for a thousand pictures, you can write a short program
that renames all files automatically.

= Are you a student preparing for the SAT and want to make sure your solution for
the quadratic equation is correct? You can write a program that takes in missing
parameters and solves the equation for you, so that when you do it by hand, you
can be sure that the calculations were done correctly.

= Are you a teacher who would like to send a personalized email to each student
with that student’s grade for a test? Instead of copying and pasting text and fill-
ing in the values manually, you can write a program that reads the student name,
email address, and score from a file, and then effectively fills in the blank auto-
matically for each student, and sends out the email.

These are just a few situations in which programming can help you to be more orga-
nized and self-reliant.



Where you are now and where you’ll be 5

11.3 Challenge yourself

At first glance, programming feels technical. At the beginning, it is, especially as you're
learning all the basic concepts. Perhaps unintuitively, programming is also creative.
After you become familiar with a few ways to do one task in programming, you get to
make decisions about which way would be best to apply. For example, if you're reading
a file, do you want to read all the data at once, store it, and then do some analysis, or do
you want to read the data one piece at a time and analyze as you go along?

By making these kinds of decisions with the knowledge you gain, you challenge your-
self to think critically about what you want to achieve and how to do it most efficiently.

e ,
1.2 Where you are now and where you’ll be

This book doesn’t assume that you’ve programmed before. Having said that, you

should be familiar with the following:

= Understanding a variable—If you took a math course that covers introductory alge-
bra, you should know what a variable is. In the next unit, you'll see how variables
in a programming setting are different.

= Understanding truel/false statements—You can think of statements as sentences that
can be determined to be true or false. For example, “it is raining” is a statement
that’s either true or false. You can also invert statements to take the opposite truth
value by using the word not. For example, if “it is raining” is true, then “it is not
raining” is false.

= Connecting statements—When you have more than one statement, you can con-
nect them by using the words and or or. For example, if “it is raining” is true and
“I am hungry” is false, then “it is raining and I am hungry” is false because both
parts need to be true. But “it is raining or I am hungry” is true because at least
one of the parts is true.

= Making decisions—When you have multiple statements, you can make decisions
based on whether one statement is true by using if...then. For example, “if it is
raining, then the ground is wet” is made up of two statements: “it is raining” and
“the ground is wet.” The statement “the ground is wet” is a consequence of the
statement “it is raining.”

= Following flowcharts—You won’t need to know flowcharts to understand this
book, but understanding them requires the same skills as understanding basic
programming. Other ideas that use the same skill set are playing the game of 20
Questions, following a recipe, reading a choose-your-own-adventure book, or
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understanding algorithms. You should be familiar with following a set of instruc-
tions and making branching decisions. Flowcharts show a list of instructions that
flow from one to the next and allow you to make decisions, which lead to differ-
ent paths. In a flowchart, you're asked a series of questions, whose answer is one
of two choices: yes or no. Depending on your answer, you follow certain paths
through the flowchart and will eventually end up at a final answer. Figure 1.1 is

an example of a flowchart.

Is the
chance of
rain > 50%
today?

Is it
raining right
now?

—| Don’t take an umbrella.

Yes

Complain about
the unpredictable
weather.

you going to be No
outside for >10
minutes?

Yes

Figure 1.1 Flowchart for deciding
Take an umbrella. whether to take an umbrella today

Knowing the preceding skills is all you need to begin your programming journey. After
reading this book, you'll know the basics of programming. The basic concepts you'll
learn that can apply to any programming language are as follows:

Using variables, expressions, and statements in programming

Getting the program to make decisions based on conditions

Getting the program to automatically repeat tasks under some conditions
Reusing operations built into the language to help you be more efficient
Making your code more readable and easy to maintain by breaking a larger task
into smaller ones

Knowing which data structure (a structure already created that can store infor-
mation in a certain format) is appropriate to use in different situations



Our plan for learning how to program 7

You'll be learning how to program by using a language called Python (version 3.5). Any
knowledge gained about programming concepts will be easily translatable to any other
programming language; the basics are going to be the same between different lan-
guages. More specifically, at the end of this book, you’ll be familiar with the details of
the Python programming language. You’'ll know the following:

= How to use the syntax of the language (in English, the equivalent is how to form
valid sentences).

= How to write more-complex programs with different blocks of code working
together in harmony (in English, the equivalent is writing a short story).

= How to use code that other programmers wrote (in English, the equivalent is ref-
erencing someone else’s work so you don’t have to rewrite it).

= How to effectively check that your program works, including testing and debug-
ging (in English, the equivalent is checking for spelling and grammar errors).

= How to write programs that interact with the keyboard and mouse.

= How to write more data-centric or mathematical programs.

e -
1.3 Our plan for learning how to program

Individual motivation is one of the greatest make-or-break factors when learning a pro-

gramming language. Taking things slow, getting a lot of practice, and allowing time to
absorb the material will make the road to success less bumpy.

1.3.1 First steps

If you’ve never programmed before, this book is for you. This book is separated into
units. A unit is a set of lessons that all deal with one particular concept in programming.
The first lesson in the unit is usually a motivating lesson. The last lesson in a unit is a
capstone project, which introduces a real-life problem or task. You can attempt the cap-
stone on your own or you can read the walk-through of the solution; it’s intended to
make sure that you're on track with understanding the concepts.

You'll have many opportunities to practice what you read. At the beginning of each les-
son, you'll see a simple exercise, called Consider this, that will get you thinking about the
world around you and the way you interact with it; this exercise introduces you to the
main idea of the lesson. It's described without code jargon and hints at the kinds of pro-
gramming ideas you'll learn in the lesson. Throughout the lesson, you’'ll discover how
to “translate” the English description of the outlined exercise into code. Each lesson
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contains many exercises to help you understand the concepts; doing all the exercises
will help the concepts click. Answers to these exercises will be found in Appendix A so
that you can check your work.

Being hands-on with the exercises is important in the first few lessons, as you'll be
learning the basics of programming using Python. In the last few lessons, you'll see
packages that other programmers wrote, and you'll have an opportunity to learn how to
use those packages to build more-complex programs. One of the packages will get you
to build programs that you can interact with visually, by mouse click or keyboard input,
and you'll see your program update an image on the screen. Another package will show
you how to deal with data as input. You'll learn how to read files that have a certain
structure, how to analyze the data gathered, and how to write data to another file.

1.3.2 Practice, practice, practice, practice

Each lesson has short exercises with solutions. With Python, and programming in gen-
eral, lots of practice is essential to truly understand the concepts—this is especially true
if you've never programmed before. Don’t be frustrated by errors when writing a pro-
gram; you'll improve your understanding by correcting unexpected mistakes.

You can think of these exercises as checkpoints to help you understand how much you

understand. Programming isn’t a passive activity. You should be actively engaged with
the material presented and the concepts shown by constantly trying things out on your
own. The checkpoint exercises touch upon the important ideas presented in the lesson,

and you should attempt them all to cover the breadth of the material. If you feel adven-
turous, you can even come up with variations on the exercises presented and attempt to
write new programs for problems you come up with!

1.3.3 Think like a programmer

This book is intended to be a unique learning experience. I don’t just want to teach you
programming in Python. I also want to teach you how to think like a programmer.

To understand this, consider the following metaphor. There are two people: an author of
fiction and a journalist. The author of fiction is someone who comes up with a plot,
characters, dialogue, and interactions and then puts these ideas together in interesting
ways by using the rules of the English language. The author writes a story for people to
enjoy. The journalist doesn’t need to employ their creative side but rather hunts down
stories based on fact. The journalist then puts the facts on paper, also using the rules of
the English language, for people to be informed.
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I compare an author of fiction and a journalist to demonstrate the difference between a
computer scientist and a programmer, respectively. Both a computer scientist and a pro-
grammer know how to write computer code, and both adhere to the rules of a program-
ming language in order to create programs that do certain tasks. In the same way that
an author thinks about a unique story and how to best pace it, a computer scientist may
put more effort into coming up with ideas rather than putting their ideas into words. A
computer scientist thinks about brand-new algorithms or studies theoretical questions,
such as what a computer can and can’t do. On the other hand, a programmer imple-
ments programs based on preexisting algorithms or a set of requirements to which they
must adhere. A programmer knows the details of a language well and can implement
code quickly, efficiently, and correctly. In practice, the roles of a programmer and com-
puter scientist often overlap, and there isn’t always a clear distinction.

This book will show you how to implement tasks on a computer by giving the computer
detailed instructions and will help you become proficient at doing this.

Thinking like a programmer
Be on the lookout throughout the rest of the book for this box.

You'll get useful tips on which principles of thinking like a computer programmer apply
to the ideas being discussed. These principles tie the book together, and | hope that revis-
iting these ideas will help you get into the mindset of a programmer.

The next lesson outlines several principles that get at what it means to think like a pro-
grammer. Throughout each lesson, you'll be reminded of these principles whenever
possible, and I hope that you'll start to think about these principles on your own as you
progress through the book.

()
Summary

In this lesson, my objective was to inspire you to learn to program. You don’t have to

become a professional programmer. Use basic programming ideas and concepts to
improve your personal life, even in simple ways. Programming is a skill, and you'll get
better at it the more you practice. As you read this book, try to think of tedious tasks that
you're doing manually that can be solved more effectively with programming, and try
to doiit.

Let’s begin!



LESSON

BASIC PRINCIPLES OF LEARNING A
PROGRAMMING LANGUAGE

After reading lesson 2, you'll be able to

= Understand the process of writing a computer program

= Get a big-picture view of the think-code-test-debug-repeat paradigm
= Understand how to approach a programming problem

= Understand what it means to write readable code

O - .
2.1 Programming as a skill

5
D)

o

Like reading, counting, playing piano, or playing tennis, programming is a skill. As
with any skill, you have to nurture it through lots of practice. Practice requires dedica-
tion, perseverance, and self-discipline on your part. At the beginning of your program-
ming career, I highly recommend that you write out as much code as possible. Open
your code editor and type up every piece of code that you see. Try to type it out instead
of relying on copying and pasting. At this point, the goal is to make programming
become second nature, not to program quickly.

This lesson serves as motivation to get you in the mindset of a programmer. The first les-
son introduced you to the “Thinking like a programmer” boxes that will be scattered
throughout this book. The following sections offer a big-picture view encapsulating the
main ideas of those boxes.

10
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A parallel with baking

Consider this You want to teach a cave dweller how to get dressed to go to a job
interview. Assume the clothes are already laid out and that the dweller is familiar with
clothes, just not the process of dressing up. What steps do you tell him to take? Be as
specific as possible.

Answer:

1 Pick up underwear, put left foot in one hale, put right foot in the other hole, and
pull them up.

2 Pick up shirt, put one arm through one sleeve, and then put your other arm in
the other sleeve. The buttons should be on your chest. Close shirt by inserting
the little buttons into the hales.

3 Pick up pants, put one foot on one pant leg, and the other foot in the other pant
leg. The pant opening should be in the front. Pull zipper up and button the pants.

4 Take one sock and put it on one foot. Then put a shoe on. Pull the laces of the
shoes and tie them. Repeat with the other sock and shoe.
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(2.2 A parallel with baking

& T

Suppose I ask you to bake me a loaf of bread. What is the process you go through—from

the time I give you the task, to when you give me the finished loaf?

2.2.1 Understand the task “bake a loaf of bread”

The first step is to make sure you understand the given task. “Bake a loaf of bread” is a

bit vague. Here are some questions you may want to ask to clarify the task:

It's important that you get these details right in order to avoid having to start over on
the task. If no further details on the task are provided, the solution you come up with

= What size loaf of bread?

= Should it be a simple bread or flavored bread? Are there any specific ingredients

you have to use or not use? Are there any ingredients you don’t have?

= What equipment do you need? Is the equipment supplied to you, or do you need

to get your own?
= Js there a time limit?

= Are there any recipes that you can look up and use, or do you have to make one

up on your own?

should be as simple as possible and should be as little work for you as possible. For

example, you should look up a simple recipe instead of trying to come up with the



12 Basic principles of learning a programming language

correct combination of ingredients on your own. As another example, first try to bake a
small loaf of bread, don’t add any flavors or spices, and use a bread machine (if you
have one) to save time.

2.2.2 Find a recipe

After you clarify any questions or misconceptions about the task, you can look up a rec-
ipe or come up with one on your own. The recipe tells you how to do the task. Coming
up with a recipe on your own is the hardest part of doing the task. When you have a rec-
ipe to follow, putting everything together shouldn’t be difficult.

Take a quick look at any recipe right now. Figure 2.1 shows a sample recipe. A recipe
may include the following:

= The steps you should take and in what order

= Specific measurements

= Instructions on when and how many times to repeat a task
= The substitutions you can make for certain ingredients

= Any finishing touches on the dish and how to serve it

Quantity Ingredient

1/4 ounce Active dry yeast

1 tablespoon Salt

2 tablespoons  Butter (or canola oil)
3 tablespoons ~ Sugar

2-1/4 cups Warm water

6-1/2 cups All-purpose flour

-

. In a large bowl, dissolve yeast in warm water. Add the
sugar, salt, oil and 3 cups flour. Beat until smooth.

. Stir in enough remaining flour to form a soft dough.

. Turn onto a floured surface.

. Knead until smooth and elastic.

. Put in a greased bowl, turning once to grease the top.

. Cover and let rise in a warm place until doubled, about
1-1/2 hours.
7. Punch dough down. Turn onto a lightly floured surface.
8. Divide dough in half. Shape each into a loaf. Place in

two greased 9x5-inch loaf pans.

9. Cover and let rise until doubled, about 30—45 minutes.

10. Bake at 375° for 30 minutes or until golden brown.

11. Move breads from pans to wire racks to cool.

12. Slice and enjoy!

o s w N

Figure 2.1 A sample
recipe for bread
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The recipe is a sequence of steps that you must follow to bake bread. The steps are
sequential; for example, you can’t take the loaf out of the oven without first putting the
dough in the pan. At certain steps, you can choose to put in one item instead of another;
for example, you can put in either butter or canola oil, but not both. And some steps
may be repeated, such as occasionally checking for the crust color before declaring that
the bread is done.

2.2.3 Visualize the recipe with flowcharts

When you read a recipe, the sequence of steps is likely outlined in words. To prepare
you for understanding how to be a programmer, you should start to think about visual-
izing recipes with flowcharts, as discussed briefly in lesson 1. Figure 2.2 shows how to
represent baking bread with a flowchart. In this scenario, you're using a bread machine,
and the ingredients differ slightly than the ones shown in figure 2.1. In the flowchart,
steps are entered in rectangular boxes. If a recipe allows for a possible substitution, rep-
resent that with a diamond box. If a recipe has you repeating a task, draw an arrow
going back up to the first step in the repeated sequence.

2.24 Use an existing recipe or make one up?

There are many recipes for bread out there. How do you know which one to use? With a
vague problem statement such as “Bake a loaf of bread,” all are good to use because they
all accomplish the task. In that sense, a more general problem statement is easier for you
when you have a set of recipes to pick from, because any of the recipes will work.

But if you have a picky eater and are asked to bake something for which there’s no rec-
ipe, you'll have a hard time accomplishing the task. You’ll have to experiment with var-
ious ingredient combinations and quantities, and with various temperatures and baking
times. Likely, you'll have to start over a few times.

The most common type of problem you'll be given is a specific task for which you have
some information, such as “Bake me a two-pound rosemary loaf of bread using 4 cups
of flour, 1 tablespoon of sugar, 1 tablespoon of butter, 1 teaspoon of salt, and 1 teaspoon
of yeast.” You may not find a recipe that accomplishes this task exactly, but you're given
a lot of critical information already in the task; in this example, you have all the ingredi-
ent measurements except for the rosemary amount. The hardest part is experimenting
with ways of putting the ingredients together and determining how much rosemary to
add. If this isn’t your first time baking, you come to the task with some intuition for how
much rosemary is just right. The more practice you have, the easier itll be.
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Add 4 cups flour to bread machine.

!

Add 1 teaspoon salt to bread machine.

{

Add 1 tablespoon sugar to bread machine.

{

Add 1 teaspoon yeast to bread machine.

{

Do
you have
butter?

l

Click start button.

l

Check crust color.

!

Close bread machine top.

Add 1 tablespoon
butter to bread
machine.

Add 1 tablespoon
canola oil to bread
machine.

!

Crust
is golden
brown?

No No

Yes

Click stop button.

Let cool Say “oops”, no
and enjoy! bread for you :(

Figure 2.2 A flowchart of a simple recipe for baking bread. Rectangular
boxes represent taking an action. Diamonds represent a decision point. The
line going back up to a previous step represents a sequence repetition. Follow
the arrows to trace paths through various implementations of the recipe.

The main idea to come away with from this baking example is that there’s more to bak-
ing than following a recipe. First you have to understand what you're being asked to

bake. Then you must determine whether you have any existing recipes that you can fol-
low. If not, you have to come up with your own recipe and experiment until you have a



Think, code, test, debug, repeat 15

final product that matches what is being asked of you. In the next section, you’'ll see
how the baking example translates into programming.

e 2.3 Think, code, test, debug, repeat

& I

NS ®

In this book, you'll write both simple and complicated programs. No matter what the
complexity of the program, it’s important to approach every problem in an organized
and structured manner. I suggest using the think-code-test-debug-repeat paradigm
shown in figure 2.3 until you're satisfied that your code works according to the problem

specification.
Think
(o))
5 g
2 @
o
Test

Figure 2.3 This is the ideal way to approach

l solving a problem with programming. Understand
the problem before you write any code. Then test the
code that you write and debug it as necessary. This
process repeats until your code passes all tests.

The Think step is equivalent to making sure you understand what kind of baked good
you're being asked to make. Think about the problem asked of you and decide whether
you have any recipes that might work or if you need to come up with one on your own.
In programming, recipes are algorithms.

The Code step is equivalent to getting your hands dirty and experimenting with possi-
ble combinations of ingredients, any substitutions, and any repetitive parts (for exam-
ple, check the crust every five minutes). In programming, you're coding up an
implementation of an algorithm.
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The Test step is equivalent to determining whether the final product matches what the
task was expecting you to produce. For example, is the baked good that came out of the
oven a loaf of bread? In programming, you run a program with different inputs and
check whether the actual output matches the expected output.

The Debug step is equivalent to tweaking your recipe. For example, if it’s too salty,
reduce the amount of salt you add. In programming, you debug a program to figure out
which lines of code are causing incorrect behavior. This is a rough process if you don't
follow best practices. Some are outlined later in this lesson, and unit 7 also contains
some debugging techniques.

These four steps repeat as many times as necessary until your code passes all tests.

2.3.1 Understanding the task

When you're given a problem that you need to solve using programming, you should
never begin to write code right away. If you start by writing code, you enter the cycle
directly at the Code leg shown in figure 2.3. It's unlikely that you'll write your code cor-
rectly the first time. You'll have to cycle through until you think about the given prob-
lem, because you didn’t correctly solve it the first time. By thinking about the problem at
the start, you minimize the number of times you'll go through the programming cycle.

As you tackle harder and harder problems, it’s also important that you try to break them
into smaller problems with a simpler and smaller set of steps. You can focus on solving
the smaller problems first. For example, instead of baking a loaf of bread with exotic
ingredients, try a few small rolls to get the proportions just right without wasting too
many resources or too much time.

When you're given a problem, you should ask yourself the following:

= What is this program supposed to accomplish? For example, “Find the area of a
circle.”

= Are there any interactions with the user? For example, “The user will enter a
number” and “You show the user the area of a circle with that radius.”

= What type of input is the user giving you? For example, “The user will give you a
number representing the radius of a circle.”

= What does the user want from the program and in what form? For example, you
might show the user “12.57,” you might be more verbose and show “The area of
a circle with radius 2 is 12.57,” or you might draw a picture for the user.
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I suggest that you organize your thoughts on the problem by redescribing the problem
in two ways:

= Visualize the problem.
= Write down a few sample inputs and then the outputs that you expect.

ORI AR R AR A A A S e e b R 8 N
Find any recipe (in a box or look one up on the internet]. Write a problem
statement for what the recipe is trying to achieve. Write a vague problem statement. Write a N
more specific problem statement. ;

F & & 4
<
*
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2.3.2 Visualizing the task

When you're given a task to solve using programming, think of the task as a black box.
At first, don’t worry about the implementation.

DEFINITION An implementation is the way you write the code to solve a task.

Instead of worrying about the details of the implementation, think about what’s being
asked: Are there any interactions with the user? Is there any input your program might
need? Is there any output your program might show? Is your program just supposed to
be doing calculations behind the scenes?

It’s helpful to draw a diagram showing possible interactions between your program and
the user of the program. Go back to the bread example. A possible black box visualiza-
tion is shown in figure 2.4. The inputs are represented to the left of the black box and the
outputs to the right.

Inputs Output
| |

4 cups flour

1 teaspoon salt
Bread recipe

(black box)

2 pound loaf of bread

1 tablespoon sugar

1 teaspoon yeast

Figure 2.4 A black box visualization of baking a loaf of bread with a given set of
ingredients.
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When you have an idea of the inputs and outputs of your black box, think about any
special behaviors that you may need to take into account. Will the program behave dif-
ferently in different situations? In the bread example, can you substitute something for
sugar if you don’t have any? Will you get a different type of bread if you add sugar
instead of salt? You should write out what the program will do in these situations.

All these specific interactions can be visualized in a flowchart. You can trace many
routes through your flowchart, each route representing a different possible implemen-
tation and outcome, as in figure 2.2.

%
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You need to clean up after your baking adventure. You need to do two
things: wash the dishes and take out the trash, in that order. Organize the following steps and
decision points into a flowchart as in figure 2.2. Use as many steps/decisions as possible, but
you don't have to use them all.

Step: Rinse dish Decision: Anything else to put in the trash bag?
Step: Sing a song Decision: Am | happy with my baking skills?
Step: Tie up trash bag Decision: Any more dirty dishes left?

Step: Take trash outside Decision: Should | watch a movie tonight?

Step: Pick up a dirty dish

Step: Scrub dirty dish with soap

Step: Put clean dish in drying rack

Step: Dump out trash bag on the floor
Step: Put a piece of trash in the trash bag

ST T T T T T T T T T T T T T T T T,
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2.3.3 Writing pseudocode

At this point, you've come up with test cases, special behaviors you might have to be
careful of, and a visual representation of a sequence of steps that you believe will
accomplish the task given. If you drew out your sequence of steps, now is the time to
convert your drawing into words, using programming concepts. To solve the problem,
you must come up with a sequence of steps to follow so that they achieve the task out-
lined in the problem.

Pseudocode is a mix of English and programming on paper or in your code editor. It
helps you get the structure of the program looking right at various points: when you get
input from the user, when you show output, when you need to make a decision, and
when you need to repeat a set of steps.

Putting the sequence of steps into words is like writing down and trying out your rec-
ipe. You must use what you know about how ingredients taste and what they’re used
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for to decide the best way to arrange them together. In programming, you must use
everything you know about various techniques and constructs to put the code together,
and this is the hardest part of programming.

In pseudocode, finding the area of a circle might look like this:

Get a radius from the user.

-

2 Apply a formula.
3 Show the result.
4 Repeat steps 1-3 until the user says to stop.

Throughout this book, you'll see examples where certain programming concepts are
useful. The only way to know which concept to use and when to use it is through intu-
ition, which comes with a lot of practice.

Of course, there are many ways to achieve a task with programming. It’s not a bad thing
to go down one path and find yourself stuck; then you’ll have a better understanding of
why a particular method doesn’t work in that case. With time and experience, you’ll
develop intuition for when one concept is better to use than another.

.“""“““"‘“““""““““““““““““\
Here’s a problem statement. The Pythagorean theorem is a® + b2 = CE.\

Solve for c. Write a sequence of steps, in pseudocode, that you might take to solve for c.

Hint: v (x°) = x

\‘\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\“
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2.4 Writing readahle code

As you learn more about programming, and specifically Python programming in this

us%

book, you'll see language specifics that Python offers to help you achieve this principle.
I don’t discuss those in this lesson. What's important to remember at this point, before
you even start writing code, is that any code you write should be with the intent that
someone else will read it, including yourself in a few weeks’ time!

24.1 Using descriptive and meaningful names

Here’s a short snippet of code in Python, which you don’t need to understand right now.
It consists of three lines of code, evaluated in order, top to bottom. Notice that it looks
similar to something you may write in a math class:

a:
b =

.1
.2
c=a*

o N W

b*b
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Can you tell, at a high level, what the code is supposed to calculate? Not really. Suppose
I rewrite the code:

pi = 3.1

radius = 2.2

# use the formula to calculate the area of a circle
circle_area = pi * radius * radius

Now can you tell, at a high level, what the code is supposed to do? Yes! It calculates—or
rather, estimates—the area of a circle with radius 2.2. As in math, programming lan-
guages use variables to store data. A key idea behind writing readable code when pro-
gramming is using descriptive and meaningful variable names. In the preceding code,
pi is a variable name, and you can use it to refer to the value 3.1. Similarly, radius and cir-
cle_area are variable names.

242 Commenting your code

Also notice that the preceding code includes a line that starts with the # character. That
line is called a comment. In Python, a comment starts with the # character, but in other
languages, it can start with different special characters. A comment line isn’t part of the
code that runs when the program runs. Instead, comments are used in code to describe
important parts of the code.

DEFINITION A comment is a line in a Python program that starts with a #. These lines

are ignored by Python when running a program.
Comments should help others, and yourself, understand why you wrote code in that
way. They shouldn’t just put into words what the code implements. A comment that
says “Use the formula to calculate the area of a circle” is much better than one that says
“Multiply pi times the radius times the radius.” Notice that the former explains why the
code is correct to use, but the latter simply puts into words what the code is implement-
ing. In this example, someone else reading the code already knows that you're multiply-
ing the three values (because they know how to read code!), but they might not know
why you’re doing the multiplication.

Comments are useful when they describe the rationale behind a larger chunk of code,
particularly when you come up with a unique way to compute or implement some-
thing. A comment should describe the big idea behind the implementation of that par-
ticular chunk of code, because it might not be obvious to others. When someone reading
the code understands the big picture, they can then go into the specifics of the code by
reading each line to see exactly what calculations you're doing.
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Quick check 2.4 Here’s a short piece of Python code implementing a solution to the followin;\
praoblem. Fill in the comments. “You're filing a pool and have two hoses. The green hose fills it in
1.5 hours, and the blue hose fills it in 1.2 hours. You want to speed up the process by using both
hoses. How long will it take using both hoses, in minutes?”

# Your comment here
time_green = 1.5
time_blue = 1.2

# Your comment here
minutes_green = 60 * time_green
minutes_blue = 60 * time_blue

# Your comment here
rate_hose_green = 1 / minutes_green
rate_hose_blue = 1 / minutes_blue

# Your comment here
rate_host_combined = rate_hose_green + rate_hose_blue

# Your comment here
time = 1 / rate_host_combined
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e Summary

&
=

In this lesson, my objective was to teach you

= The think-code-test-debug-repeat cycle of events that a good programmer should
follow.

= To think about the problem you’re given and understand what’s being asked.

= To draw out what the inputs and outputs are based on the problem description
before beginning to code.

» That a problem statement won’t necessarily outline the series of steps you should
take to solve the task. It may be up to you to come up with a recipe —a series of
steps to achieve the task.

= To write code with the intent of it being read. You should use descriptive and
meaningful names, and write comments that describe in words the problem and
coded solution.






Variables, types,
expressions, and
statements

In this unit, you’ll download software that includes
the Python 3.5 version and a special text editor to
help you write and run your Python programs.
You'll set up your programming environment and
try out a little Python code to make sure everything
is set up right. Then, you'll get an introduction to
the basics of any programming language: various
types of objects, variables, statements, and expres-
sions. These are the building blocks of programs—
as letters, words, and sentences are to the English
language.

This unit ends with a capstone project: your first
Python program! I'll guide you through each step.
There are many ways to solve a programming prob-
lem, and I'll show you two. If you feel adventurous,
feel free to attempt the problem before seeing the
full solutions.
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LESSON

INTRODUCING PYTHON: A
PROGRAMMING LANGUAGE

After reading lesson 3, you'll be able to
= Understand Python,the programming language you’ll be using

= Use a program to write your programs
= Understand the components of a programming development environment

L :
3.1 Installing Python

R
o

Do

The Python programming language is, at the time of this writing, the most popular lan-
guage for teaching introductory computer science. The language is used by top univer-
sities to expose students to programming, and many students are citing Python as a
language they’re familiar with upon entering college. Broadly, Python is used to build
applications and websites, and is being used behind the scenes by companies such as
NASA, Google, Facebook, and Pinterest to maintain features and analyze collected data.

Python is a great general-purpose language that can be used to write quick and simple
programs. After you set up a working environment, writing a program in Python
doesn’t require much setup.

25
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311 What is Python?

Python is a programming language created by Guido van Rossum at Centrum
Wiskunde & Informatica in the Netherlands. But the name Python is also used to refer to
the interpreter.

DEFINITION A Python interpreter is a program used to run programs written in the

Python programming language.
In the Python programming language, every thing, called an object, has characteristics
(data) associated with it and ways to interact with it. For example, any word is a thing,
or object, in Python. The data associated with the word summer is the letter characters in
that sequence. One way that you can interact with the word is to change every letter to
be uppercase. An example of a more complicated object is a bicycle. The data associated
with a bicycle could be the number of wheels, its height, its length, and its color. The
actions that a bike can do might be that it can fall over, a person can ride it, and you can
repaint it.

In this book, you'll be writing programs in the latest Python version at the time of this
writing, version 3.5.

3.1.2 Downloading Python version 3.5

You can download Python version 3.5 in various ways; you can get it from the official
Python website, www.python.org, or through any third-party programs that offer the
Python language as well as extra packages preinstalled. In this book, I recommend that
you download a specific third-party program called the Anaconda Python Distribution.

3.1.3 Anaconda Python Distribution

You can download the Anaconda Python Distribution from www.anaconda.com. This
free Python distribution offers various versions of Python and includes more than 400 of
the most popular packages for science, math, engineering, and data analysis. There’s
also a lighter version, without any of the extra packages, called Miniconda.

Go to the downloads page, www.anaconda.com/downloads, and choose the Python 3.5
download link for your appropriate operating system. Follow the installation instruc-
tions with the default values to install the distribution on your computer. Note that the
latest version might be different than Python 3.5, and that’s fine. For our purposes,
changes between subversions of Python 3 won’t make a difference.


www.python.org
www.python.org
www.anaconda.com
www.anaconda.com
www.anaconda.com/downloads
www.anaconda.com/downloads
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3.14 Integrated development environments

After the installation is complete, open Spyder, a program part of Anaconda. Spyder is
an integrated development environment (IDE) that you’ll use to write and run your pro-
grams in this book.

DEFINITION An integrated development environment (IDE] is a complete programming
environment that helps make your program writing experience a lot nicer.

Open Spyder

In Windows only, you can open Spyder from the Anaconda folder in the Start menu,
shown in figure 3.1.

Anaconda3 (64-bit)

Anaconda Cloud
Anaconda Navigator

E Anaconda Prompt
IPython

E Jupyter Notebook
E Jupyter QTConsole
Reset Spyder Settings

E Spyder .
folder in the Start menu

Figure 3.1 Anaconda

Some of the important features that the Spyder IDE offers, shown in figure 3.2, are as
follows:

= An editor to write your Python programs

= A way to see lines of code, before running your program, that may contain poten-
tial errors or inefficiencies

= A console to interact with the user of your programs, through input and output

= A way to see values of variables in your program

= A way to step through your code line by line

Figure 3.2 shows the entire Spyder IDE and some code written in the code editor. You
don’t have to understand the code.
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3. A space to indicate any 2. The program editor 5. The Debug menu 4. A variable explorer
potential lines that window, in which you that contains options that shows you
may contain errors can have multiple files to run your program values of objects
before running the open step-by-step in your programs

code/ /

ﬁder@yﬂmniﬂ / - o x
File Edit Search Source| Run

Consoles Projects Tools View Help

‘ > CENC=E=nE X F P € Do v M
jsers\Ana\.spyder 2\temp. py & % [ Variable explorer 8 x
&l B % =
' Al Name Type  Size Value
3 Created on Wed Mar 23 10:48:27 2016

a
5 mauthcr Ana
5

7
print(3+2)
o print 4/5
(]
11
12
13
14
15
16 greet_en = "hello”
17 greet_sp = "hola"
18 A
19 greeting = input("Greet me please! ") Python console 5 x
i? num = int(input("Enter 1 or 2: ")) | Corsoe 28 B3 =
22if greeting == greet_en: Python 3.5.2 |Anaconda 4.1.1 (64-bit)| (default, Jul | *
23 print{"You speak English!") 5 2016, 11:41:13) [MSC v.1900 64 bit (AMD&4)]
24 if num == 1: Type "copyright”, "credits" or "license" for more
25 print("one" information.
26 elif num == 2: J
27 print("two™) IPython 4.2.8 -- An enhanced Interactive Python.
28 elif greeting == greet_sp: -> Introduction and overview of IPython's
29 print("You speak Spanish!") FEatur‘ES
30 if num == 1: %quickref -> Quick reference.
31 print{"uno") help -> Python's own help system.
32 elif num == 2: object? -> Details about 'object', use 'object??'
33 print("dos") for extra details.
34 else:
35 print("T don't understand your greeting.") In [1]: |
36if num != 1 and num != 2:
37 print ("I don't know that number.") v
38 v| Pythonconsole  IPythonconsole | Historylog
" RW  End-of-lines: CRLF  Encoding: UTF-8 Line 15 Column: 1 Memory: 68 %

I. The Python console showing the version of Python
and any output your program shows to the user

Figure 3.2 The Spyder IDE with the code editor, console, and variable explorer windows

"@"32 Setting up your workspace
gupy p

When you open Spyder, as shown in figure 3.2, you see that the program window is
separated into three window panes:
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= The left pane is the editor, originally containing no code, only a few lines of text.
You'll notice that this text is green, meaning that this is a multi-line comment—
not code that will be run.

= The top-right pane might contain the object inspector, variable explorer, or file
explorer. You won’t be using this window pane, but the variable explorer, for
example, shows you the values for each variable in your program after the pro-
gram is finished.

= The bottom-right pane is, by default, the IPython console. In this lesson, you'll
see some basics regarding the IPython console and the file editor.

The next two sections will guide you through simple computations in Spyder. You'll see
how to enter the computations directly in the console and how to write more-compli-
cated programs in the code editor. At the end of the next two sections, your Spyder ses-
sion should look like figure 3.3.

@ Spyder (Python 3.5) — O X
File Edit Search Source Run Debug Consoles Tools View Help
Ui P Ererd s diia & 8 pE BIC A& sesvn V][ & 4
Editor - C:\Users\Ana\.spyder2-py3\temp.py & X Variable explorer & X
2 temp.py B3 = Na/;ne Type Size Value @
b0 1
n Wed Ma 1 v
Ana =
3+2
4/5 =4
10 pr}nt(3+2) IPython console & X
11 print(4/5)
=3 E&# console l/A N
In [1]: 3+2 w
Out[1]: 5
In [2]: 4/5
Out[2]: @.8

In [3]: print(3+2)
5

In [4]: runfile('C na/.spyder2-py3/temp.py"’,
wdir="C:/Users/Ana Yy -py3")

In [5]: runfile('C
wdir="C:/Users/Ana/.
5

8.8

/.spyder2-py3/temp.py’,
-py3")

In [6]: ‘ v

Console IPython console History log

Run file Permissions: RW End-of-lines: CRLF Encoding: UTF-8 Line: 10 Column: 11 Memory: 70 %

Figure 3.3 Spyder session after entering expressions in the IPython console and the code editor
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3.21 The IPython console

The IPython console is the primary way that you can quickly test commands to see what
they do. More important, users will be using the console to interact with your programs.
The I in IPython stands for interactive. The IPython console is an advanced console that
gives its users neat features including autocompletion, a history of previous commands
typed in, and color highlighting of special words.

Writing commands directly into the console

You can write single commands directly in the IPython console to try things and see
what they do. If you're just beginning to program, you should be trying things out a lot.
That's the best way to start gaining intuition about what statements do and what expres-
sions evaluate to.

Type 3 + 2in the console and hit Enter to perform this addition. You'll see the result 5
preceded by the text Out[]. Now type 4 / 5 to perform this division and you'll see the
result 0.8 preceded by the text Out[].

You can think of this console as something that lets you peek into the values of the
expressions that you type in. Why do I say peek? Because the results of these expressions
aren’t visible to a user. To make them visible to a user, you must explicitly print their
values to the console. Type print(3 + 2) in the console. The number 5 is printed again,
except that there’s no Out[] right before it.

Both 3 + 2and 4 / 5 are called Python expressions. In general, anything in Python that can
be evaluated to a value is called an expression. You'll see more examples of expressions
in lesson 4. In the next section, you’ll see how to enter commands in the file editor to
write more-complicated programs.

R A A i R R R A R R R R A R N
4

4 print("hello")

: Will the following expressions show output to the user, or are they just Iet-\
\ ting you peek into their value? Type the expressions in the console to check yourself! \
\ 1 6<7 \
: 2 print(0) :
\ 3 7*0+4 \

N
\ S

A S S S R S S S S S S S S S R S S S S S R S S S A S S R S S R S S R S S S S S S SS S

Primary uses of the console

Few programmers can write a perfect program on the first go. Even experienced pro-
grammers make mistakes. Your first try to write a program will be a little unsteady, and
you'll have bugs (errors) that will show up when you try to run your program.
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DEFINITION A bug is an errorin a program.

If a program has bugs, big or small, you have to try to fix them. You can learn a lot from
the debugging process. As you start to write more-complicated programs, you can think
of using the console from the point of view of two roles: you as a programmer, and as a
person interacting with your program (the user). Figure 3.4 shows the dual role the con-
sole lets you play. A programmer primarily uses the console to test commands and
debug programs. A user uses the console to interact with a program that’s running by
typing in input and seeing what the program outputs.

Programmer User

- QO O
? o

> >
t Figure 3.4 Programmers use the

@ console for their own testing and

debugging. They type commands directly in
@ the console and look at the output. Users

interact with a program via the console.

They type input to a program and view the

output from a program in the console.

Program running

The majority of the programs you'll see in this book don’t have a visual interface.
Instead, you’'ll write programs that interact with users via text in the console; users will
be given the opportunity to enter text/numbers/symbols when prompted in the console,
and your program will display results in the console. Figure 3.5 shows an example of
how the user may interact with the programs you write.

As a programmer, you'll be using the console to take on the role of a user of your pro-
gram. This is most useful when debugging programs (when you're trying to figure out
why your program isn’t working as expected). When you use the file editor to write
more-complicated programes, it’s often useful to have the console print values of any
computations or objects in your programs, not just the final value. Doing so can help
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I. The program waits 2. The program prints a
for the user to input greeting message to the
their name. console using the user input.
IPython console g X
[0 Console 14 £ &

Ll
Enter your name:

Hello and welcome ﬂma]

In [5]: |

Figure 3.5 An example of a user interacting with a program

you determine intermediary values in your programs and help you debug. If running
your program is like trying out a recipe, printing intermediary values is like tasting
items in your recipe to make sure everything is going well. Debugging is covered in a lot
more detail in unit 7.

The console is useful for trying out single expressions and seeing their values. You can
retype expressions in the console if you want to run them again, or you can use the up
arrow to see expressions you previously typed and hit Enter to run them again. A file
editor saves your expressions to a file so you don’t need to retype them. This saves a lot
of time when you want to write programs that are longer than one line.

3.2.2 The file editor

When you write more-complicated Python programs containing more than just a cou-
ple of lines, you should use the file editor pane. Here, you can type the commands (in
programming, called statements), one on each line, as in figure 3.3. After you finish writ-
ing a set of commands, you can run the program by clicking the green arrow in the tool-
bar at the top of Spyder, shown in figure 3.6. Editing and running files is the same for all
operating systems that Anaconda supports: PC, Mac, and Linux. This book shows
screenshots from a Windows operating system.
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& Spyder (Python 3.5)
File Edit 5earch Source Run /“Debug Conscles  Projects Tools  View Help

_Dra» E rpBRHBGCEMEE=EEnI

Editor - C:\Users\ana\.spyder 2\temp. py

[0 temp.py

Figure 3.6 Click the green arrow button to run the program.

Not all lines of code produce output visible to the user

In the empty file, type 3 + 2 on line 8, as shown previously in figure 3.3. On the next line,
type & / 5. Don’t type anything else yet. Now click the green arrow to run the program.
The first time you click the arrow, you may get a pop-up that asks you for the working
directory; it’s OK to accept the default values. What happens? Your console at the bot-
tom right shows some red text, similar to the following:

runfile('C:/Users/Ana/.spyder2-py3/temp.py',
wdir='C:/Users/Ana/.spyder2-py3")

That line indicates that your program ran, but nothing was shown to the user.

Now make the following additions. On line 10, type print(3 + 2). And on the following

line, type print(4 / 5). Run the program again. Now what happens? You should see the
same thing as in figure 3.3. The console shows the results of the calculations to the user,
each on a different line.

How does that work? The Python interpreter executes each line in the file. It first runs
the statement 3 + 2 and internally calculates the result of this expression. Then it inter-
nally calculates 4 / 5. Because these two statements don’t tell Python to show the output
of the calculations, their values don’t show up on the console.

A keyword in Python, print, is reserved for when you want to output the value of what-
ever is in the parentheses following print to the console. In this case, you show the result
of evaluating the expressions 3 + 2 and 4 / 5, in that order.

ISR A R A R R A R N A A A A A AR AR AR A AR AR A A AR AR AR A NN

\e
: Which of these expressions will the user see on the console? Type the '\
: expressions in the file editor and click Run to check! :
\ 1 print(4 - 4 * 4) \
: 2 print(19) :
\ 3 19 - 10 ‘h
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Saving files

You should save every program you write in a separate file to keep you organized. The
file in which you wrote the previous code is a temporary file, saved in some location in
the Anaconda installation folder. Open a new file from the Spyder menu bar, as shown
in figure 3.7. Type the previous two print statements again in the new file.

TIP | strongly encourage you to type the commands again instead of copying and pasting.

Repetition is a great way to help you get the hang of programming. Forcing yourself, espe-

cially at the beginning of your programming career, to type commands will help speed up

your learning process and make writing code second nature.
Now save the file in a directory of your choosing. You must save it with a .py extension.
If you don’t save it with this extension, you won’t be able to run the program (the green
Run button will be gray). After you save the file, click the green Run button. The same
output as before should show up in the console.

& Spyder (Python 3.5)

File Edit Search Source Run Debug Consoles Tools View Help

Dy PErEr s dis 3 8

w7

Editor - C:\Users\Ana\Documents\ch2.py & X
3 ™ temp.py 2 ch2.py B =
~ Created on Wed Mar 23 18:24:18 2016
5 @author: Anal
7 (302) Figure 3.7 Multiple files open
8 print(3+2 . .
9 print(4/5) in Spyder; each one has its own
£y tab in the file editor pane.

If you close the file you just saved, your program isn’t lost. You can reopen the file from
the File menu. All the code is still there, and you can run the program as if you just
wrote it.

In this lesson, my objective was to teach you

= How to install a Python distribution called Anaconda, using Python version 3.5
and an IDE called Spyder
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How to open a new file, write a simple program in the file, save the file, and run
a program

How to write code in the file editor and open many files in the editor pane

That the console allows you to peek into values of variables or to show output to
the user

How to use print statements to print expression values to the console



LESSON

VARIABLES AND EXPRESSIONS: GIVING
NAMES AND VALUES TO THINGS

After reading lesson 4, you'll be able to

= Write code that creates Python objects
= Write code that assigns objects to variables

In your everyday life, you encounter many physical objects, or things. Each of these
things has a name. They have names because it's much easier to refer to them using a
name rather than a description.

Using names is a great help when you're always manipulating things, or objects. Some
things are simple, such as the number 9. Some are more complicated, such as a dictio-
nary. I can give the name Nana to the number 9, and the name Bill to my dictionary. You
can give things (almost) any name you want. You can even give names to combinations
of things. For example, if I glue a banana to my laptop cover to create a new thing, I can
name that new trendy creation Banalaptop. Individual things can be named as well; if I
have two apples, I can name one Allie and the other one Ollie.

After you name things, you can refer to them later without any confusion. The benefit of
using names is that you don’t have to re-create (in programming, recalculate) values.
When you name a thing, you inherently remember every detail about it.

36
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Consider this
Scan the room you're in right now for a few things. Then take these steps:

1 Write the items down. (| saw my phone, a chair, a carpet, papers, and a water
bottle.)

2 \Write a sentence using some or all of these objects. You can use an object
more than once. (My water bottle spilled on my phone and papers, and now my
phone is broken and my papers are ruined.]

3 \Write a description of each object without using its name.

Now rewrite the sentence you came up with using only the descriptions.
5 Is the sentence you wrote easier to read using the item names or descriptions?

Answers:

1 A phone, papers, and a water bottle.

2 My water bottle spilled on my phone and papers, and now my phone is broken
and my papers are ruined.

3 Descriptions:
= Water bottle—Thing that holds clear liquid

Phone—Rectangular device | use to call /text/watch cat videos
= Papers—Stack of thin, white, flimsy things with black-and-white text on them

4 A thing that holds clear liquid spilled on a rectangular device | use to
call/text/watch cat videos and on a stack of thin, white, flimsy things with black-
and-white text on them, and now my rectangular device is broken, and my things
with black-and-white text are ruined.

5 The sentence is easier to read with the item names, not the descriptions.
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4.1 Giving names to things

Everything you use has a name, which makes it easier to reference in conversation.

Writing a computer program is like writing a detailed description of the events you
want to happen and the things involved. In programming, you reference things by

using variables, which are discussed in the context of programming in section 4.2.

411 Math vs. programming

When you hear the word variable, it may remind you of math class, where you did calcu-
lations with equations and were asked to “solve for x.” Programming also uses vari-
ables, but in a different way.
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In math, lines of equations state an equivalence. For example, “x = 1" stands for “x is
equivalent to 1,” and “2 * x =3 * y” stands for “2 times x is equivalent to 3 times y.”

In programming, lines of code with an equal sign stand for an assignment. Figure 4.1
shows an assignment in Python.

Variable name

Expression C=A+B

Substitute any
values in expression

Variable name = Value Cc=3

Figure 4.1 Assignment to a name in Python. Any expression on the
right side gets converted to a single value and given a name.

w >
non
N =

b

You use the equal sign to assign variables to values. For example, a = 1orc = a + b. The
thing to the right of the equal sign is an expression with a value.

DEFINITION An expression is a line of code that can be reduced to a value.

To get the value, you substitute the values for all other known variables in the expres-

sion and do the calculation. For example, ifa = 1and b = 2, thenc=a+b=1+2=3.In
programming, the only thing you're allowed to have to the left of the equal sign is the

name of a variable.

41.2 What the computer can and can’t do

An important point is worth coming back to: a computer needs to be told what to do. A
computer can’t spontaneously solve an equation on its own. If you tell the computer
thata = 2,b = 2, and that a + x = b, it doesn’t know what to do with this information or
how to solve for x on its own. The line a + x = b doesn’t tell the computer how to calcu-
late anything; it just states an equivalence.

The computer needs to be told a recipe for solving something. Recall that when you're
following a recipe for baking bread, you need to know the steps. You, as the program-
mer, have to come up with the recipe and tell the computer what to do. To come up with
the recipe, you need to go off-computer and on-paper and do the calculation on your
own. Then you can tell the computer what steps it needs to calculate a value.
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Quick check 4.1 Decide whether the computer is allowed to do the following assignments.
Assume that every thing on the right side of the equal sign has a value:

1 3+3=4

2 stuff + things = junk

3 stack = 1000 * papers + 40 * envelopes

4 seasons = spring + summer + fall + winter
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4.2 Introducing variables

With that bit of intuition for how variables work in programming, you can now dive in
and start learning about how variables work.

Sy

421 Objects are things that can be manipulated

In the previous section, we talked about things. In Python, everything is an object. This
means that every thing that you can create in Python has the following:

= Atype

= A set of operations

The type of an object tells you the data/values/attributes/properties associated with it.
The operations are commands that you can tell the object to do; these commands might
work only on the object itself, or they might be ways that the object can interact with
other objects.

' Quick check 4.2 Farthe following items, write some attributes (describe their color, size, and
so forth) and some operations (what it can do, how it can interact with something else, and so
forth):

1 Phone

2 Dog

3 Mirror

4 Credit card

“\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\

T T T T T Ty,
*
P P P P P o4

A S S S S S S S S S S S S N S S S S S S S S S S S S S S S S S S S S S S S S S S S SSSSSNSN

42.2 Objects have names

Every thing that you create in a program can be given a name so you can refer to it later.
The names are variables and are used to refer to objects.
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DEFINITION A variable is used to bind a name to an object. A variable name refers to a
particular object.

For example:

= Jfa = 1, then the object named a has the value 1, and you can do mathematical
operations with it.

= Jf greeting = "hello", then the object named greeting has a value of "hello" (a
sequence of characters). Operations you can do on this object include “tell me
how many characters it has” or “tell me if it has the letter 2 in it” or “tell me at
which position the first e occurs.”

In both of these examples, the item to the left of the equal sign is a variable name that
you can use to refer to an object, and the thing to the right of the equal sign is the object
itself, which has a value and some operations you can do on it. In Python, you bind a
variable name to an object.

The object to the right of the equal sign doesn’t have to be only one object. It can be a cal-
culation that can be simplified to give a value. With that final value, you get an object.
For example, a = 1 + 2is a calculation on two objects (1 and 2) that can be simplified to
one object with a value of 3.

42.3 What object names are allowed?

You write code with variable names that make the code readable by other people. Many
programming languages, Python included, have restrictions on the names you can use
for variables:

= Must begin with a letter (a to z or A to z) or an underscore (_).
= Other characters in the variable name can be letters, numbers, or an underscore.
= Names are case-sensitive.

= Names can be any length.

Thinking like a programmer

If you want, you can have a variable name that is 1,000,000,000,000,000 characters
long. But don't! It makes your code unreadable. Limit lines of code to at most 80 charac-
ters and try to make your names as concise as possible while maintaining readability.
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Are the following variable names allowed?

A

a-number

1

%score

num_people

num_people_who_have_visited_boston_in_2016
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Programming languages have a few reserved words that you can’t use as variable
names. For Python, Spyder has syntax highlighting, which changes the color of words
that are special reserved Python keywords.

DEFINITION A keyword is a special word. It's reserved because it has special meaning in

a programming language.
Figure 4.2 shows an example of syntax highlighting. A good general rule is that if the
variable you want to use turns a different color, you shouldn’t use it as a variable name.

l. These turned a different color because they’re
special words in Python (colors may vary if you
tinkered with the Spyder settings).

2. Nonspecial words
are in a black font.

Figure 4.2 Special words that have a meaning in
27 Python change color in the code editor. As a general

28 rule, you shouldn’t name your variables using any
29

words that turn a color other than black.

In addition to the preceding rules for naming variables, here are some guidelines to help
you write programs that are more readable:
= Choose descriptive and meaningful names instead of short, single-character
names.
= Use underscores to add a pretend space between variable words.
= Don’t use variable names that are too long.
= Be consistent throughout your code.
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Are the following allowed and good variable names?

customer_list

print (where this word is a color other than black in Spyder]

rainbow_sparkly_unicorn

list_of_things_I_need_to_pick_up_from_ the_store
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424 Creating a variable

Before you can work with a variable, you have to set it to a value. You initialize the vari-
able by assigning it to an object, using the equal sign. The initialization binds the object
to the variable name.

DEFINITION A variable initialization binds a variable name to an object.

After you initialize a variable, you can refer to a particular object by using its variable
name. In Spyder, type the following lines in the console to initialize three variables:

a=1
b=2
c=a+b

You can use the variable explorer to see the names of variables, their type, and size
(you'll see what this means in following lessons), and their value. Figure 4.3 shows how
your screen should look.

You should see that the variable explorer is populated with the variables you create and
their values. If you type in the name of a variable in the console and hit Enter, this
allows you to peek into its value. The variable explorer also tells you an additional bit of
information in the second column: the type of the variable. The next section goes into
more detail on what this means.

42.5 Updating a variable

After you create a variable name, you can update the name to be any object. You saw
that these lines initialize three variables:

a=1

b=2

c=a+b



Variable explorer

Introducing variables

Name

Type Size

a int 1

b int 1

c int 1

Value

2 fllx

BT e

G

IPython console

3 E&ll console 1/A 3

U1l

In [1]: a
In [2]: b
In [3]: ¢

In [4]: a
Out[4]: 1

In [5]: b
out[5]: 2

In [6]: c
Oout[6]: 3

In [7]:

>

Console IPython console

History log

43

Figure 4.3 How to create variables
in the console. The variable explorer
shows you what variables you have
set up and initialized in this session.

You can update the value of ¢ to be something else. Now you can type ¢ = a - b to reas-

sign the variable c to have a new value. In the variable explorer, you should see that the

variable ¢ now has a different value. Figure 4.4 shows how Spyder looks now.

Variable explorer
= — =
Name
a int
b int
c int

Type Size

Value

IPython console

=3 E& console 1/ [

In [1]: a =

& X
&
o]
H
b
& X
o E
Figure 4.4 The variable
explorer has the same
variable c, except with a
new value.
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Variable names merely bind names to objects. The same name can be reassigned to a dif-
ferent object. A Python operation, named id, shows the identity of an object in the form
of a sequence of digits. The identity is unique for every object and won’t change while
the object exists. Type the following lines in the console:

=1
(C)
=2
1d(c)
After the first id(c) command, my console printed out 1426714384. After the second id(c)

command, I got 1426714416. These are two numbers for the same variable name because
the numbers 1 and 2 are different objects.

"\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\

Quick check 4.5 Assume you're doing the following actions in order. Write a line of code for
each:

1 Initialize a variable named apples to the value 5.

2 |Initialize a variable named oranges to the value 10.

3 Initialize a variable named fruits to the sum of apples and oranges.
4 Reassign the variable apples to be 20.

5 Recalculate the variable fruits just as before.

*
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In this lesson, my objective was to teach you

= To create and initialize variables

= That not all names are allowed for variable names and that there are general rules
for naming your variables

= That an object has a value

= That expressions are lines of code that can be reduced to a value

= That an object has operations you can do on it

= That a variable is a name that is bound to an object
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Let’s see if you got this ...

Q4.1 You're given the following problem. Solve the equation for x. Write x in terms of
an expression and then find its value.

a =2
b=2
a+x=>b

Q4.2 Typea + x = b in the Spyder console and hit Enter. You get an error. Maybe the
error happened because you didn't tell the computer what a and b were. Type the fol-
lowing lines in the console, each followed by pressing Enter. Do you still get an error?

a=2

b=2

a+x=>b



LESSON

OBJECT TYPES AND STATEMENTS
OF CODE

After reading lesson 5, you'll be able to

= Write code that creates various types of objects
= Write simple lines of code to manipulate Python variables

Suppose you have a family as follows:

= Four people— Alice, Bob, Charlotte, and David
»  Three cats—Priss, Mint, and Jinx

= Two dogs—Rover and Zap

Every person, cat, and dog is a separate object. You named each object something differ-
ent so you can easily refer to them and so that everyone else knows which object you're
talking about. In this family, you have three types of objects: people, cats, and dogs.

Each type of object has characteristics that are different from another type. People have
hands and feet, whereas cats and dogs have only feet. Cats and dogs have whiskers, but
people don’t. The characteristics of a type of object uniquely identify all individual
objects in that type. In programming, characteristics are called data attributes, or values,
for the type.

46
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Each type of object also has actions or behavior. People can drive a car, but dogs and cats
can’t. Cats can climb trees, but dogs can’t. The actions that a type of object can do are
specific to that object only. In programming, actions are called operations on the type.
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Consider this You have a sphere and a cube. Write some characteristics of each
(choose characteristics that uniguely identify them) and some actions you can do with
each.

Answer:

Sphere—Round, has a radius/diameter, rolls, bounces
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Cube—All sides equal length, stays flat, has points, can stand on it

*
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5.1 Types of things

oy
D
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So far, you've created variables to store objects. Variables are names given to individual
objects. In reality, you can classify objects into groups. All objects in the same group are
going to be of the same type; they’ll all have the same basic properties, and they’ll all
have the same basic operations for interacting with them.

5.2 Basic type of objects in programming

(SN

Objects have
= A type, which dictates the values they can have

= Operations you can do with them

DEFINITION An object type tells you what kinds of values the object can have.

In most programming languages, a few types of objects are the basic building blocks for
each language. These types of objects might be called primitives, or scalars. These basic
types are built in to the language, and every other type of object can be made up of com-
binations of these primitives. This is similar to how the 26 letters in the alphabet are the
building blocks of the English language; from the 26 letters, you can make words, sen-
tences, paragraphs, and novels.

Python has five basic fypes of objects: integers, floating point, Booleans, strings, and a
special type that represents the absence of a value. In Python, these five types are called
primitives, and every other type of object in the language can be constructed with these
five types.
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5.21 Integers as whole numbers

An object of type integer (in Python, the int type) is an object whose values are real
whole numbers. For example, 0, 1, 2, 5, 1234, -4, -1000 are all integers.

The kinds of operations you can do on these numbers are, as you might expect, opera-
tions that you would do on numbers in math class.

You can add, subtract, multiply, and divide two or more numbers. You may have to sur-
round a negative number with parentheses to avoid confusing the negative number
with the subtraction operation. For example,

® 3 =1+ 2adds an integer object with value 1 and an integer object with value 2
together and binds the resulting object with a value of 3 to the variable named a.

= b = a + 2 adds the value of the integer object named a and the integer object with
value 2 together and binds the resulting object’s value to the variable named b.

You can increment a number by a certain value. For example,

= x = x + 1 means that you add 1 to the value of x and rebind that value to the vari-
able named x. Notice that this is different than in math, where you would solve
this equation by moving x from the right to the left of the equal sign (or subtract-
ing x from both sides of the equation) and simplify the expression to 0 = 1.

= x += 1is programming shorthand notation for x = x + 1. It's alternate, valid syntax.
You can replace the += with *=, -=, or /=tostand forx = x * 1, x =x - L,orx =x / 1,
respectively. The 1 on the right-hand side of the equal sign can also be replaced
with any other value.

P A R A A 2 A 2 2 2 2 2 0 22 22 2222222 2222222222022 22NN NN NN NN
Write a line of code that achieves each of the following:
1 Add 2 and 2 and 2 and store the result in a variable named six.
2 Multiply the variable six with -6 and store the result in a variable named neg.
3 Use shorthand notation to divide the variable neg by 10 and store the result in the same
variable, neg.
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5.2.2 Floating point as decimal numbers

An object of type floating point (in Python, the float type) is an object whose values are
decimal numbers. For example, 0.0, 2.0, 3.1415927, and -22.7 are all floats. If you've
played around with integers, you may have noticed that when you divided two num-
bers, the result was a float type. The kinds of operations you can do on these numbers
are the same as those for integers.



Basic type of objects in programming 49

It’s important to understand that the following two lines lead to two variables represent-
ing objects of two types. The variable a is an integer, but the variable b is a float:

a=1
b=1.0

RO A A i e e e e

:‘ Write a line of code that achieves each of the following:
\ 1 Multiply 0.25 by 2 and store the result in a variable named half.
\ 2 Subtract the variable half from 1.0 and store the result in a variable named other_half.
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5.2.3 Booleans as true/false data

In programming, you often work with more than just numbers. A type of object that’s
even simpler than a number is the Boolean (in Python, the bool type); it has only two pos-
sible values, True or False. They replace expressions with one of these two values; for
example, the expression 4 < 5 is replaced by False. The kinds of operations you can do on
Booleans involve the logic operations and and or and were briefly introduced in lesson 1.
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Write a line of code that achieves each of the following:
1 Store the value True in a variable named cold.
2 Store the value False in a variable named rain.
3 Store the result of the expression cold and rain in a variable named day.
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5.24 Strings as sequences of characters

A useful data type is the string (in Python, the str type), which is covered in a lot more
detail in lessons 7 and 8. Briefly, a string is a sequence of characters surrounded by quo-
tation marks.

One character is anything you can enter by hitting one key on the keyboard. The quota-
tions surrounding characters can either be single or double quotation marks (' or ") as

long as you're consistent. For example, 'hello’, "we're # 11", "m.ss.ng c.ns.n.nts??", and
(the single quote inside two double quotes) are possible values for a string.

You can do many operations on strings, and they are detailed in lesson 7.
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Quick check 5.4  Whrite a line of code that achieves each of the following:

1 Create a variable named one with the value "one".
2 Create a variable named another_one with the value "1.0".

.
4
\
\
\
\ 3 Create a variable named last_one with the value "one 1".

*
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5.2.5 The absence of a value

You might want to designate the absence of a value in a program. For example, if you
get a new pet and haven’t named it yet, the pet doesn’t have a value for its name. Pro-
gramming languages allow you to designate a special value in this situation. In many
programming languages, this is referred to as null. In Python, the value is None. Because
in Python everything is an object, this None also has a type, NoneType.
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4 Quick check 5.5 Whatis the type of each object? \
NI \
\ \
\ 2 27 \
\ 3 False N
: 4 "False" :
\ 5 "0.0" \
\ - \
\ 6 -21 \
\ 7 99999999 \
: 8 "None" :
9 None J

K
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Now that you understand a little bit about the types of objects you'll be working with,
you can start to write code consisting of more than one line of code. When you're writ-
ing a program, each line of code is called a statement. A statement may or may not con-
tain an expression.

DEFINITION A statement is any line of code.

5.3.1 Building blocks of expressions

An expression is an operation between objects that can be reduced to a single value. The
following are examples of expressions (and statements):
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" 3+2

= b - c (if you know the values of b and c)

=1/
A line of code that prints something is a statement but not an expression, because the act
of printing can’t be reduced to a value. Similarly, a variable assignment is an example of
a Python statement but not an expression, because the act of doing the assignment
doesn’t have a value.

PSS AL L L L LL L LLELLLLLELLNLLNLSLLLLNLLLLNLNLLNLN LA N LN N NN\ N\ N

*
.’ Write down whether each of the following is a statement, expression,
: or both: :
: 1 2.7-1 :
\ 2 0*5 \
: 3 a=5+6 :
4 print(21) y

‘0
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5.3.2 Converting between different types

If you're not sure of the type of an object, you can use Spyder to check for yourself. In
the console, you can use a special command, type(), to get the data type of an object. For
example,

= Type in the console type(3) and hit Enter to see that the type of 3 is an integer.
= Type in the console type("wicked") and hit Enter to see that the type of "wicked" is a
string.
You can also convert objects from one type to another. To do this in Python, you sur-
round the object you want to convert with parentheses and the name of the type that
you want to convert to. For example,

= float(4) gives 4.0 by converting the int 4 to the float 4.0.

= int("4") gives 4 by converting the string "4" to the int 4. Notice that you can’t con-
vert a string that isn’t a number to an int or a float. If you try to convert int("a"),
you’ll get an error.

= str(3.5) gives "3.5" by converting the float 3.5 to the string "3.5".

= int(3.94) gives 3 by converting the float 3.9 to the int 3. Notice this truncates the
number to keep only the whole number before the decimal point.

= int(False) gives 0 by converting the bool False to the int 0. Notice that int(True)
gives 1.
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Write an expression that converts the following objects to the desired types\
and then predict the converted value. Remember that you can check by typing the expressions in
the Python console:

1 True toastr
2 3toafloat
3 3.8toastr
4 0.5toanint
5 "4"toan int
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5.3.3 How arithmetic impacts object types

Mathematical operations are one example of Python expressions. When you do an oper-
ation between numbers in Python, you get a value, so all mathematical operations are
expressions in Python.

Many of the operators between numbers in math work between numbers (ints or floats)
in Python. You're allowed to mix and match integers and floats when you do the mathe-
matical operations. Table 5.1 shows what happens when you do mathematical opera-
tions on all possible combinations of ints and floats. The first row of the table says that
when you add an int to another int, you get an int result. One example of this is adding
3 and 2 to get 5. When at least one of the operands is a float, the result will be a float.
Adding 3.0 + 2, or 3 + 2.0, or 3.0 + 2.0 all result in the float 5.0. The exception to this is
division. When you divide two numbers, you always get a float, no matter what the
operand types are.

Table 5.1 shows two operations you haven’t seen before —the power and the remainder:

» The power (**) is a base raised to the power of an exponent. For example, 3% is
written as 3 ** 2 in Python.

» The remainder (%) gives you the remainder when the first object is divided by the
second object. For example, 3 % 2 finds out how many times 2 goes into 3 (only
one time) and then tells you how much is left (1, because you have to add 1 more
to1 * 2 to get 3).
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Table 5.1 Mathematical operations on ints and floats and the resulting types

Type of . Type of Type of
. . Operation(s B
first ohject P (s) second obhject result
int + int int
.
* %
%
int / int float
int + float float
.
/
* %
%
float + int float
.
/
x X
%
float + float float
/

Example

3+2 gives
3-2 gives
3*2 gives
3 %2 gives
3%2 gives
3/2 gives
3+ 2.0 gives
3-2.0 gives
3*2.0 gives
3/2.0 gives
3 ** 2.0 gives
3% 2.0 gives
3.0 +2 gives
3.0 - 2 gives
3.0 * 2 gives
3.0/ 2 gives
3.0 ** 2 gives
3.0% 2 gives
3.0 + 2.0 gives
3.0 - 2.0 gives
3.0 * 2.0 gives
3.0 / 2.0 gives
3.0 ** 2.0 gives
3.0 % 2.0 gives
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Another operation you can do on numbers is to round them by using the round() com-

mand; for example, round(3.1) gives you the int 3, and round(3.6) gives you the int 4.
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3.0 *3
2 %4

What is the value and type of the resulting value of each expression? Recall
that you can use the type() command to check yourself. You can even put an expression inside
the parentheses of type; for example, type(3 + 2).

2,25 -1

round(2.01 * 100)

2.0 ** 4

2/ 2.0
6/ 4
6% L
4% 2
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Summary

S Dy
A 2
W= W

In this lesson, my objective was to teach you about variables with a few basic types in
Python: integers, floats, Booleans, strings, and a special NoneType. You wrote code to work
with object types, and to do specific operations on ints and floats. You also wrote state-
ments and expressions. Here are the major takeaways:

= An object has a value and operations you can do on it.
= All expressions are statements, but not all statements are expressions.
= Basic data types are ints, floats, bools, strings, and a special type to represent the

absence of a value.



LESSON

CAPSTONE PROJECT: YOUR FIRST
PYTHON PROGRAM-—-CONVERT HOURS
TO MINUTES

After reading lesson 6, you'll be able to

Read your first programming problem
Walk through two possible solutions
Write your first Python program

Here are some of the main ideas you should be familiar with so far:

Programs are made up of a sequence of statements.

Some statements initialize variables.

Some statements can be expressions to do calculations.

Variables should be given descriptive and meaningful names, especially to help
future programmers who might be looking at the code.

Some calculations you've seen so far are addition, subtraction, multiplication,
division, remainder, and power.

You can convert an object to a different type.

The print command can be used to show output to the console.

You should write comments in the code to document what the code is doing.

55
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THE PROBLEM The first programming task you'll see is to write a program in Python that
converts minutes to hours. You'll start with a variable that contains the number of minutes.
Your program will take that number, do some calculations, and print out the conversion to
hours and minutes.

Your program should print the result in the following way. If the number of minutes is 121,
the program should print this:

Hours

2
Minutes
1

6.1 Think-code-test-debug-repeat
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Recall that before you begin to code, you should make sure to understand the problem.
You can get the big picture by drawing your program as a black box. Figure 6.1 shows
your program as a black box, any inputs, and any outputs you must generate.

Inputs Output
| |

Program
(black box)

Minutes (a whole number)

Hours # Minutes #

Figure 6.1 The input to the program is any whole number representing minutes.
The program does some calculations and prints out how many hours that is and any
leftover minutes.

After you understand the inputs and outputs, come up with a few inputs and write
down what you expect the outputs to be for each. Here are some other possible inputs
for the number of minutes and their conversions to hours:

= “60 minutes” is converted to “1 hour and 0 minutes”.
= “30 minutes” is converted to “0 hours and 30 minutes”.

= “123 minutes” is converted to “2 hours and 3 minutes”.

These input-output pairs are called sample test cases. You'll be able to use these inputs
and expected outputs to test your program after you write it.
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Quick check 6.1 What's the expected output given the following input for the number of
minutes?

“
&
\
\
V1 486
\
\

2 0
3 9999
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6.2 Divide your task
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Now that you understand what the problem is asking, you have to figure out whether
you can break it into smaller tasks.

You need to have input to convert, so this can be one task. You're showing the user a
result, and this can be another task. These two tasks are going to be easy to implement
with at most a couple of lines of code.

Code to set up the input

To set up the input, you need to initialize a variable with a value. Your variable name
should be descriptive, and the number of minutes should be an integer. For example,

minutes_to convert = 123
Code to set up the output

To show the output to the user, the format required is as follows, where <some number> is
calculated by your program:

Hours
<some number>

Minutes
<some number>

You show the user output by using the print command. Here’s the code:

print("Hours")
print(hours_part)
print("Minutes")
print(minutes_part)
Here, hours_part and minutes_part are variables you'll calculate in your program.

Now the only thing left to do is to come up with a way to do the conversion from min-
utes to hours and minutes. This is going to be the most involved part of the overall task.
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6.3 Implement the conversion formula
s
When you're dealing with time units, you know that 1 hour has 60 minutes. Your first
instinct may be to divide the number of minutes you're given by 60. But the division
gives you a decimal number: at a first pass, given 123 minutes, your result will be 2.05,
not 2 hours and 3 minutes.

D

To do the conversion properly, you must divide the problem into two parts: find out the
number of hours and then find out the number of minutes.

6.31 How many hours?

Recall that given 123 minutes, dividing 123/60 gives 2.05. Notice that the whole number
part, 2, represents the number of hours.
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+ Quick check 6.2 Divide the following numbers by 60 and determine the whole number part \
: of the result. You can do the division in Spyder to check yourself: :
: 1 800 :
\ = 0 \

:

>
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Recall that in Python, you can convert one type to another type. For example, you can
covert the integer 3 to a float by using float(3) to give you 3.0. When you convert a float
to an int, you remove the decimal point and everything after it. To get the whole number
part of a division, you can convert the float result to an int.
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" Quick check 6.3 Write a line of code for each of the following points and then answer the
guestions at the end:

1 Initialize a variable named stars with the value 50.

2 |Initialize another variable named stripes with the value 13.

3 |Initialize another variable named ratio with the value stars divided by stripes. Question:
what is the type of ratio?

4 Convert ratio to an int and save the result in a variable named ratio_truncated. Ques-
tion: what is the type of ratio_truncated?
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In the given task, you'll divide the minutes by 60 and convert the result to an integer to
give you the number of whole hours, like so:
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minutes to_convert = 123
hours_decimal = minutes_to_convert/60

hours_part = int(hours_decimal)

At this point, your hours_part variable holds the number of hours converted from the
input.

6.3.2 How many minutes?

Finding out the number of minutes is a little bit trickier. In this section, you'll see two
ways of doing this:

= Method 1—Use the decimal portion of the result from the division. If you use the
123 minutes example, how can you convert the decimal part 0.05 into minutes?
You should multiply 0.05 by 60 to give you 3.

= Method 2—Use the remainder operator, %. Again, use the 123 minutes example.
The remainder when 123 is divided by 60 is 3.

6.4 Your first Python program: one solution
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The code for the final program using method 1 is shown in listing 6.1. The code is sepa-
rated into four parts. The first part initializes the variable to hold the given number of
minutes to convert. The second converts the given input into a whole number of hours.
The third converts the given input into the whole number of minutes. The last part
prints the results.

Listing 6.1

minutes_to_convert = 123

hours_decimal = minutes_to_convert/60 Finds the decimal version of the number
- o of hours and gets the whole number of

hours_part = int(hours_decimal) hours by converting to an int type

minutes_decimal = hours_decimal-hours_part

minutes_part = round(minutes_decimal*60) Gets the part after the
decimal point and converts
print("Hours") it to whole minutes

print (hours_part) )
. - ., Prints the results
print("Minutes")
(

print (minutes_part)
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The part where you calculate the number of minutes from the decimal number may
look a bit intimidating, but you can break it down to understand what’s going on. The
following line gets the part after the decimal point from the division:

minutes_decimal = hours_decimal-hours_part

For the example, if minutes_to_convert is 123, this calculates as minutes_decimal = hours_decimal
-hours_part = 2.05 - 2 = 0.05. You now have to convert the 0.05 into minutes.

The following line is made up of two separate operations, as shown in figure 6.2:

minutes_part = round(minutes_decimal * 60)

First it multiplies minutes_decimal * 60:

Then it rounds that result with round(minutes_decimal * 60).

minutes decimal * 60 | [— 2.999999

(123/60)-2

round minutes_decimal * 60 > 3

Figure 6.2 The two calculations and their evaluations, in order,
on the variable minutes_decimal

Why do you need to do all these operations? If you run the program with the line
minutes_part = minutes_decimal * 60

instead of

minutes_part = round(minutes_decimal * 60)

you'll notice something interesting. The output is

Hours
2

Minutes
2.9999999999999893

You expected to see 3 but see 2.999999999893. What's going on? This behavior occurs
because of the way that Python stores floats. Computers can’t store decimal numbers
precisely because they can’t represent fractions exactly. When they represent 0.05 in
memory, they approximate this number. When you multiply floats, the small differences
between their exact value and how they’re represented in memory are amplified.
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When you multiply 0.05 by 60, the result is off by 0.0000000000000107. You can solve
this by rounding your final answer to an integer with round(minutes_decimal * 60).
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+' Quick check 6.4 Change the program in listing 8.1 to find the hours and minutes when start-
\{19 with 789 minutes. What's the output?
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6.5 Your first Python program: another solution
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The code for the final program using method 2 is shown in the next listing. The code is
separated into the same four parts as the previous solution: initializing, getting the
whole number of hours, getting the whole number of minutes, and printing the result.

Convert minutes to hours and minutes using the remainder

minutes_to_convert = 123 <«—— The given number of minutes

hours_decimal = minutes_to_convert/60 4—\
Finds the decimal version

hours_part = int(hours_decimal) of the number of hours

Gets the whole number of hours

by converting to an int type

minutes_part = minutes_to_convert%60
print("Hours") W

print(hours_part)
Uses the remainder when you
divide the number of minutes by

(
print("Minutes")
print(minutes_part) 60 to get the whole minutes

The output of this program is as follows:

Hours
2

Minutes
3

This version of the program uses the remainder idea to give a more concise program in
which you don’t need to do any “post-processing” to round or convert to integers, as
you had to do with the previous method. But good style would be to leave a comment
right above the line minutes_part = minutes_to_convert % 60 to remind yourself that the
remainder when divided by 60 gives you the whole number of minutes. An appropriate
comment is shown here:

# the remainder gives the number of minutes remaining
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L)
oy Summary
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In this lesson, my objective was to teach you how to put together many ideas to write
your first Python program. The program incorporated the following main ideas:

= Thinking about the given task and dividing it into a few smaller tasks
= Creating variables and initializing them to a value

= Performing operations on variables

= Converting variable types to other types

= Printing output to the user

Let’s see if you got this ...

Q6.1 Write a program that initializes a variable with the value 75 to represent the
temperature in Fahrenheit. Then convert that value into Celsius by using the formula
¢ = (f-32)/1.8. Print the Celsius value.

Q6.2 Write a program that initializes a variable with the value 5 to represent a number
of miles. Then convert this value into kilometers and then meters by using km = miles /
0.62137 and meters = 1000 * km. Print the result in the following form:

miles

5

km

8.04672

meters

8046.72



Strings, tuples, and
interacting with the user

In the previous unit, you wrote simple lines of code
that created variable names and bound your names
to various types of objects: integers, floating point,
Booleans, and briefly, strings.

In this unit, you'll write code that manipulates
sequences of characters, called strings. You'll be able
to change case, replace substrings, and find the
length of words with single lines of code. Then
you’ll see how to create objects that store more than
one object in a sequence and how to access each
object stored.

You'll begin writing interactive code. You'll get user
input, do some computations or manipulations
with it, and then show the user some output. With
this, your programs become a lot more fun, and you
can start showing off.

You'll learn about a few common error messages
that you’ve been encountering (and will undoubt-
edly continue to encounter). I want to stress that
everyone writes code that doesn’t work at some
point. And this is the best learning experience!

In the capstone project, you'll get two names from
the user and then mash them together in some way
to make up a “couple name.”
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LESSON

INTRODUCING STRING OBJECTS:
SEQUENCES OF CHARACTERS

After reading lesson 7, you'll be able to

= Understand what string objects are
= See what values a string object can have

= Do some basic operations using string objects

Working with sequences of characters is common. These sequences are known as
strings, and you can store any sequence of characters inside a string object: your name,
your phone number, your address including the new lines, and so on. Storing informa-
tion in a string format is useful. You can do many operations after you have data repre-
sented in a string. For example, if you and a friend are both doing research for a project,
you can take notes on separate concepts and then combine your findings. If you're writ-
ing an essay and discover that you overused a word, you can remove all instances of
that word or replace some instances with another word. If you discover that you acci-
dentally had Caps Lock on, you can convert the entire text to lowercase instead of
rewriting.
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Consider this Look at your keyboard. Pick out 10 characters and write them down.
String them together in any order. Now try to string them in some combination to form
waords.

Answer:

hjklasdfqw
shawl or hi or flaw

‘IIIIIIIIIIIIIIll
s rrrRRERRERERES
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1.1 Strings as sequences of characters

In lesson 4, you learned that a string is a sequence of characters and that all characters in
that string are denoted inside quotation marks. You can use either " or ' as long as
you're consistent for one string. The type of a string in Python is str. The following are
examples of string objects:

= "simple"

= '3lso a string'

= "3 long string with Spaces and special sym&@L5_!"
= "525600"

(Nothing between double quotes is an empty string.)

= '’ (Nothing between single quotes is an empty string.)

The sequence of characters can contain numbers, uppercase and lowercase letters,
spaces, special characters representing a newline, and symbols in any order. You know
that an object is a string because it starts with a quotation mark and ends with a quota-
tion mark. Again, the kind of quotation mark used to end a string must be the same as
the kind you used to start it.

PR A AL L L L L E LN LLLLLLLELLNLLNLSLNLL LSS L LN LN NN LN N NN N\ N\
4

4 checkered_flag
5 "99 bbaalloonnss”

s Quick check 7.1 Are each of the following valid string objects?
\ W

\ 1 bk

: 2 "finish line"

\ 3 'combo"

\

\

"’I’I’I’

*
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1.2 Basic operations on strings

WG W

us%

Before working with strings, you must create a string object and add content to it. Then
you can start using the string by performing operations on it.

7.21 Creating a string object

You can create a string object by initializing a variable to be bound to the object. For
example:

= In the statement num_one = "one", the variable num_one is bound to an object of type
str whose value is "one".

= In the statement num_two = "2", the variable num_two is bound to an object of type str
whose value is "2". It's important to understand that "2" is a string and not the
integer 2.

7.2.2 Understanding indexing into a string

Because strings are made up of a sequence of characters, you can determine the value of
a character at a certain position in the string. Called indexing into a string, this is the
most basic operation you can do with a string object.

In computer science, you start counting from 0. This is used when you manipulate
string objects. Take a look at figure 7.1, which shows a string object whose value is
"Python rules!" Each character is located at an index. The first character in a string is
always at index 0. For the string "Python rules!”, the last character is at index 12.

You can also count backward. The last character in any string is always at index -1 when
you're counting backward. For the string "Python rules!", the first character, P, is at index -13.
Notice that the space is also a character.

OO

3112 11.-10! 9! -8, 7! 6! 5| -4 3! 2!

Index

Figure 7.1 The string "Python rules!" and the index of each character. The
first row shows indexing with positive integers, and the second row shows
indexing with negative integers.
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"\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\‘\

:’ For the string, "fall 4 leaves", what's the index number of the following

\ characters? Give the forward and backward index values: :

N \

\\ 2 f \
N

AR 3 s o
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There’s a special way to index into a string to give you the value of the character at a par-
ticular index. You use square brackets, [], and inside the square brackets you put any
index value that you want, provided that it's an integer value. Here are two examples
using the string "Python rules!":

= "Python rules!"[0] evaluates to 'P'.
= "Python rules!"[7] evaluates to 'r'.
The number for the index is allowed to be any integer. What happens if it's a negative

number? The last character in the string is considered to be at index -1. You're essen-
tially counting through the strings backward.

If you assign the string to a variable, you can index into it as well, in a more concise way.
For example, if cheer = "Python rules!”, then cheer[2] gives you the value 't'.

*s

sS SRS SRSNSRSRN SRS SN CN SRR RN NSNS CNSNCNCNCN SN CNCNCNCNCNCNCLCRCRLCRCRCRCRRRRRRTRRRRTRTTW™
To what do the following expressions evaluate? Try them in Spyder to check!\
1 "hey there"[1]
"TV guide"[2]
3 code = "L33t hax0r5"
code[0]
code[-4]

A S S S S S S S S S S S S S S S S S S S S S S S S S S S S S S S S S S S S S S S SSSSSSsSS S

T T T Ty,
n
L 4
P P P P PP

7.2.3 Understanding slicing a string

So far, you know how to get the character at one index in the string. But sometimes you

may want to know the value of a group of characters, starting from one index and end-

ing with another. Let’s say you're a teacher and have information on all students in your
class in the form “##### FirstName LastName”. You're only interested in the names and

notice that the first six characters are always the same: five digits and then a space. You

can extract the data you want by looking at the part of the string that starts from the sev-
enth character until the end of the string.

Extracting data in this way is called getting a substring of the string. For example, the
characters snap in the string s = "snap crackle pop" are a substring of s.
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The square brackets can be used in a more sophisticated way. You can use them to slice
the string between two indices and get a substring, according to certain rules. To slice a
string, you can put up to three integers, separated by colons, in square brackets:

[start_index:stop_index:step]
where

= start_index represents the index of the first character to take.

= stop_index represents the index up to which you take the characters, but not
including the one at stop_index.

= step represents how many characters to skip (for example, take every second
character or every fourth character). A positive step means that you're going left
to right through the string, and vice versa for a negative step. It’s not necessary to
explicitly give the step value. If omitted, the step is 1, meaning you take every
character (you don’t skip any characters).

The following examples are depicted in figure 7.2, showing the order in which the char-
acters are selected and put together to give a final value. If cheer = "Python rules!", then

= cheer[2:7:1] evaluates to 'thon ' because you're stepping left to right, taking every
character in order, starting with the one at index 2 and not including the one at
index 7.

= cheer[2:11:3] evaluates to 'tnu' because you're stepping left to right, taking every
third character, starting with the one at index 2 and not including the one at
index 11.

m cheer[-2:-11:-3] evaluates to 'sun' because you're stepping right to left, taking
every third character, starting with the one at index -2 and not including the one
at index -11.

GuonDonEnnooon
0 1 2 3 4 5 6 7 8 9 10 11 12

13 -12:-11,-10! 9! -8, 7! 6! 5| -4 3. 2! -

(2:7:1) OHOHONCHO)

[2:11:3] @ @ @

[-2:-11:-3] ® ® ©)

Figure 7.2 Three examples of slicing into the string “Python rules!”. The numbered

circles on each row indicate the order in which Python retrieves the characters from
the string to form a new substring from the slice.

Index
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Quick check 7.4 To what do the following expressions evaluate? Try them in Spyder to check
yourself!

2 "Keeping Up With Python"[-1:-20:-2]
3 secret = "mai p455w_zero_rD"

&
O
\
\
: 1 "it's not impossible"[1:2:1]
\
\
\
\ secret[-1:-8]

‘e /
Y o P o v V4

\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\“

Q) | ing obi
1.3 Other operations on string ohbjects

A string is an interesting object type because you can do quite a few complex operations

with strings.

7.31 Getting the number of characters in a string with len()

Suppose you're reading student essays and you’'ve imposed a 2,000-character limit.
How can you determine the number of characters a student used? You can set up the
entire essay inside a string and then use command, len(), to get the number of characters
in the string. This includes all characters between the quotation marks, including spaces
and symbols. The empty string has a length of 0. For example,

= len("") evaluates to 0.
= len("Boston &4 ever") evaluates to 13.

» Jfa = "eh?", then len(a) evaluates to 3.

The command len() is special in that you can use it on other types of objects, not just on
a string object.

The next few operations that you can do on strings will take on a different look. You'll
use dot notation to make commands to the string objects. You have to use dot notation
when the command you want was created to work on only a specific type of object. For
example, a command to convert all letters in a string to uppercase was created to work
with only a string object. It doesn’t make sense to use this command on a number, so
this command uses dot notation on a string object.

The dot notation commands look a little different from len(). Instead of putting the
string object name in the parentheses, you put the name before the command and place
a dot between them; for example, a.lower() instead of lower(a). You can think of the dot as
indicating a command that will work with only a given object—in this case, a string.
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This touches upon a much deeper idea called object-oriented programming, something

that you'll see in greater detail in lesson 30.

7.3.2 Converting between letter cases with upper() and lower()

Suppose you're reading student essays, and one student wrote everything in capital let-
ters. You can set up the essay inside a string and then change the case of letters in the
string.

A few commands are available to manipulate the case of a string. These commands
affect only the letter characters in the string. Numbers and special characters aren’t
affected:

= lower() converts all letters in the string to lowercase. For example, "Ups AND
Downs". lower () evaluates to 'ups and downs'.

= upper() converts all the letters in the string to uppercase. For example, "Ups AND
Downs".upper () evaluates to 'UPS AND DOWNS'.

= suwapcase() converts lowercase letters in the string to uppercase, and vice versa.
For example, "Ups AND Downs".swapcase() evaluates to 'uPS and dOWNS'.

= capitalize() converts the first character in the string to a capital letter and makes
the rest of the letters lowercase. For example,
"a long Time Ago...".capitalize() evaluates to 'A long time ago... '

“‘“‘“""‘“‘“""‘“‘““““““““““““\

*

* Quick check 7.5 You're given a = "python 4 ever&EVER". Evaluate the following expressions. \

Then try them in Spyder to check yourself: :

a.capitalize() \

a.swapcase() :

\

\

O

a.upper()

\l
\
\
\
\
\
\
\ a. lower()

Hh OO -

\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\“

In this lesson, my objective was to teach you about string objects. You saw how to get
elements at each position by indexing a string and how to slice a string to get substrings.
You saw how to get the length of a string, and how to convert all letters to lowercase or

uppercase. Here are the major takeaways:

= Strings are sequences of single-character strings.
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= String objects are denoted by quotation marks.

= You can do many operations on strings to manipulate them.
Let’s see if you got this...

Q7.1 Write one or more commands that uses the string "Guten Morgen" to get TEN. There is
more than one way to do this.

Q7.2 Write one or more commands that uses the string "RaceTrack" to get Ace.



LESSON

ADVANCED STRING OPERATIONS

After reading lesson 8, you'll be able to

= Manipulate substrings

= Do mathematical operations with strings

If you're given a long file, it’s typical to read the entire file as one large string. But work-
ing with such a large string can be cumbersome. One useful thing you might do is break
it into smaller substrings —most often, by new lines, so that every paragraph or every
data entry could be looked at separately. Another beneficial thing is to find multiple
instances of the same word. You could decide that using the word very more than 10
times is annoying. Or if you're reading the transcript of someone’s award acceptance
speech, you may want to find all instances of the word like and remove those before
posting it.
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Consider this \While researching the way that teens text, you gather some data.
You're given a long string with many lines, in the following format:

#0001: gr8 lets meet up 2day
#0002: hey did u get my txt?
#0003: ty, pls check for me

Given that this is originally one large string, what are some steps that you could take to
make the data more approachable by analyzing it?

Answer:

1 Separate the big data string into a substring for each line.

2 Replace common acronyms with proper words (for example, pls with please).

3 Count the number of times certain words occur in order to report on the most
popular acronyms.

‘-IIIIIIIIIIIIllllllllllllllllll'
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(2 8.1 Operations related to substrings

In lesson 7, you learned to retrieve a substring from a string when you knew what indi-
ces you wanted to use. You can do more-advanced operations that can give you more
information regarding the composition of a string.

8.1.1 Find a specific substring in a string with find()

Suppose you have a long list of filenames on your computer and want to find out
whether a specific file exists, or you want to search for a word in a text document. You
can find a particular case-sensitive substring inside a larger string by using the find()
command.

As with the commands to manipulate case, you write the string you want to do the
operation on, then a dot, then the command name, and then the parentheses. For exam-
ple: "some_string”.find(). Note that the empty string, '', is in every string.

But this isn’t all. In addition, you tell the command what substring you want to find by
putting it in the parentheses—for example, "some_string".find("ing").

The substring you want to find must be a string object. The result you get back is the
index (starting from 0), in the string, where the substring starts. If more than one sub-
string matches, you get the index of the first one found. If the substring isn’t in the
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string, you get -1. For example, "some_string".find("ing") evaluates to 8 because "ing" starts

at index 8 in "some_string".

If you want to start looking for a substring from the end of the string instead of the

beginning, you can use a different command, rfind(). The r in rfind stands for reverse find.

It looks for the substring nearest to the end of the string and reports the index (starting

from 0) at which the substring starts.

If you have who = "me myself and I", then figure 8.1 shows how to evaluate the following:

= who.find("and") evaluates to 10 because the substring starts at index 10.

= who.find("you") evaluates to -1 because the substring isn’t in the string.

= uho.find("e") evaluates to 1 because the first occurrence of the substring is at index 1.

= who.rfind("el") evaluates to 6 because the first occurrence of the substring nearest
to the end of the string is at index 6.

gomnRooooERonEn

0‘11:12:13:14

ffffffffff R A S S e
find('you') i i i ! ! Not found g g y y y y
wecer |9
cemacer | [

Figure 8.1 Four examples of substrings to find in the string "me myself and I". The arrows
indicate the direction in which you're finding the substring. The check mark tells you the index in
which you found the substring. An x tells you that the substring wasn'’t found.

'S AL LS L NSNS LN N NN NN NN NN AN N NN NN NN NN NN NN

”””””"

1
2
3
4
5
6

\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\“

" Quick check 8.1 You're givena = "python 4 ever&EVER". Evaluate the following expressions\
Then try them in Spyder to check yourself:

a.find("E")
a.find("eve")
a.rfind("rev")
a.rfind("VER")
a.find(" ")
a.rfind(" ")

P I VI I I VI I 4

4
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8.1.2 Find out whether a substring is in the string with “in”

The find and rfind operations tell you where to find a substring. Sometimes you only
want to know whether the substring is in the string. This is a small variation on find and
rfind. You can use the yes or no answer to this question more efficiently when you don’t
need to know the exact location of the substring. Because there are only two values, the
answer to this question is an object of type Boolean, and the value you get back will be
either True or False. The operation to find the answer to this question uses the keyword
in. For example, "a" in "abc" is an expression that evaluates to True because the string "a"
is in the string "abc". The keyword in is used frequently in Python because it makes a lot
of the code you write look very much like English.

RESSS NSRS SR LSS RS S S S S SR SSSSSSSSSSS S SS SN SSSSS SN AN
You're given a = "python 4 ever&EVER". Evaluate the following expressions.
Then try them in Spyder to check yourself:
1 "on" in a
2 ""ina
3 "2*2"1ina

T T,
*
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8.1.3 Count the number of times a substring occurs with count()

Especially when editing a document, you'll find it useful to make sure you aren’t over-
using words. Suppose you're editing an essay and find that within the first paragraph,
you used the word so five times already. Instead of manually counting the number of
times that word occurs in the whole essay, you can take the text you've written and
automatically find the number of times the substring "so" occurs by using an operation
on strings.

You can count the number of times a substring occurs in a string by using count(),
which will give you back an integer. For example, if you have fruit = "banana”, then
fruit.count("an") evaluates to 2. One important point about count() is that it doesn’t
count overlapping substrings. fruit.count("ana") evaluates to 1 because the "a" overlaps
between the two occurrences of "ana", as shown in figure 8.2.

E] E] E] E] E] [B Figure 8.2 Counting the number of

occurrences of "ana" in the string "banana”. The
answer is 1 because "a" overlaps between the
|—|—| two occurrences, and the Python count ()
Overlap command doesn’t take this into account.

-— >
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“““‘“‘““‘“"‘“‘“‘“““““““““““‘\
" Quick check 8.3 You're given a = "python 4 ever&EVER". Evaluate the following expressions.
Then try them in Spyder to check yourself:
1 a.count("ev")
2 a.count(" ")
3 a.count(" &4 ")
4 a.count("eVer")
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8.1.4 Replace substrings with replace()

Suppose your son wrote a short report on his favorite fruit: apples. The morning of the
day it's due, he changes his mind, hates apples, and now loves pears. You can take his
entire report as a string and easily replace all instances of the word apple with pear.

A final useful string operation is to replace one substring in the string with another sub-
string. This command operates on a string, as the previous ones do, but you have to put
in two items in the parentheses, separated by a comma. The first item is the substring to
find, and the second is the substring replacement. This command replaces all occur-

rences. For example, "variables have no spaces".replace( ) replaces all occurrences of

the space string with the underscore string in the string "variables have no spaces”, and
evaluates to "variables_have_no_spaces"

‘\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\‘

' Quick check 8.4 You're given a = "Raining in the spring time." Evaluate the following
expresaons.Thentrythen1W1Spyderto check yourself:

1 a.replace("R", "r")
2 a.replace("ing", "")
3 a.replace("!", ".")
4 b = a.replace("time

”””"

"’I’I’I'

, "tiempo")
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8.2 Mathematical operations

ﬂ—f\

You can do only two mathematical operations on string objects: addition and multiplication.

Addition, which is allowed only between two string objects, is called concatenation. For
example, "one" + "two" evaluates to 'onetwo’. When you add two strings, you put the val-
ues of each string together, in the order of the addition, to make a new string object. You
may want to add one string to another if, for example, you have three people who
worked on a report and wrote individual sections; all that remains is to combine the
first, then the second, and lastly, the third.
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Multiplication, which is allowed only between a string object and an integer, is called
repetition. For example, 3 * "a" evaluates to 'aaa’. When you multiply a string by an inte-
ger, the string is repeated that many times. Multiplying a string by a number is often
used to save time and for precision. For example, let’s say you want to create a string
representing all unknown letters when playing hangman. Instead of initializing a string
as "---------- ", you could do "-" * 10. This is especially useful if you don’t know the size
of the word to guess in advance, and you can store the size in a variable that you'll then
multiply by the "-" character.

“""""‘“"“"""""‘“““““““““““‘\
+ Quick check 8.5 Evaluate the following expressions. Then try them in Spyder to check
: yourself: :
: 1 nlan + ulau + uLandn :
\ 2 "USA" + " vs " + "Canada" \
: 3 b="NVc" :
\ ) \
Y :
\ 4 color = "red" \
: shape = "circle" :
\ number = 3 \
N\ number * (color + "-" + shape) :
*

Summary

In this lesson, my objective was to teach you about more operations you can do with

o

string objects, specifically related to substrings. You learned how to find whether a sub-
string is in a string, get its index location, count the number of times it occurred, and
replace all occurrences of the substring. You also saw how to add two strings and what
it means to multiply a string with a number. Here are the major takeaways:

= You can manipulate a string with just a few operations to make it look the way
you'd like.
= Concatenating two strings means you're adding them together.

= Repeating a string means you're multiplying the string by a number.

Let’s see if you got this...

Q8.1 Write a program that initializes a string with the value "Eat Work Play Sleep repeat".
Then, use the string manipulation commands you’ve learned so far to get the string

"working playing".
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SIMPLE ERROR MESSAGES

After reading lesson 9, you'll be able to

= Understand where error messages appear
= Develop your intuition for reading error messages

One important thing to remember as you're starting to program is that you can’t write a
program that will break your computer. If anything goes wrong, you can always close
Spyder and restart it without affecting how anything else on your computer runs.

It’s fine to make mistakes as you're writing and testing your programs. Any mistakes
left in the production environment may mean that your program crashes while being
used by customers, leading to poor reviews.

9.1 Typing up statements and trying things out
A

You shouldn’t be afraid of trying commands in Spyder (the console or the file editor) to
see what happens. This is the best way to develop your intuition for working with
objects that you've seen so far. If you ever find yourself asking, “What happens if ...?",
most likely you can test it out for yourself and get an answer immediately.

79
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() 9.2 Understanding string error messages

So far, you've seen some simple operations that you can do on Python strings. I hope

that you’ve been trying things out in Spyder. If you have, you may have tried to do
something that’s not allowed, in which case you got an error message.

For example, you may have asked yourself what happens when you index into a string
too far, using an integer that’s bigger than the length of the string. Figure 9.1 shows
what happens when you try to do this in two ways: in the console or in the editor. In the
console, you get the error message as soon as you hit Enter for the line that tries to index
too far into the list. The error name is shown first (IndexError) and then a brief explana-
tion of the error (string index out of range).

In the file editor, you can write lines of code that lead to an error, but the errors don’t
manifest until you run the code (by clicking the green arrow in the toolbar at the top). In
figure 9.1, when you execute line 9 in the editor, you're trying to index too far into the
list. Because you're running a Python file, a lot more information shows up on the con-
sole, but the important part is at the end of all that text. It shows you the line that caused
the error and the same error name and description as the console case.

You'll encounter many errors as you write more and more complicated programs. Don’t
be afraid of getting them, because they offer great learning opportunities.

()
Summary

In this lesson, my objective was to teach you that error messages are useful and can

guide you to lines that led to the error. Don’t be afraid to try commands to figure out
what various commands or combinations of commands do.

Let’s see if you got this...

Q9.1 Type the following commands in either the console or the editor. Then see if you
can understand what the error means based on the string commands in lessons 7 and 8:

-

"hello"[-6]
"hello".upper("h")
"hello".replace("a")
"hello".count(3)

"hello".count(h)

"hello" * "2"

o o b O P
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I. Type the lines in the console directly. The text in
the console after that is what happens when you
run the file on the left with the erroneous line.
Editor - C;\Users\Ana\.spyder 2\temp.py & X  IPython console g X
O temppy B3 1 [Q Console2/a @ n %
;.,.,.‘ \ In [1]: s = "test” ~

3 Created on Wed Mar 23 10:48:27 2016
4

5 @author: Ana

g nnn

7

8s_editor = "test”

9s_editor[4]

10

11

2. Line of code that
caused the error

In [2]: s[4]
Traceback (most recent call last):
File "<ipython-input-2-42efabaB4d8b>", line 1, in
<module>
s[4]

IndexError: string index out of range

In [3]: runfile('C:/Users/Ana/.spyder2/temp.py’,
wdir="C:/Users/Ana/.spyder2")
Traceback (most recent call last):

File "<ipython-input-3-0897c¢89f9a92b>", line 1, in
<module>
runfile('C:/Users/Ana/.spyder2/temp.py', wdir="C:/
Users/Ana/.spyder2')

File "C:\Anaconda3\lib\site-packages\spyder\utils
\site\sitecustomize.py", line 866, in runfile
execfile(filename, namespace)

File "C:\Anaconda3\lib\site-packages\spyder\utils
\site\sitecustomize.py"”, line 182, in execfile
exec(compile(f.read(), filename, 'exec'),
namespace)

File "C:/Users/Ana/.spyder2/temp.py”,

<
s_editor[4]

IndexError: string index out of rangej

4. Line number that
caused the error

3. Information
about the error

Figure 9.1 Error message when you try to index into a string using a number that’s too big



LESSON

TUPLE OBJECTS: SEQUENCES OF ANY
KIND OF OBJECT

After reading lesson 10, you'll be able to

= Create a sequence of any kind of object by using a tuple
= Do a few operations on tuple objects

= Swap variable values by using tuples

Suppose I give you the simple task of keeping track of your favorite superhero charac-
ters. Let’s say you have three: Spiderman, Batman, and Superman.

Using what you know so far, you could try to create a string containing every one of
these names, separated by a space, like so: "Spiderman Batman Superman”. Using the com-
mands you learned in lessons 7 and 8, you’d be able, with a little effort and care, to keep
track of indices in the string and extract each name as needed.

But what if you kept full names in the string, like so: "Peter Parker Bruce Wayne Clark Kent".
It now becomes considerably harder to extract each person’s name because the first and
last names are also separated by spaces. You could use other special characters, such as
a comma, to separate full names, but this doesn’t solve the most annoying problem with
using strings to store this data: it’s tedious to extract items of interest because you have
to keep track of starting and ending indices.

82



Tuples as sequences of data 83
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>

Consider this Look in your fridge. Write down all the objects you can see in there,
separated by commas. Now look in your clothes hamper. \Write down all the objects you
can see in there, separated by commas.

In each set of items:

= How many items did you put down?
= \What is the first item? What is the middle item (if you have an even number of
items, round down)?

Answer:
Fridge: Milk, cheese, cauliflower, carraots, eggs

= Five items
»  First: milk; middle: cauliflower

Hamper: T-shirt, socks

= Two items
= First: T-shirt; middle: T-shirt

*
llIIIIIIIIIIIIIIIIIIIIIIIIIIIIIIIIIIIIIIIIIIIIIIIIIIIIIIIIIIII‘

W i aarEEEEEREEREEREEEEEEEEEENEEENENEENERRRERRROD
s rrrrrERRERRERRRERRRRRERRRERERERRR RO S

(-
1l].1 Tuples as sequences of data

Strings store sequences of characters. It'd be a lot more convenient if there were a way to

store individual objects in a sequence, as opposed to only string characters. As you
write more-complicated code, it becomes useful to be able to represent sequences of any
kind of objects.

10.1.1 Creating tuple objects

Python has a data type that represents a sequence of any objects, not just single-character
strings. This data type is a tuple. In the same way that a string is represented within quo-
tation marks, a tuple is represented in parentheses, (). Individual objects within the
tuple are separated by a comma. An example of a tuple is (1, "a", 9.9). Other examples
of tuples are as follows:

) —An empty tuple.

= (1, 2, 3)—A tuple containing three integer objects.

(
(
= ("a", "b", "cde", "fg", "h") —A tuple containing five string objects.
= (1, "2", False) —A tuple containing an integer, a string, and a Boolean object.
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= (5 (6, 7)) —A tuple containing an integer and another tuple made up of two inte-
gers.

= (5,)—A tuple containing a single object. Notice the extra comma, which tells
Python that the parentheses are used to hold a singleton tuple and not to denote
precedence in a mathematical operation.

“\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\

:’ Quick check 10.1  Are each of the following valid tuple objects? \
\ 1 ("carnival",) \
: 2 ("ferris wheel", "rollercoaster") :
\ 3 ("tickets") \
N0 &

\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\“

10.2 Understanding operations on tuples

g
N

D

Tuples are a more general version of strings, because every item in the tuple is a sepa-
rate object. Many operations on tuples are the same as on strings.

10.2.1 Getting the tuple length with len()

Recall that the command len() can be used on other objects, not just on strings. When
you use len() on a tuple, you get a value that represents the number of objects inside the
tuple. For example, the expression len((3, 5, "7", "9")) means that you're finding the
length (the number of objects) of the tuple (3, 5, "7", "9"). The expression evaluates to 4
because this tuple has four elements.

“\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\

:’ Quick check 10.2 Evaluate the following expressions. Then try them in Spyder to check your‘-\
\ self: \
: 1 len(("hi", "hello", "hey", "hi")) :
Vo2 len(("abe, (1, 2, 3))) \
\ 3 len(((1, 2),)) \
\ 4 len(()) N

\d

\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\“

10.2.2 Indexing into and slicing a tuple with []

Because tuples are a sequence of objects, indexing into a tuple is the same as indexing
into a string. You use the [] operator, and the first object is at index 0, the second object
is at index 1, and so on. For example,

= (3, 5 "7", "9")[1] evaluates to 5.
(3, 5), "7", "9")[1] evaluates to (3, 5).
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One difference from strings is in the special case when one of the objects in the tuple is
another tuple. For example, (3, (3, ("5", 7), 9), "a") is a tuple whose object at index 1 is
another tuple, (3, ("5", 7), 9). In turn, that object can also be indexed.

You can access an element deep down in a sequence of nested tuples by doing a series of
indexing operations. For example, (3, (3, ("5", 7), 9), "a")[1][1][1] evaluates to 7. This is
a bit tricky because you can have tuples inside tuples inside tuples. Figure 10.1 shows
how you can visualize the expression.

a = (3,(3,("5",7),9),"a")
arlyriirly; =2

I -

a[o]

ar1] ar2)

1‘3

a[11[0] | a[1](1] | a[1][2]

3 Figure 10.1 The structure of the
33 tuple (3, (3, (5", 7), 9), "a").The
‘ ‘ dashed lines indicate separate objects
a[l][11[0];a[1111(1] in the tuple.

H
H
o

Going step-by-step, you evaluate the tuple as follows:

= (3, (3, ("5", 7), 9), "a")[1] evaluates to the tuple (3, ("5", 7), 9).
= (3, ("5", 7), 9)[1] evaluates to the tuple ("5", 7).
LI

Slicing a tuple is the same as slicing a string, with the same rules. But you have to be

5", 7)[1] evaluates to 7.

careful to recognize that you might have other tuples as elements at a certain position.

N A AL L L L LA LR LLNLLLL LN LN NLL LA L LN LN NN NN LN N NN\ N\

>
» Quick check 10.3 Evaluate the following expressions. Then try them in Spyder to check your-
: self: \
\
: 1 ("abe", (1, 2, 3))[1] :
Vo2 (ane, (1,2, '3[ \
V3 (abe’, (1, 2), "3, 4, ("5", "6"))[1:3] \
\ 4 a=0 \
: t = (True, "True") :
t[a] o

*
A S S S S S S S S S S S S S S N S S S S S S S S S S S S S S S S S S S S SN S SSSSSSSSNS S,
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10.2.3 Performing mathematical operations

The same operations you're allowed to do on strings, you're allowed to do on tuples:
addition and multiplication.

You can add two tuples to concatenate them. For example, (1, 2) + (-1, -2) evaluates to
(1, 2, -1, -2).

You can multiply a tuple by an integer to get a tuple that contains the original tuple
repeated that many times. For example, (1, 2) * 3 evaluates to (1, 2, 1, 2, 1, 2).

PR AR R A R RN e R R A A A A A A A A A A A A A A 8 A A N

*

: Evaluate the following expressions. Then try them in Spyder to check your- \\
\ self: \
\ B v \
\ 1 len("abc") * ("no",) \
: o ) * (lanu, ||n0||’ ||n0||) N\
\

\ 3 (0,0,0) +(1,) \
\\ a (1,1)+(1,1) N
A

A S SO SRS S S S S S S S S S S S S S S S S A S S S S S S S S S S S S SSSSSS S ¢

10.2.4 Swapping objects inside tuples

In this section, you’ll see one more interesting way to use tuples. You can use tuples to
swap the object values associated with variable names, if the variables are elements of
the tuple. For example, say you start with these two variables:

long = "hello"
short = "hi"

You want to write a line that yields the equivalent of the following swap:

long = "hi"
short = "hello"

Figure 10.2 shows the visualization you should have in mind for the following code,
which accomplishes the swap:

long = "hello"
short = "hi"
(short, long) = (long, short) (Shirt’ lng)=(l°ng’ short)
\ " "hello" “hi"
You start with "hello" bound to the variable long, and S e

"hi" bound to the variable short. After the line (short,
Figure 10.2 Using tuples to

swap the values of the two objects
between the variable names

long) = (long, short) is executed, the value of short is
"hello", and the value of longis "hi".
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You might think that having two variables on the left side of the equal sign isn’t allowed.
But recall that the variables are in the context of a tuple object, and surrounded by
parentheses, so the item to the left of the equal sign is only one object, a tuple. This tuple
has variables that are bound to other objects at each of its indices. You'll see why using
tuples in this way is useful in lesson 19.

“""‘“""""‘“"""‘““““““““““““
v Buick check 10.5 Write a line to swap the values of the following:
: 1 s = "strong"

\ w = "weak"
: 2 yes = "affirmative"
\ no = "negative"

’0
0 O O 0L 4

\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\“

Summary

R
@

D

In this lesson, my objective was to teach you about tuples and how they behave in a sim-
ilar way to strings. You learned how to get elements at each position by indexing into a
tuple and how to slice a tuple to get at elements inside it; these elements can be primi-
tive objects or might even be tuples themselves. Unlike strings, an object inside a tuple
can be another tuple, effectively nesting tuples inside tuples. Lastly, you can use tuples
to swap the values of two variables. Here are the major takeaways:

= Tuples are sequences of any kind of object, even other tuples.

= You can index into multiple levels of tuples.

= You can use tuples to swap the values of variables.

Let’s see if you got this...

0Q10.1 Write a program that initializes the string word = "echo", the empty tuple t = (),
and the integer count = 3. Then, write a sequence of commands by using the commands
you learned in this lesson to make t = ("echo", "echo", "echo", "cho", "cho", "cho", "ho",
"ho", "ho", "o", "o", "0") and print it. The original word is added to the end of the tuple,
and then the original word without the first letter is added to the tuple, and so on. Each
substring of the original word gets repeated count number of times.



LESSON

INTERACTING WITH THE USER

After reading lesson 11, you'll be able to

= Print values for the user
= Ask the user for input
= Store user input in variables and do operations with it

Many programs are written to do computations behind the scenes, but few of them are
useful without some sort of input from a user. One main reason you’d want to write a
program is to provide users with a certain experience; that experience relies on a back-
and-forth between the user and the program.

Consider this Find another person and have a conversation. What kinds of questions
can you ask? What responses do you get? Can you build upon a specific response you get?

Answer:

How are you?

Good, looking forward to the weekend.

Me too! Any weekend plans?

Yes, we're going camping, then checking out the science museum. If we have time,
maybe hit the beach and then going out for a nice dinner. You?

Watching TV.

88
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L) :
11.1 Showing output

To get started with this lesson, recall that you can use the print() command to show the
user values on the console in Python. You’ll use print a lot from now on.

11.1.1 Printing expressions

You can put any expression inside the parentheses of print(), because all expressions
evaluate to a value. For example, the float 3.1 has a value 3.1, and the expression 3 * "a"
has a value "aaa".

Listing 11.1 shows how to print the values of a few expressions to the user. You can have
fairly complex expressions in the parentheses. The code in this listing prints out the
following;:

hello!
89.4
abcdef
ant
Printing expressions

print("hello!") <«—— A string

(
print(3*2*(17-2.1)) <«—— A mathematical expression
(

print("abc"+"def") <«—— Concatenating two strings
word = "art" <+—— Creates a variable
print(word.replace("r", "n")) <«—— Replaces “r” with “n”

Notice that in every example in this listing, what you put in the parentheses isn’t neces-
sarily an object of type str. For example, print(3*2* 17-2.1)) evaluates to an object of type
float. The print command works with any type of object in the parentheses.

PO R A A R M A A A A AR R AN A A A NN
Quick check 11.1 Write each statement in a file in the editor and run the file. What do thvh
following statements print, if anything? Type them in Spyder to check yourself:

1 print(13 - 1)

2 "nice"

3 a = "nice"

4 b =" 1s the new cool"

.‘
L]
\
\
\
\
\
\
\
\
\ print(a.capitalize() + b)

‘0
P P P OOyl

\\““"""“““"""‘“““‘““““““““““
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11.1.2 Printing multiple objects

It’s possible to place multiple objects in the parentheses after print and mix and match
their types. If you want to put in different objects, separate each object by a comma. The
Python interpreter automatically inserts a space between the values of your printed
objects. If you don’t want the extra space, you'll have to convert every one of your
objects to strings, concatenate them together, and use this in the parentheses of print.
Listing 11.2 shows an example. In the program, you want to divide one number by
another and print the result. The code in this listing prints the following:

1/2=0.5
1/2=0.5

Notice that the first line that is printed has a space between every object, but the second
line doesn’t.

Listing 11.2

a=1 ‘ Initializes variables

b=2

c=a/b <«——— Calculates the division

print(a,"/",b,"=",¢) 4—’—\

add = str(a)+"/"+str(b)+"="+str(c) = Uses commas to separate the
. integers (variables a, b, and c)
print (add) <\

and the strings (“/” and “=")
Prints the string Converts the integers to strings
with (str) and then uses the +
operator to concatenate them
with the strings “/” and “=”

>

eSS NN NN NN NN NN NN NSNS NR NN NSRS RN SN RS SNRCRCNCNCN NSRS RNRRCNRNRNRRRRRRRTRTNW™
¢ \

Quick check 11.2 Convert each of the following points into a Python statement to create a
program. After you're finished, run the program to see what'’s printed:

1 Make a variable named sweet with the string value "cookies".

2 Make a variable named savory with the string value "pickles".

3 Make a variable named num with the int value 100.

4 \Write a print statement that uses as many of the variables as you can to print
100 pickles and 100 cookies.

5 Whrite a print statement that uses as many of the variables as you can to print I choose
the COOKIES!

\“““""“““““"‘““““““““““““““

T T T T T T T T T,y
'0
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O Ing user |
11.2 Getting user input

The fun in creating programs comes when you can interact with the user. You want to

D

use input from the user to guide calculations, computations, and operations.

11.2.1 Prompting the user

You can use the input() command to get input from the user. Suppose you want to ask
the user to input their name. In the parentheses of input(), you put in a string object that
represents the prompt for the user. For example, the line

input ("What's your name? ")
will show the following text on the console and then wait for the user to type some-
thing:

What's your name?
Notice the extra space at the end of the prompt string. Figure 11.1 shows the difference
between a string prompt with a space and without. You can see that whatever text the
user will type in starts immediately after the end of the prompt string. A good rule is to

leave a space as the last character in your prompt string so that the user can distinguish
the prompt from their input.

Editor - C:\Users\Ana\.spyder2-py3\temp.py & X IPython console & X
=y L™ temp.py* B8 = M E& console 1/A B3 ]

~

1 input("What's your name2")

. " . L What's your name?Ana
2 input("What's your name? ") Y

‘il What's your name? Ana

Figure 11.1 How to prompt the user for input

“""""""""""""‘““““““““““““

:‘ Quick check 11.3  Write a line of code for each of the following:
\ 1 Ask the user to tell you a secret.
\ 2 Ask the user to tell you their favorite color.

3 Ask the user to enter any of the following: #, $, %, &, or*.

* /
"’l”
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11.2.2 Reading the input

After prompting the user for input, you wait for the user to type something. If you're
testing your program, you can take the role of the user and type in different things your-
self. The user indicates that they’re finished by hitting Enter. At that point, your pro-
gram continues executing the line right after the one asking for input.

The code in the following listing shows a program that asks the user to input the city they
live in. No matter what the user inputs, the program then always prints I live in Boston.

Listing 11.3

input("Where do you live? ") <

< \ Prompts for user input, at which
‘\ point the program stops and waits

After the user hits for the user to input something

Enter, this executes,

and the program ends.

print("I live in Boston.")

Notice that the program isn’t doing anything with the user input. This is an interactive
program, but it’s not particularly interesting or useful. More-complicated programs
store the input from the user into a variable and then do operations on it.

11.2.3 Storing the input in a variable

Most programs act on user input. Anything a user types is converted into a string object.
Because it’s an object, you can bind it to a variable by assigning the input from the user
to a variable. For example, word_in = input("What is your fav word? ") takes whatever the
user inputs and stores it in the variable named word_in.

The following listing shows how to use the user input to print a more customized mes-
sage. No matter what the user inputs, you make the first letter of their input capitalized,
add an exclamation mark to the end of it, and then print the result along with a final

message.

Listing 11.4
user_place = input("Where do you live? ") 4"\ Gets user input and
text = user_place.capitalize() + "I" < stores it in the variable
print (text) w user_place
print("I hear it's nice there!") Concatenates two strings:

. . the user’s input, capitalized,
Prints a customized with an exclamation mark

message
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After you get the user’s input as a string, you can do any operations on it that you're
allowed to do on strings. For example, you can convert it to lowercase or uppercase,
find indices of substrings, and check whether certain substrings are in the user’s input.

“"""""‘“““““""““““““““““““
" Quick check 11.4 For each of the following, write lines of code to achieve the sample output:
: 1 Ask the user for the name of their favorite song. Then print the name of the song three
: times on separate lines.

\ 2 Ask the user for a celebrity’s first and last name. Then print the first name on one line
\ and the last name on anaother line.

00
l P O 0oy 4
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11.2.4 Converting the user input to a different type

Anything that the user types in is converted to a string object. This isn’t convenient
when you want to write programs that manipulate numbers.

Listing 11.5 shows a program that asks the user for a number and prints the square of
that number. For example, if the user enters 5, the program prints 25.

You need to understand a few things about this program. If the user inputs something
that’s not an integer, the program will end immediately with an error, because Python
doesn’t know how to convert anything that’s not a string whole number to an integer
object. Run the program in listing 11.5 by typing in a or 2.1 for the user input; both will
cause the program to crash and show an error.

When the user gives a valid number (any integer), recall that even though it looks like a
number, everything the user inputs is a string. If the user types in 5, Python see this as
the string "5". To work with the number, you must first convert the string into an integer
by casting it—surround the string with parentheses and the type int before the string
object.

Listing 11.5

user_input = input("Enter a number to find the square of: ") 4’#
Gets user input
print(num*num) Converts the user’s and stores it
input to an integer

Prints the square of the number.
The first two lines can be merged
into num = int(input("Enter a number
to find the square of: ")).

num = int(user_input) —
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“"""""""""""""“““““““““““‘\
Q . . s .

¢ Quick check 11.5 Modify the program in listing 11.5 so that the output printed to the con-
\sole is a decimal number.

\d
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11.2.5 Asking for more input

You can write programs that ask for more than one input from the user. Listing 11.6
shows a program that asks the user for one number, then another, and prints the result of
multiplying those numbers. But instead of only printing out the result, you're also print-
ing helpful additional text that tells the user which operation you're doing and on which
numbers. For example, if the user enters 4.1 and 2.2, the program shows 4.1 * 2.2 = 9.02.

Listing 11.6
numl = float(input("Enter a number: ")) -

_ ; " .o Gets one number and
num2 = float(input("Enter another number: ")) <\ comerts it to o float
print(numl, "*", num2, "=", numl*num2) 4w

) o Gets another number and
Pretty-prints the multiplication by converts it to a float
showing the two numbers you're

multiplying and their result

Summary
In this lesson, my objective was to teach you how to show output and how to get input
from the user. You learned that you can print multiple objects by using only one print
statement and that Python automatically adds a space between each object.

You learned about using the input() command to wait for user input. The command con-
verts anything that the user enters into a string object. If you want to work with num-
bers, you have to convert the input to an appropriate type yourself in the program code.
Here are the major takeaways:

= print can be used on multiple objects in one go.

= You can ask the user for input as many times as you want. Each time, the pro-
gram halts and waits for the user to enter something, and users indicate that
they’re done by pressing the Enter key.

= You can convert the user input into other types to do appropriate operations on it.

Let’s see if you got this...
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Q11.1 Write a program that asks the user for two numbers. Store these numbers in
variables b and e. The program calculates and prints the power b® with an appropriate
message.

Q11.2 Write a program that asks the user’s name and then age. Use appropriate vari-
able names to store these variables. Calculate how old the user will be in 25 years. For
example, if the user enters Bob and 10, the program should print Hi Bob! In 25 years you
will be 35!



LESSON

CAPSTONE PROJECT: NAME MASHUP

After reading lesson 12, you'll be able to

Write code to solve a programming task
Read requirements for a program

Get input from the user for two first and last names, mash them up (combine
them in some way), and show the user the result

Systematically build up code to write program solutions

THE PROBLEM This is your first interactive programming task, so let’s have some fun
with the user! You want to write a program that automatically combines two names given by

the user. That's an open-ended problem statement, so let's add a few more details and
restrictions:

= Tell the user to give you two names in the format FIRST LAST.

= Show the user two possible new names in the format FIRST LAST.

= The new first name is a combination of the first names given by the user, and the new last
name is a combination of the last names given by the user. For example, if the user gives you
Alice Cat and Bob Dog, a possible mashup is Bolice Dot.

96
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12.1 Understanding the probhlem statement

WG W

The checkpoint exercises you’ve seen so far have been simple. This is your first compli-
cated program, and you’ll have to think about how you’ll accomplish the task rather
than starting to code right away.

When you encounter a problem statement, you should look for the following;:

= A general description of what the program should accomplish
= The inputs you should get from the user, if any

= What the program should output

= The behavior of the program in various situations

You should first organize your thoughts on the task you're given by using a method that
works for you. Ideally, you'll do all three of the following;:

= Draw sketches to understand what’s being asked
= Come up with a couple of examples that you can use to test your code

= Abstract your drawing and examples into pseudocode

12.1.1 Drawing a sketch of the problem

In this problem, you're asked to get input from the user. The user will give you two
names. You'll separate the names into first and last names. Then you'll take the two first
names and mash them up. Similarly, you’ll take the two last names and mash them up.
Finally, you'll present the user with your new first- and last-name mashups. Figure 12.1
shows these three parts of the problem.

Aqua Man Agat Mman
Cat Woman @ Cua Woan
-

Program
operations

Input from user Mash first names Output to user
Mash last names

AQUA CAT MAN WOMAN

Figure 12.1 Drawing the inputs to the program, a sample mashup
of the input names, and the output shown to the user
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12.1.2 Coming up with a few examples

After you have an idea of the main parts of the program, you should come up with a
few examples that you'll be able to use to test your program.

This is an important step. You, as a programmer, get to simulate what the user might
input into the program. Users are unpredictable, and one of their favorite pastimes is to
try to crash your program.

In this step, you should try to come up with as many different inputs as possible. Think
about short names, long names, and combinations of different lengths of first and last
names. Are there any unique names? Here are a few sample types of names for testing:

= A first/last name that has two letters (CJ Cool and AJ Bool)

= A first/last name that has many letters (Moonandstarsandspace Knight)
= A first/last name that has an even number of letters (Lego Hurt)

= A first/last name that has an odd number of letters (Sting Bling)

= A first/last name with the same letters (Aaa)

= Two names that are the same (Meg Peg and Meg Peg)

You should stick to examples that don’t deviate from what you told the user to input. In
this case, you ask the user for a first and last name. You don’t make any guarantees
about how your program works when the user puts in anything that doesn’t match this.
For example, a user who inputs Ari L Mermaid shouldn’t expect the program to work as
advertised.

12.1.3 Abstracting the problem into pseudocode

Now you're ready to divide your program into blocks of code. In this step, you start writ-
ing pseudocode: a mix of English and programming syntax. Each block will tackle a
separate step in your program. Each step aims to gather data in a variable for use in a
later step. Here are the main steps in this program:

1 Get user input and store it in variables.

2 Split up the full names into first and last names and store them in variables.

38 Decide how you'll split up the names. For example, find halfway points in each
first name and last name. Store the first half of each in variables, and the last half
of each in variables.

4 Combine the first half of one name with the second half of another name. Repeat
for as many combinations as you want of first and last names.

The next few sections discuss each of these steps in detail.
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-Or itting un fi
12.2 Splitting up first and last names

You'll notice that the purpose of everything you’ve done so far has been to try to under-

stand what’s being asked in the problem. Coding should be the last step, to reduce the
number of errors you might run into.

At this point, you can start to code up the individual blocks of statements. When writing
interactive programs, you almost always start with getting input from the user. The fol-
lowing listing shows the lines of code that achieve this.

Listing 12.1

print("Welcome to the Mashup Game!")

namel = input("Enter one full name (FIRST LAST): ") ﬁ)?‘kﬁ];t;s i?]st?tr\‘e
name2 = input("Enter another full name (FIRST LAST): ") desired format

The user input is now stored in two variables, with appropriate names.

12.2.1 Finding the space between the first and last name

After getting user input, you should split it into first and last names. You'll have to mash
up first names together and mash up last names together, so full names stored in one
variable aren’t helpful. The first step to splitting up the full name is to find the space
between the first and last name.

In lesson 7, you learned about various operations you can do with strings. One opera-
tion, find, can tell you the index location of a particular character. In this case, you're
interested in the index of the space character, " "

12.2.2 Using variables to save calculated values

Now you'll save the first and last names into variables to use later. Figure 12.2 shows
how to split the full name.

You first find the index location of the space. Everything from the start of the full name
to the location of the space is the first name. Everything from one letter past the space is
the last name.
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Specific to name[0:4] Space at name [5:8]
the example B .

index i
o Figure 12.2 Splitting the full
With variable name[0:1] name[i+1:len (name) ] into first and last
for index of namg into fi s and last names
space by using the index of the space

You should store the first and last names so that you can work with them later. Listing
12.2 shows how to do this. You use the find operation on strings to get the index location
of the space character.

Knowing this location, you can take all letters from the start of the full name (starting
from index 0) until the space character index and store that substring as the first name.
Recall that indexing into a string with some_string[a:b] means that you take all letters
from index a to index b - 1. To get the last name, you start at one character past the space
character index and take all letters until the end of the full name (up to and including
the index of the last character in the string).

Listing 12.2
space = namel.find(" ") Gets and stores the index of the
. space character, which delineates
namel_first = namel[0:space] 4——\ the first and last name
namel_last = namel[space+l:len(namel)] <=
space = name2.find(" ") Takes all letters from the

start of the full name

name2_first = name2[0:space] until the space character

name2_last = name2[space+1:1len(name2)] to store the first name
Repeats for Takes all letters from one character
second name past the space until the end of the full

name to store the last name

At this point, you have the two first names and the two last names stored in variables.

12.2.3 Testing what you have so far

With the code in listing 12.2 written up, now is a good time to run the program on a cou-
ple of test cases. Testing the code so far means printing the values of the variables you
created. You should check to make sure the output is what you expect. If you put in Aqua
Man and Cat Woman, the print statements



print(namel_first)
print(namel_last)
print (name2_first)
print (name2_last)

will print this:

Aqua
Man
Cat
Woman
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This checks out, so you can move on to the next part of the code.

@ 12.3 Storing the halves of all names

With what you know so far, you can’t do any fancy letter detection to make the resulting

mashup look and sound just right. Instead, you can do something simpler that works

well most of the time. Given two first names, take the first half of one name and the sec-

ond half of the other name and combine them, as shown in figure 12.3.

Result: .

Agat

Figure 12.3 Two ways to mash up Agua Man and Cat \Woman.
You take half of each of the first names and combine them. Then
you take half of each of the last names and combine them.

12.3.1 Finding the midpoint of names

You want to find the index in the string that’s halfway in a name. The user can enter

names of any length, and names that have an even or an odd number of characters.
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Names with an even number of characters

With names that have an even number of characters, dividing the name in half is easy.
You take the length of the word and divide by 2 to give you a whole number for the half-
way index point in the string. In figure 12.3, the name Agua is an example of this.

Names with an odd number of characters

What should you do when a name has an odd number of characters? In figure 12.3, Cat
and Woman are examples. Dividing an odd number by 2 in Python gives you a floating-
point number, such as 3.5 or 5.5. A floating-point number can’t be used as an index into
the string.

Recall that you can cast a floating-point number to an integer. For example, int(3.5)
gives you 3. Now, names that have an odd number of letters will have indices that are
rounded down for the first half of the name; Man in the top part of figure 12.3 is an
example. Therefore, names with an odd number of letters will start one index early for
the second half of the name: Woman in the top part of figure 12.3 is an example.

The code to save halves into variables

Listing 12.3 shows how to store halves of each name. The user entered two full names.
You have to find halves of each name, but the same basic process is repeated for each
name.

You first find the halfway point in the name. You use the casting function in Python to
deal with names that have an odd number of letters. If a name has five letters, the first
half will have two letters, and the second half will have three letters. Casting to an int

doesn’t affect names with an even number of letters because, for example, int(3.0) is 3.

Listing 12.3

len_namel first = len(namel first)
Stores lengths of the first
and last names extracted
len_namel last = len(namel last) from the input

len_name2_last

len name2 first = len(name2 first)

len(name2_last)

index_namel_first = int(len_namel_first/2) Stores halfway indices of
each name by casting the
halfway point to an integer
index_namel last = int(len_namel last/2) to round down to get a

index name2 last = int(len_name2 last/2) whole-number index

index_name2 first = int(len name2 first/2)

lefthalf namel first = namel first[0:index namel first]
righthalf_namel first = namel_first[index_namel_first:len_namel first] =
lefthalf name2 first = name2 first[0:index_name2 first]
righthalf_name2_first = name2_first[index_name2_first:len_name2_first]

Name from start to halfway Name from halfway to the end



Combining the halves 103

lefthalf namel last = namel last[0:index namel last]
righthalf_namel_last = namel_last[index_namel_last:len_namel_last]
lefthalf name2_last = name2 last[0:index_name2 last]
righthalf_name2_last = name2_last[index_name2 last:len name2 last]

Now you have all the halves of names stored. The final thing left to do is to combine
them.

O i
12.4 Combhining the halves

To combine the halves, you can concatenate the relevant variables. Recall that concate-

nation uses the + operator between two strings. Notice that this step is now simple
because you already computed and stored everything necessary.

The code for this is in listing 12.4. In addition to combining the halves, you should also
make sure to capitalize the relevant half so that it looks like a name —for example, Blah
and not blah. You can use the capitalize operation on the first half to capitalize the first let-
ter only. You use the lower operation on the second half to make all of its letters lowercase.

A final thing to note about the code in listing 12.4 is the use of the backslash on some
lines. The backslash is used to break up statements in your code over more than one
line. If you insert a line break in a line of code, the backslash tells Python to keep reading
the next line to find the rest of the statement; without the backslash, you'll get an error
when you run the program.

newnamel_first = lefthalf_namel_first.capitalize() + \ “—
righthalf_name2_first.lower() Capitalizes the
newnamel_last = lefthalf_namel_last.capitalize() + \ first half string

righthalf_name2_last. lower ()

newname2_first = lefthalf_name2_first.capitalize() + \ Egggggshg;?ggiﬁg

righthalf_namel_first.lower() is all lowercase
newname2_last = lefthalf_name2_last.capitalize() + \
righthalf_namel_last. lower ()

print("All done! Here are two possibilities, pick the one you like best!")

print (newnamel_first, newnamel_last) Shows the user two

print (newname2_first, newname2_last) possible names
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This code repeats the same thing four times: to get two new first-name combinations
and then to get two new last-name combinations. First, you take the left half of the first
name from the first user input and use the capitalize operation to ensure that the first let-
ter is capitalized and all others are lowercase. Then you take the second half of the first
name from the second user input and ensure that all letters are lowercase. The backslash
tells Python that the statement spans two lines.

After you combine the halves, the final remaining step is to show the user the results.
Use the print operation and display the new names. Try playing around with the pro-
gram and different input names!

()
Summary

In this lesson, my objective was for you to write a program that asks the user for two

names in a specific format. You manipulated the names so that you created variables to
hold halves of each first name and each last name. You combined the halves to mash up
the input names and then showed the user the results. Here are the main takeaways:

= The user can provide input more than once in your program.

= You can use the find operation to find the location of substrings in the user input.

= You saved manipulated strings as variables, and you used the + operator to con-
catenate strings together.

= You used the print operation to show output to the user.



Making decisions in your
programs

In the previous unit, you learned about strings as
sequences of characters and about tuples as objects
that can contain other objects. You also saw how to
interact with users by prompting them for input,
getting their input, manipulating their input, and
showing them output in the console.

In this unit, you’ll write code that makes decisions.
This is the first step to writing a cool artificially
intelligent being. You'll insert branches that will exe-
cute different statements in the code, depending on
the user input or on the values of certain variables.

In this unit’s capstone project, you’ll write your own
Choose Your Own Adventure game. You'll strand
users on a deserted island, present them with an
allowed set of words they can pick from, and see
whether they can survive.
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LESSON

INTRODUCING DECISIONS IN PROGRAMS

After reading lesson 13, you'll be able to

= Understand how the Python interpreter makes decisions

= Understand which lines of code get executed when a decision is made

= Write code that automatically decides which lines to execute depending on user

input

When you write a program, you write lines of code. Each line of code is called a state-
ment. You've been writing linear code, which means that when you run your program,
every line of code is executed in the order that you wrote it; none of the lines are exe-
cuted more than once, and none of the lines are skipped. This is equivalent to going
through life without being allowed to make any decisions; this would be a constraining
way to experience the world. You react to different stimuli in the world to make deci-
sions, which leads to much more interesting experiences.

107
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Consider this It's Monday morning. Your first meeting is at 8:30 A.M., and your com-
mute takes 45 minutes. Your alarm clock wakes you up promptly at 7:30 A.M. Use the
following decision-maker to figure out whether you have time to eat breakfast.

Alarm rings.

Did the
meeting already
start?

Yes

Does
the meeting start
in less than 60
minutes?

A flowchart to decide whether
you have time to eat breakfast
after your alarm clock rings and
Have breakfast. Do not have breakfast. you have a meeting that morning

Answer: You have time for breakfast!
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13.1 Making decisions with conditionals

A )
(@) )

You want programs to behave differently when given different stimuli. Stimuli come in
the form of inputs to the program. The inputs can be given by a user interacting with the
program or could be the result of an internal computation. Regardless, programs
become more interesting, interactive, and useful when they’re reactive.

13.1.1 Yes/no questions and true/false statements

In your day-to-day life, you're often faced with making decisions: which shoes to wear,
what to have for lunch, which game you should play on your phone during a break, and
many others. A computer is great at doing what it’s told, and you can program it to
make these decisions for you.
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When you make a decision, you ask a question. Questions such as “Is it sunny today?”
can be answered with yes or no. All yes/no questions can be converted to statements
that are either true or false. The Python interpreter doesn’t understand yes/no, but it
does understand true/false (Boolean logic). The question “Is it sunny today?” can be
converted to the statement “It is sunny today.” If you answered yes to the question, the
statement is true. If you answered no, the statement is false. All decisions can be simpli-
fied to one (or more) yes/no questions, or equivalently, a series of true/false statements.

“‘“‘“‘““‘“‘“‘“‘“‘““““““““““““
Quick checlk 13.1  Answer yes or no to the following questions:

1 Are you afraid of the dark?

Does your phone fit in your pocket?
Are you going to the movies tonight?
Does 5 times 5 equal 10?

’0
8
\

\
\
\
\
\
\ Is the word nibble longer than the word googol?

a b o
*e
VI I I
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Recall that every line of code in Python is a statement. Also recall that an expression is a
specific kind of statement or part of a statement; an expression can be reduced to a
value. The value is an object in Python; for example, an integer, float, or Boolean. Just as
you make decisions in your day-to-day life, you can write programs that get the com-
puter to make decisions. The true/false decision is a Python expression that evaluates to
a Boolean, called a Boolean expression. Statements that contain a Boolean expression are
called conditional statements.

’\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\
N\

Quick check 13.2 If possible, convert the following questions to Boolean expressions. Are
there any that can’t be converted?

1 Do you live in a treehouse?

What are you eating for dinner?

What color is your car?

Is the word youniverse in the dictionary?
Is the number 7 even?

.‘
N
\
\
\
\
\
\
\
\
\
\ Are variables a and b equal?

ooz oo &
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-
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Thinking like a programmer

A computer works in terms of true and false, as opposed to yes and no. You should start
to think about expressions that contain decisions as Boolean expressions, which evalu-
ate to true or false.




110 Lesson 13 Introducing decisions in programs

13.1.2 Adding a condition to a statement

The same thought process can be applied to the code that you write. You can have spe-
cial statements that contain an expression whose value is either true or false. We say that
these statements are conditional statements and that they contain an expression that
evaluates to the Python values of True or False. The part of the statement that evaluates to
True or False is the conditional Boolean expression. This part drives the program to make
a decision.

13.2 Writing the code to make the decision

Iz
W W

Python has a set of reserved keywords. They have a special meaning and therefore can’t
be used as variable names. One word, if, is reserved because it's used to write the sim-
plest of all conditional statements, the if conditional statement.

13.2.1 Coding up a decision—an example

Listing 13.1 shows a simple conditional statement in code. You get an input number
from the user. Then you check whether the user input is greater than 0. If that’s true, you
print an additional message. Lastly, you print a final message to the user that doesn’t
depend on the result of the conditional check.

Listing 13.1

Waits for user input and if statement checks

assigns the input from the whether the value stored

user to the variable num in num is greater than O

> num = int(input("Enter a number: ")) Go inside this block and

if num > 0: execute all lines in this block
_ ) o if num is greater than O.
print("num is positive") <

print("finished comparing num to 0") 4—\

Don’t enter the indented code
block if num isn’t greater than O,
and execute this line directly.

This is a simple way of writing an if statement. The code execution stops when it
encounters a conditional statement, and performs the requested Boolean check. Depend-
ing on the result of the check, it'll either execute statements inside the condition’s code
block or not. Listing 13.1 can be rewritten as a flowchart, as shown in figure 13.1.
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num = input("Enter a number: ")

True
num > 0? print("num is positive")

False

print("finished comparing num to 0")

Figure 13.1 The flow of the code in listing 13.1. The result of asking
the question in the diamond determines whether you execute another
statement of code.

Figure 13.1 is a visual representation of listing 13.1. You can think of the conditional
statement as a question you ask to decide whether to bypass executing statements
inside its code block. In the visual representation, if the result of the conditional check is
false, you take the “false” route and bypass the conditional’s code block. If the result of
the conditional check is true, you must enter the code block, visually represented by tak-
ing a small detour to execute the statements inside the conditional’s code block.
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*
Take a look at this code snippet:

/

4

if num < 10:
print("num is less than 10")
print("Finished")
1 What will the user see on the screen if num has a value of 57

2 What will the user see on the screen if num has a value of 107
3 What will the user see on the screen if num has a value of 100?
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13.2.2 Coding up a decision—a general way

Conditional statements have a certain look to them, and you must write them in this
exact way so Python knows what you want to do (see the following listing). This is part
of the syntax of the Python language.
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A general way to write a simple if conditional

<some code before> gets
executed before checking
the conditional, and <some
code after> gets executed
after the condition.

The keyword “if” starts
the conditional line,
followed by a conditional
statement, followed by a

conditional expression.
<some code before>

if < diti 1>: 4_/ Indented to represent

1L <conditional>: code that’s executed only
<do something> 4_/ if the condition is True

<some code after>

In listing 13.2, you see that the structure of the programs you're writing starts to change.
Some lines of code are indented four spaces.

The conditional breaks up the flow of the program. Before, you were executing every
line of code. Now, you're choosing whether to execute a line of code depending on
whether a certain condition is met.

S A A AN NN RN RN NN NN NN NN RN NN NS RNRNRNRNRSRNRSRNRSRSRSRSRSRSRSRSRSRSRSRSRSRESRERRERSWw™W
Quick check 13.4 Write simple conditional statements to do these tasks:

1 Ask the user for a word. Print the word that the user gave you. If the user gives you input
that contains a space, also print that the user didn’t follow the directions.

2 Ask the user for two numbers. Print their sum. If the sum is less than zero, also print

\ “Wow, negative sum!”

>
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13.3 Structuring your programs

At this point, you can see that the structure of the programs you're writing is starting to

change as you design them to make decisions:

= The conditional breaks up the flow of the program, which allows your program
to make a decision.

= Some lines of code are indented, which tells Python how they relate to the state-
ments above and below them.

= Before, you were executing every line of code. Now, you're choosing whether to
execute a line of code depending on whether a certain condition is met.
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13.3.1 Making many decisions

You can combine conditionals one after another to have a series of if statements. Every
time you encounter the if statement, you decide whether to execute the code within that
if statement’s code block. In the following listing, you can see three conditional state-
ments in a series. Each one checks for a different condition: a number is greater than 0, a
number is less than 0, and a number is equal to 0.

Listing 13.3

num_a = int(input("Pick a number: ")) < Input from user

if num_a > 0: < Check whether the number is greater than O.
print("Your number is positive") <—— Do only if the preceding is true

if num_a < 0O: < Check whether the number is less than O.
print("Your number is negative ") <—— Do only if the preceding is true

if num_a == 0: < Check whether the number equals O.
print("Your number is zero") <«———— Do only if the preceding is true

print("Finished!") < Executes no matter what

Notice that you check for equality by using a double equal sign. This differentiates
between equality (==) and variable assignment (=). Also, notice that the conditional print
statements are all indented by the same amount.
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\d
+ Quick check 13.5 Draw a flowchart for the code in listing 13.3 to make sure you understand N\
\ that decisions are made sequentially. Flowcharts are a great way to organize all the possible :
\ paths through the code in a visual way. This is like figuring out all the possible ways to carry outa
i \
recipe. A
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13.3.2 Making decisions based on another decision’s outcomes

Sometimes you want to consider a second decision based on the result of a previous
decision. For example, you decide which cereal to buy only after you determine that you
don’t have any more cereal.

One way to do this in a Python program is using nested conditionals: a second conditional
executes only if the result of the first conditional is True. Everything inside a conditional
code block is a part of that code block—even a nested conditional. Further, the nested
conditional will have its own code block.
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Listing 13.4 compares two pieces of code; one code example nests a conditional inside
the other, and the other code example leaves the conditionals in a series. In the nested
code, the nested conditional statement (if num_b < 0) is executed only when the outer
conditional (if num_a < 0) is True. Further, the code block inside the nested conditional
(print("num_b is negative")) is executed only when both conditionals are True. In the
unnested code, the nested conditional statement (if nun_b < 0) is executed every time the
program runs. The code block inside the nested conditional (print("num_b is negative")) is
executed only when num_b is less than 0.

Combhining conditionals by nesting or by putting them in series

First
conditional
Nested code Unnested code
num_a = int(input("Number? ")) num_a = int(input("Number? "))
num_b = int(input("Number? ")) num_b = int(input("Number? "))
if num_a < 0: » if num_a < 0:
print("num_a: is negative") print("num_a is negative")
Second

if num_b < 0O: <— conditional — 1f num_b < 0:

print("num_b is negative") '\/y print("num_b is negative")

print("Finished") print("Finished")

Statement to
be executed

“"““‘“‘“‘“‘““‘“‘“‘“““““““““““
& \

: Quick check 13.6  What result will you get from the nested and unnested code in listing 13.4 \
: if you input these values for num_a and num_b? Type up the code to check yourself! \
\

: num_a num_b Nested Unnested :
\ 5 \
\ o s T \
T \
\ 55 \
N\ oo \
\ oo :
\ If you're not sure what happens or why you get a certain result from the code, try to trace N\
: through with the same values in the following flowchart. :
[11mp Q
\""""""""""""‘“““““““““““““‘
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(continued)

Structuring your programs

A. Nested

num_a = int (input ("Number? ")) |

!

num_b = int (input ("Number? ")) |

| print ("num_a: is negative")

num_b <

False

True

| print ("num_b: is negative") |

| print ("Finished") |

0
4
\
\
\
\
\
\
\
\
\
\
\
\
\
\
\
\
\
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13.3.3 A more complicated example with nested conditionals

B. Unnested

num_a = int (input ("Number? "

!

num_b = int (input ("Number? "

!

num_a < 0

False

True

| print("num_a: is

negative")

num_b <

False

True

| print ("num_b: is

negative")

| print ("Finished") |

Difference between nested conditionals and conditionals in series. For the nested case, you make
the num_b < 0 decision only if the result of the num_a < 0 decision was True. For the unnested case,
\ you make the num_b < 0 decision without taking into account the result of the num_a < 0 decision.
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As a last exercise, look at this more complicated task. You're going to the grocery store

to buy groceries for the week. You notice chocolate bars as you enter the store. The pro-

gram will help you decide the number of chocolate bars to buy. Start by looking at the

flowchart in figure 13.2 for a program with these steps, to help you with this decision:

It asks whether you're hungry.

It asks how much a chocolate bar costs.

If you're hungry and a chocolate bar costs less than a dollar, buy all of them.

If you're hungry and a chocolate bar costs between 1 and 5 dollars, buy 10.

If you're hungry and a chocolate bar costs more than 5 dollars, buy only 1.

If you're not hungry, don’t buy any.

Then, depending on the number of bars you bought, the cashier will make a

remark.
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price = float (input ("How much does a chocolate bar cost?"))

l

hungry = input ("Are you hungry (yes or no)? ")

False True

True

price < 1

False

1 <=
price
<= 5

False

price > 5

False

i

True

bars > 10

Figure 13.2 The dashed-line box represents the code block for when the hungry == "yes" conditional
is true. Inside the dashed line is another conditional to determine the number of chocolate bars to buy,
depending on the price.



Structuring your programs 117

You can see that the main flow of the program follows a vertical path from top to bot-
tom. Every decision offers the possibility to deviate from the main path. The program
contains three conditionals: one to determine whether you're hungry, one to determine
the number of chocolate bars to buy, and one to determine the cashier’s reply.

A code block for one conditional can contain other conditionals. The conditional to
determine the number of chocolate bars to buy is nested inside the one that determines
whether you're hungry.

“\‘“““"‘“““"““““““““““““““‘\

" Quick check 13.7 Using the flowchart in figure 13.2 as a guide, try to write a Python pr‘ogram\
that performs this more complicated task. From the think-write-test-debug-repeat programming
cycle, you're given the recipe, so you need to focus on the write-test-debug part. Specifically, the test
step tells you how your program behaves. Your program should give the same output for the same
input. When you're finished, compare your caode to listing 13.5 and keep the following points in mind:

= Variable names can differ.
Comments should be used to help you understand which parts are where.
You can reorder some of the conditionals to get the same behavior; the same inputs
should produce the same outputs.

= Most important, there’s always more than one correct implementation.

T T T T T T T T T T T Ty,
"’I’I’I’I’I’I’I’

>
\""""‘“"""""‘“"““““““““““““

Listing 13.5

Conditional check to
Input from user decide if you’re hungry

price = float(input("How much does a chocolate bar cost? "))
Conditional check
to see whether
the price of a bar
is less than $1

hungry = input("Are you hungry (yes or no)? ")
bars = 0

if hungry == "yes": <
if price < 1:

print("Buy every chocolate bar they have.") Actions to do when
the price of a bar is

bars = 100 less than $1
if 1 <% price <= 5: Conditional check and actions
print(“Buy 10 chocolate bars.") to do when the price of a bar

bars = 10 is between $1 and $5



118 Lesson 13 Introducing decisions in programs

if price > 5: Conditional check and

print("Buy only one chocolate bar.") actions to do when the

bars — 1 price is greater than $5

LE hungry == "no": to do when you say "no" when

Tt Conditional check and actions
‘ prompted if you’re hungry

print("Stick to the shopping list.")

if bars > 10: Prints a message only when
print("Cashier says: someone's hungry!") Eﬂgnngrgber of bars is greater

()
Summary

In this lesson, my objective was to teach you how to implement decisions in code by using

the if conditional statement. Conditional statements add a layer of complexity to your
programs. They give programs the capability to deviate from the main program flow and
to follow detours through other parts of the code. Here are the major takeaways:

= The if statement starts a conditional code block.
= A program can have more than one conditional, in a series or nested.
= A nested conditional is one within the code block of another conditional.

= You can visualize a program that includes conditional statements by using
flowcharts.

As you're starting to write programs that involve a few concepts, it’s important to
actively engage in solving them. Take out a pen and paper and draw out your solution
or write out your thought process. Then open up Spyder, type up your code, and run,
test, and debug your program. Don’t forget to comment out your code.

Let’s see if you got this...

Q13.1 You're given the following two statements: “x is an odd number” and “x + 1 is
an even number.” Write a conditional statement and outcome using these two state-
ments in the form: if <condition> then <outcome>.

Q13.2 Write a program that creates one variable, which can be an integer or a string. If
the variable is an integer, print I'm a numbers person. If the variable is a string, print I'm a

words person.

Q13.3 Write a program that reads in a string from the user. If the string contains at
least one space, print This string has spaces.
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Q13.4 Write a program that prints Guess my number! and assign a secret number to a vari-
able. Read in an integer from the user. If the user’s guess is lower than the secret num-
ber, print Too low. If the user’s guess is higher than the secret number, print Too high.
Finally, if the user’s guess is the same as the secret number, print You got it!

Q13.5 Write a program that reads in an integer from the user and prints the absolute
value of that number.



LESSON

MAKING MORE-COMPLICATED DECISIONS

After reading lesson 14, you'll be able to

Combine many decisions in one conditional statement
Make a choice when presented with various options
Write code that gets the computer to decide between a few choices

It’s limiting and time-consuming if every decision you make is the result of asking only

one question at a time. Say you want to buy a new phone. There are only three phones

that you're considering, but you're not sure how much money you have in your bank
account. Additionally, one other criteria is that the phone is available in green. Using yes

or no questions, you could ask the following:

Do I have between $400 and $600?
Do I have between $200 and $400?
Do I have between $0 and $100?
Does Phone 1 come in green?
Does Phone 2 come in green?

Does Phone 3 come in green?

Because you have more than one condition you want to check, you can combine two (or

more) together. For example, you could ask, “Do I have between $400 and $600, and

does Phone 1 come in green?”

120
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Answer:

soccer
basketball
baseball
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Combining multiple conditions

soccer and basketball and baseball
soccer and basketball

soccer and baseball Geomes
basketball and baseball

Consider this You're seven years old and are trying to choose your best friend based
on the sports that you both play. The order of importance of sports is soccer, basket-
ball, and baseball. You want to have as many sports as possible in common. If that isn’t
possible, you want your friend to play as many sports as possible from that preferred
order. List all the possible combinations of sports in order. Tommy plays soccer and
baseball. How many choices down in the list is he?

Three choices down

>
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g multiple conditions

You know how to write code that depends on whether one condition is true. This means

deciding “this or not this.” Sometimes, the decision you want to make might be “this or

that or that or some other thing.”

For example, if “It is raining” is true and “I am hungry” is false, then “It is raining and I

am hungry” is false. Table 14.1 shows the truth values of statements made up of two

statements.

Table 14.1 Truth values for combinations of two statements with “and” and “or”

Statement 1
(example:

“It is raining”)
True

True

False

False

True

True

Word to combine the
statements (<and>,
<or>, <not>)

<and>
<and>
<and>
<and>
<or>

<or>

Statement 2
(example:
“I am hungry”)

True
False
True
False
True

False

Result

(example: “It is raining
<_> 1 am hungry”)
True

False
False
False
True

True
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Table 14.1 Truth values for combinations of two statements with “and” and “or” (continued])

Statement 1 Word to combine the Statement 2 Result

(example: statements (<and>, (example: (example: “It is raining
“It is raining”) <or>, <not>) “I am hungry”) <_> 1 am hungry”)
False <or> True True

False <or> False False

N/A <not> True False

N/A <not> False True

Suppose you're making a simple pasta dinner. How do you think about making it? You
ask yourself whether you have pasta and pasta sauce. If you have both, you can make
your pasta dinner. Notice that a couple of ideas arise from this simple question.

One idea is that you combined two questions in one: Do you have pasta and pasta sauce?
These questions could be asked in a different way, in a nested fashion, which would end
up giving you the same final answer: Do you have pasta? If yes, do you have pasta sauce?
But combining the two questions in one is easier to understand.

The other idea is that you used an important word, and, to link two questions that have
yes/no answers. The word and and the word or are both Boolean operators, which are
used to link two questions that have yes/no answers.

“““"“““““‘““““““““““““““““
* . . , . \
Combine the following questions by using the Boolean operators and/or:

1 Do you need milk? If yes, do you have a car? If yes, drive to the store and buy milk.

2 |Is variable a zero? If yes, is variable b zero? If yes, is variable ¢ zero? If yes, then all vari-
ables are zero.

\ 3 Do you have a jacket? Do you have a sweater? Take one of these; it's cold outside.
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The code examples so far have only one expression that evaluates to true or false inside
the conditional statement. In reality, you can make decisions based on more than one
condition. In programming, you can combine multiple conditional expressions in one if
statement. This way, you don’t have to write separate if statements for every separate
conditional. This leads to cleaner code that’s easier to read and understand.

14.1.1 Conditionals are made up of true/false expressions

You've seen conditionals in which only one expression evaluates to true/false; for exam-
ple, num_a < 0. An if statement can check multiple conditionals and act accordingly,
depending on whether the entire expression, made up of multiple conditionals, is
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true/false. This is where the truth table you saw in table 14.1 is useful. You use it to com-
bine more than one expression by using the Boolean operators and and or. In Python, the
words and and or are keywords.

You can have an if statement made up of more than one expression, as shown in the fol-
lowing listing.

Listing 14.1

if num_a < 0 and num_b < O:
print("both negative")

Here, two decisions must be made before entering inside the code block of the if state-
ment: one decision is if num_a < 0, and the other decision is if num_b < 0.

14.1.2 Operator precedence rules

Recall that expressions are evaluated to a value that’s a Python object—for example, an
integer value. After you start to combine multiple expressions, you need to be careful
about the order in which expressions and parts of each expression are evaluated.

In math, you learned about the operator precedence of addition, subtraction, multiplica-
tion, and division. In programming, the same precedence exists as in math, but addi-
tional operations must be taken into account—things like comparison operators and
logical operators to combine Boolean expressions.

Table 14.2 shows a complete set of operator precedence rules, which tells you which
operations are done before others in Python. These precedence rules are used, among
other things, for evaluating the result of a larger conditional made up of smaller condi-
tional expressions.

Table 14.2 Order of operations, with those at the top being executed first.
Operations at the same precedence level within one cell are left-associative;
they're executed left to right as encountered in an expression.

Operator Meaning

() Parentheses
o Exponent

& Multiplication
/ Division

// Floor division

% Modulus




124 Making more-complicated decisions

Table 14.2 Order of operations, with those at the top being executed first.
Operations at the same precedence level within one cell are left-associative;
they’re executed left to right as encountered in an expression. (continued)

Operator Meaning

+ Addition

- Subtraction

== Is equal to

= Is not equal to

> Greater than

3= Greater than or equal to

< Less than

<= Less than or equal to

is Identity (object is another object)

is not Identity (object is not another object)

in Membership (object is in another object)
not in Membership [object isn’t in anather object)
not Logical NOT

and Logical AND

or Logical OR

“\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\‘\

¥ Evaluate the following expressions by using the operator precedence in

table 14.2:
1 3<2* 3and 3 ==
2 0!=4or (3/3=1and (5+1)/3==2)
3 "a" in "code" or "b" in "Python" and len("program") == 7
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Take a look at the following (incorrect) code. It’s similar to the code in listing 14.1, except
that the line num a < 0 and num_b < 0 is written as num_a and num_b < 0.

Listing 14.2

if num_a and num b < O:
print("both negative")

If you run the code with the following different values for nun_a and num_b, you'll get the
output in table 14.3. An empty entry means no output. Notice that one of the pairs of
values gives a misleading printout.
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When num a = 1and num_b = -1, the output Table 14.3 Result in the console output
printed to the console is both negative, which is after running the code in listing 14.2 with
incorrect. Use the precedence rules to see what's ~ different values for nun_a and nun_b

going on. Add parentheses to denote expres- num_a num_b Console output
sions that are evaluated first in listing 14.2. =l -1 bath negative

By the precedence rules in table 14.2, the and ) 1

logical operator has lower precedence than the 0 -1

“less than” comparison. The expression num_a 0 1

and num_b < 0 can be rewritten as (num_a and 1 1 both negative

(num_b < 0)). 1 1

In Python, all integer values except 0 are con-

sidered True, and the integer value 0 is considered False. if -1 evaluates to if True, and if
0 evaluates to if False. Because of the precedence rules, whenever num_a is anything
except 0, the expression evaluates to True. When num_a = 1 and num b = -1, the code incor-
rectly prints both negative because (num_a and (num_b < 0)) evaluates to (1 and (-1 < 0)),
which evaluates to (True and True), which is True.
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Go back to the code in listing 14.1. The conditional there can be rewritten,
using the precedence rules and parentheses, as ((num_a < 0) and (num_b < 0)). Draw a table for
a few combinations of num_a and num_b to convince yourself that all possible pairs of values give
‘:he expected printout.
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Now you understand the purpose of a conditional statement and how to write one in
Python. Conditionals don’t have to be used as only single “detours” in code. They can
also be used to make a decision as to which blocks of code to execute.

14.2.1 Do this or that

Sometimes you want to perform one task but not another. For example, you might say
something like “If it is sunny, then I will walk to work; otherwise, if it is cloudy, then I
will take an umbrella and walk to work; but otherwise, I will drive.” For this, the elif
and else keywords will be used in combination with an if statement.

Listing 14.3 shows a simple if-elif-else conditional statement in code. You get an input
number from the user. If the number is greater than 0, you print positive. Otherwise, if
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the number is less than zero, you print negative. Otherwise, you print that the number is
zero. Only one of the messages will be printed.

Example of a simple if-elif-else conditional statement

) Condition checks
User input that the number
(} is greater than O

num = int(input("Enter a number: ")) /
if num > 0:

print("num is positive") <—— Prints a message

elif num < 0: . .
When if num > O is False, do

print("num is negative") this condition to check that
else: 4\ the number is less than 0.
rint("num is zero" .
P ( ) When elif num <

0 is False, the

Prints a message Prints a .
else is a catchall.

message

Here, you start a conditional with the if statement. Any elif or else statements that come
after it are associated with that if statement. This kind of structure means that you'll
execute the code block that belongs to the first decision that’s true.

““““"""‘“““"""““““““““““““

< Quick check 14.4 \What's printed when you run listing 14.3 with the following values for num:

\ 30217 N
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Figure 14.1 shows how to visualize multiple decisions. Each decision is a conditional
statement; a group of decisions are part of an if-elif-else code block. Follow any path
in figure 14.1 by tracing the paths denoted by arrows. The main program decisions are
shown by the diamonds. The first decision starts with an if statement and indicates
the start of a decision block. If you trace any path from the if statement to the box
labeled <rest of program>, you'll notice that you can deviate from the main path of the
program at most only once. The path you'll deviate to is the first path whose condi-
tion evaluates to True.
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conditional

True

True
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something

something

< do

something

< do

something

|

< rest of program >

Figure 14.1 Visualizing a generic
if-elif-else code block. You can
deviate from the main program flow
by doing <do something> at most
once. You can have zero or more elif
blocks, and the else block is optional.

The if-elif-else code block in figure 14.1 is a generic block. You can have the following

variations:

= Only one if statement (you saw this in the previous lesson)

= Orne if statement and one elif statement
= One if statement and many elif statements

= QOne if statement and one else statement

= One if statement, one or more elif statements, and one else statement

For all of these variations, the detour executed is the first one whose condition evaluates

to True. If none evaluate to True, the else detour is executed. If the preceding variations

don’t include an else statement, it’s possible that none of the detours to <do something> are

executed.
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*
( Quick check 14.5 Draw a flowchart for listing 14.3. J
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The following listing shows the generic way of writing code that does one thing or
another, depending on whether certain conditions hold, as shown in figure 14.1.

Listing 14.4

if <conditional>: —

The keyword “if” starts
_ o the conditional block.
elif <conditional>: -

<do something>

<do something> The keyword “elif” starts the
lse: “else if” conditional block.
else:

<do something> The keyword “else” starts the
catchall other conditional cases.

The keyword if starts the conditional block, as before, followed by a conditional expres-
sion and then the colon character. When the if statement conditional is True, the code
block for that if statement is executed, and then all remaining code blocks that are part
of the if-elif-else group are skipped. When the if statement conditional is False, you
check the conditional in the elif statement.

If the conditional in the elif statement is True, the code block for that elif statement is
executed, and all remaining code blocks that are part of the if-elif-else group are
skipped. You can have as many elif statements as you want (zero or more). Python
looks at conditionals one after another and will execute the first code block that evalu-
ates to True.

When none of the conditionals from the if or any of the elif statements are True, the code
block inside the else is executed. You can think of the else as a catchall conditional for
when nothing else is True.

When there’s no else statement, and none of the conditionals evaluate to True, the condi-
tional block won’t do anything.
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Quick check 14.6 Take a look at these code snippets:

With if-elif-else statements With if statements
if num < 6: if num < 6:

print("num is less than 6") print("num is less than 6")
elif num < 10: if num < 10:

print("num is less than 10") print("num is less than 10")
elif num > 3: if num > 3:

print("num is greater than 3") print("num is greater than 3")
else: print("Finished.")

print("No relation found.")
print("Finished.")

What will the user see on the screen if num has the following values?

num With if-elif-else With if

"IIIIIIIIIIIIIIIIIIIIIIIIIIIIIII
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14.2.2 Putting it all together

At this point, you can see that the structure of the programs is changing yet again:

= You can decide to do one of many things by checking different conditions.
= The if-elif structure is used to enter the first code block that’s True.
= The else is used to do something when nothing else is True.

Listing 14.5 shows a simple program that checks the user input. When the user enters a
noninteger value for either input, the program prints a message to the user and then
moves on to the next group, at the same indentation level, of if-elif-else statements. It
doesn’t enter the else code block associated with the first if statement because it already
executed the block within the if.

When the user enters two valid integers, you enter the else code block and print a mes-
sage depending on the sign of the numbers inputted. Only the message associated with
the first time a condition evaluates to True within the nested if-elif-else statement will
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be printed. After that code block finishes, you move on to check the next if-elif-else
group, seeing whether the user guessed the lucky number.

Listing 14.5
num_a =5
num_b =7

lucky_num = 7

if type(num_a) != int or type(num_b) != int:
print("You did not enter integers")
else:
if num_a > 0 and num_b > O:
print("both numbers are positive") One group of
elif num_a < 0 and num_b < 0: Nested if-else with a
] ) group of nested if-elif-
print("both numbers are negative") if-elif-else else group
else:
print("numbers have opposite sign")
if num_a == lucky_num or num_b == lucky_num:
print("you also guessed my lucky number!") Another group
olse: of if-else
print("I have a secret number in mind...")

Thinking like a programmer

Programmers write readable code, both for others to be able to read and for them-
selves to look back on later. It's a good idea to create variables to store complex compu-
tations and give them descriptive names rather than including them in conditionals
directly. For example, don't do if (x ** 2 - x + 1 = 0) or (x +y ** 3 + x ** 2 = 0).
Instead, create variables x_eq = x ** 2 - x + 1 and xy_eq = x + y ** 3 + x ** 2 and then
check if x_eq == 0 or xy_eq == 0.

. J

Python makes it easy to visualize which lines should be executed because the code
blocks are indented. You can take listing 14.5 and visualize the code in terms of blocks.
In figure 14.2, you see that the conditionals have a cascading look.

Within the conditional group, you'll execute only the first branch that evaluates to True.
Whenever you have another if statement at the same level as another if statement,
you're starting another conditional group.
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| num_a 5 |

!

| num_b 7 |

!

| lucky _num = 7 |

i R

/ \

type (num_a) != int
or

type (num_b) != int

False

True

False

(s i |
(e o s

num_a == lucky_nu.m\ False
or

num_b == lucky_num \

\ True

\,
<

Figure 14.2 Visualization of listing 14.5, showing the conditional code blocks
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You can see in figure 14.2 that two major conditional blocks are at the main level: the
one that checks the user input and the one that checks for the lucky number. Using this
visualization, you can even propose a rewrite of the code in listing 14.5 to eliminate the
else statement for the first code block that checks the user input, and convert that to an
elif statement. The code rewrite is in the next listing.

Rewrite of listing 14.5 to convert an else to a series of elifs

num_a =5
num_b =7
lucky_num = 7

if type(num_a) != int or type(num_b) != int:
print("You did not enter integers")
elif num_a > 0 and num b > 0:

print("both numbers are positive") The else block from
elif num_a < 0 and num b < 0: < listing 14.5 converted

print("both numbers are negative") to a series of elif blocks

else:
print("numbers have opposite sign")
if num_a == lucky_num or num_b == lucky_num:
print("you also guessed my lucky number!")
else:
print("I have a secret number in mind...")

As an exercise, you can check all combinations of inputs and compare the outputs of the
code in listing 14.5 and in listing 14.6 to make sure it’s the same.

14.2.3 Thinking in terms of code blocks

It's important to realize that when you decide which branch to execute, you look at only
the particular if-elif-else conditional group, as shown in listing 14.7. The if statement
has one check, to see whether the input from the user is one of the strings in the tuple
greet_en or greet_sp. The other two elifs each have a nested if-elif code block.

Example with multiple if-elif-else code hlocks

greeting = input("Say hi in English or Spanish! ")
greet_en = ("hi", "Hi", "hello", "Hello")
greet_sp = ("hola", "Hola")
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if greeting not in greet_en and greeting not in greet_sp:
print("I don't understand your greeting.")

elif greeting in greet_en:
num = int(input("Enter 1 or 2: ")) \
print("You speak English!")

One code block

HEnum == 1 A nested block made up of if-elif
print(noneu.) pon_taining an ctatomente
elif num == 2: if-elif block

print("two")
elif greeting in greet_sp:
num = int(input("Enter 1 or 2: "))
print("You speak Spanish!")

if = 1:

' numv . . A nested block
print("uno") containing another

elif num == 2: if-elif block

print("dos")

The program will enter only one path through the if-elif-elif, through one of the
following:

= The if when the user enters a greeting that isn’t in greet_en and not in greet_sp
= Through the elif when greeting in greet_en
= Through the elif when greeting in greet_sp

()
Summary

In this lesson, my objective was to teach you how to make decisions by using the if-elif-
else conditional statements, and to teach you how various combinations of their parts
affect the program flow. The decisions you can make are now even more complex,
because you can choose which code to execute. These are the major takeaways:

= Operator precedence is important when evaluating many expressions inside one
conditional.

= The if statement indicates whether to take a detour. The if-elif-else statements
indicate which detour to take.

= Visualize more-complicated programs, which include conditional statements, by
using flowcharts.
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As you're starting to write programs that involve a few concepts, it's important to
actively engage in solving them. Take out a pen and paper and draw out your solution
or write out your thought process. Then open your preferred IDE, type your code, and
then run, test, and debug your program. Don’t forget to comment your code.

Let’s see if you got this...

Q14.1 Write a program that reads in two numbers from the user. The program should
print the relation between the two numbers, which will be one of the following: numbers
are equal, first number is less than the second number, first number is greater than the second

number.

Q14.2 Write a program that reads in a string from the user. If the string contains at
least one of every vowel (a, €, i, 0, u), print You have all the vowels! Additionally, if the
string starts with the letter 2 and ends with the letter z, print And it's sort of alphabetical!



LESSON

CAPSTONE PROJECT: CHOOSE YOUR
OWN ADVENTURE

After reading lesson 15, you'll be able to

= Write code for a choose-your-own-adventure program
= Use branches to set up paths through the program

This capstone project is somewhat open-ended.

THE PROBLEM You'll use conditionals and branching to create a story. At each scene,
the user will enter a word. The word will tell the program which path to continue following.
Your program should handle all possible paths that the user might choose, but doesn’'t need
to handle any unexpected input from the user.
The walk-through you’ll see is one of many possible others; be as creative as you want

with your storyline!

15.1 Outlining the game rules

D)
W=

Anytime you're getting input from users, you should be aware that they might not play
by the rules. In your program, specify what you expect from them and warn them that
anything else might make the program end.

A simple print statement will suffice, as in the following listing.
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Listing 15.1

print("You are on a deserted island in a 2D world.")  How to play
print("Try to survive until rescue arrives!")
print("Any other command exits the program") 4’\

(
print("Available commands are in CAPITAL letters.") <
(
print ("

First LOOK around... “) Unexpected behavior

closes the program.
According to the program rules, you’ll have to handle branches for any input in capital
letters. There’s only one option at the start of the program, to help the user get accus-
tomed to this input format.

15.2 Creating different paths

The general flow of the program is as follows:

= Tell users the choices they have.

= Get user input.

= If the user puts in choice 1, print a message. For this path, if the user now has
more choices, indicate the choices, get input, and so on.

= Otherwise, if the user puts in choice 2, print another message. For this path, if the
user now has more choices, indicate the choices, get input, and so on.

= And so on, for however many choices there are. For each path, if the user now
has more choices, indicate the choices, get input, and so on.

You'll use nested conditionals to create subpaths within paths. One simple program is
shown in listing 15.2. It goes only two conditionals deep; one nested conditional is
inside another. The user can make at most two choices when running the program once.

The code listing begins by asking for user input. Then it makes sure the user under-
stands the rules of the game with a conditional for the keyword LOOK. If the user types
anything else, it shows a message indicating what commands are allowed and what the
user will see. The first conditional checks whether the user typed LOOK. If the user did,
the code gets user input again, and handles one of two possibilities from that input: that
the user typed either LEFT or RIGHT. The code prints a different message for these choices.
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An adventure with only one choice

do = input(":: ") <——— Input from user

if do == "LOOK": 4\
nd ditch.")

print("You are stuck in a sa

Conditional if
print("Crawl out LEFT or RIGHT.") user types LOOK
do = input(":: ") < Input from user
] after user LOOKed
if do == "LEFT": <

print("You make it out and see a ship!") Conditional to check

print("You survived!") if user types LEFT
elif do == "RIGHT": <—

print("No can do. That side is very slippery.")

. " . . . Conditional to
print("You fall very far into some weird cavern.")  check if user

print("You do not survive : (") types RIGHT

else: <
print("You can only do actions shown in capital let‘m

) " g

print("Try again!") A block to remind users
that they can type only
certain commands

Two choices in a program don’t sound fun. You can add more choices for different
scenarios.

15.3 More choices? Yes, please!

%)
D =4

A choose-your-own-adventure game should have more than one or two choices. Use
many nested conditionals to create many subpaths through the code. You can make the
adventure as easy or as hard as you want; for example, out of 20 possible paths through
the code, maybe only one leads to survival.

Figure 15.1 shows one possible code structure. A decision is marked by the user enter-
ing a word. Depending on the chosen word, the user will see a new situation for that
chosen path. The user will continue making choices until the final outcome is reached.
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Look
I
Where to look
Left Right
I
What to eat
Crab Starfish
I
Are you sure
Yes No
Atree
Tree Figure 15.1 Theboxes represent choices
I for the user. The text below the boxes
Drink coconut milk represents the situation. The gray arrows
show the path with the choice made. The
Yes No dotted black lines to a smiley face or a sad
face represent the end of the program, with

1 1
1 1
¥ . ) .
survival or not. Out of five possible
outcomes, only one leads to survival.

The following listing provides the code associated with figure 15.1. Only one path leads
to survival. The user must enter LEFT, then CRAB, then YES, then TREE, and then NO.
Any other choice leads to text indicating that the user has perished on the island.

One possible choose-your-own-adventure code

print("You are stuck in a sand ditch.")
print("Crawl out LEFT or RIGHT.")

) . © First choice
do = input(":: ")

if do == "LEFT": 4—/

print("You see a STARFISH and a CRAB on the sand.")
print("And you're hungry! Which do you eat?")

) . @ Choice for if-branch of @
do = input(":: ")

if do == "STARFISH": 4—/

print("Oh no! You immediately don't feel well.")
print("You do not survive :(")
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© Choice for elif-branch of @

elif do == "CRAB": 4—/

print("Raw crab should be fine, right? YES or NO.")

O Nested choice,

do = input(":: ") 4_/ for if branch of ©
if do == "YES":

print("Ok, You eat it raw. Fingers crossed.")
print("Food in your belly helps you see a TREE.")

© No choice, only
do = input(":: ") one possibility

if do == "TREE": -

print("It's a coconut tree! And you're thirsty!")
print("Do you drink the coconut water? YES OR NO.")

do = input(":: ")
if do == "YES":
_ print("Oh boy. Coconut water and raw crab don't mix.")
grcohmce print("You do not survive : (")
elif do == "NO":
@ Nested print("Good choice.")
choice for elif- print("Look! It's a rescue plane! You made it! \o/")
branch of ©

\\__v elif do == "NO":

print("Well, there's nothing else left to eat.")

print("You do not survive : (") ) .
First choice

elif do == "RIGHT": 4—/

print("No can do. That side is very slippery.")
print("You fall very far into some weird cavern.")
print("You do not survive :(")

In this lesson, my objective was to teach you to use conditionals to write a program in
which the user makes choices to try to survive the scenario outlined at the beginning of
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the program. To create paths for different choices that the user can make after having
already made a choice, you used nested conditionals. Here are the major takeaways:
= Conditionals offer choices to the user.
= Nested conditionals are useful for offering a different set of choices after making
one choice.
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Repeating tasks

In the previous unit, you learned to write code that
automatically makes decisions based on input from
users or computations done within the program. In
this unit, you'll write code that can automatically
execute one or more statements.

Often you’ll find yourself wanting to do the same
task over and over again in code. Computers don’t
mind being told what to do and are especially great
at doing the same task quickly. You'll see how to
use this to your advantage and write code that will
get computers to help you repeat tasks.

In the capstone project, you'll write a program that
will tell you all the words you can make, given a set
of letters. You can use this program when you play
Scrabble to help you make the best words with tiles
from your hand!
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LESSON

REPEATING TASKS WITH LOOPS

After reading lesson 16, you'll be able to

= Understand what it means for a line of code to repeat execution
= Write a loop in a program
= Repeat actions a certain number of times

The programs you've seen so far have statements that are executed once, at most. In the
preceding unit, you learned to add decision points in your programs, which can break
up the flow by making the program react to input. The decision points are governed by
conditional statements that may cause your program to take a detour to execute other
lines of code if a certain condition holds.

These kinds of programs still have a type of linearity to them; statements are executed
top to bottom, and a statement can be executed either zero times or at most one time.
Therefore, the maximum number of statements that can be executed in your program is
the maximum number of lines in the program.
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[y EEEEEEEEEEEEREEREEEEREEREE R R R EEEREEREEREEEREEEEEEREEEEE R RN ERE RN W
Consider this It's a new year, and your resolution is to do 10 push-ups and 20 sit-ups
every day. Look at the following flowchart to determine the number of sit-ups and push-
ups you'll do in one year.

No more
Day days in year
of the year 1, 2, Y Y
3,4, .., 365
No more

Sit-up
sequence 1, 2,
3, 4,..,10

sit-ups left

Do one sit-up.

No more
push-ups left

Push-up
sequence 1, 2, 3,
4,..,20

Do one push-up.

A flowchart illustrating how you can repeat certain tasks. Sit-
ups are repeated 10 times, and push-ups are repeated 20
times. Both sit-ups and push-up sequences are done every
day of the year

Answer: 3,650 sit-ups and 7,300 push-ups

‘-IlllllllllllllllllllllIIIIIIIIIIIIIIIIIIIIIIIIIIIIIIIIIIIIII'
4y prEEEEEEEEEEEEEEEEEREEEEEREREEEEEEREREEEREEEEEEEEREEREREEEREEROEREROERS®
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O -
16.1 Repeating a task

The power of computers comes from their capability to do computations quickly. Using

Dy

what you've learned so far, if you wanted to execute a statement or a slight variation on
a statement more than once, you’d have to type it in your program again so that the
interpreter sees it as a separate command. Doing this defeats the purpose of having a
computer do the work for you. In this lesson, you'll construct loops, which tell the inter-
preter to repeat a certain task (represented by a set of statements) many times.



Repeating a task 145

16.1.1 Adding nonlinearity to programs

In your everyday life, you often repeat a certain task while changing a small part of it.
For example, when you arrive at work or school, you might greet people with “Hi Joe”
and then “Hi Beth” and then “Hi Alice.” This task has something in common among all
the repetitions (the word Hi), but a small part is changed with every repetition (a per-
son’s name). As another example, your shampoo bottle might indicate “lather, rinse,
repeat.” To lather and to rinse can be thought of as smaller subtasks that are both done,
in the same order, with every repetition.

One of the many uses of computers is their capability to perform many computations in
a short time. Doing repetitive tasks is what computers are best at, and programming a
task such as playing every song in a playlist is easy. Every programming language has a
way to tell the computer how to repeat a certain set of commands.

16.1.2 Infinite repetitions

Computers do only what you tell them to do, so you must be careful and explicit in your
instructions. They can’t guess your intentions. Suppose you write a program to imple-
ment the “lather, rinse, repeat” procedure. Pretend you’'ve never used shampoo before
and you're following the instructions without applying any other logic or reasoning.
Notice anything wrong with the instructions? It's unclear when to stop the “lather,
rinse” steps. How many times should you “lather and rinse”? If there’s no set number of
repetitions, when do you stop? These particular instructions are so vague that if you
told a computer to do them, it would perform the “lather, rinse” procedure infinitely. A
better instruction would be “lather, rinse, repeat as needed.” The flowchart in figure
16.1 shows what happens when you tell a computer to “lather-rinse-repeat” and when
you add an “as needed” clause to stop it from infinitely repeating.

Because computers do only what they’re told, they can’t make the decision of whether
to repeat a set of commands on their own. You have to be careful to be specific when
telling the computer to repeat commands: are there a certain number of times you want
the commands to be repeated, or is there a condition that determines whether to repeat
again? In the lather-rinse example, “as needed” was a condition that determined
whether you were going to repeat lather-rinse. Alternatively, you might say that you
want to lather-rinse three times and then stop.
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A. Lather-rinse-repeat B. Lather-rinse-repeat as needed
(no way to end the loop) (ask if you need to repeat)
Lather Lather
Rinse Rinse

Do you
need to lather and
rinse again?

Figure 16.1 The difference
between (A) a lather-rinse-repeat
instruction, which doesn'’t ever
terminate if taken literally and (B)
a lather-rinse-repeat as needed
instruction, which asks whether
to repeat every time

Yes

Finished

Thinking like a programmer

Humans can fill in knowledge gaps and infer certain ideas in different situations. Comput-
ers do only what they're told. When writing code, the computer will execute everything
you write according to the rules of the programming language. A bug doesn’t sponta-
neously appear in your code. If a bug exists, it's because you put it there. Lesson 36 dis-
cusses formal ways to debug your programs.

\.

16.2 Looping a certain number of times

@

In programming, you achieve repetition by constructing loops. One way to stop a pro-
gram from infinitely repeating a set of instructions is to tell it the number of times to
repeat the instructions. The name for this type of loop is a for loop.

16.2.1 for loops

In Python, the keyword that tells you how to loop a certain number of times is for. To
start, here’s one way to use the keyword to repeat a command many times:

Without using loops Using loops

echo"
echo'

print
print

for i in range(4):
print("echo")

( )
( )
print("echo")
print( )
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Without using loops, you have to repeat the same command as many times as you need
to. In this case, the command is printing the word echo four times. But using loops, you
can condense the code into only two lines. The first line tells the Python interpreter the
number of times to repeat a certain command. The second line tells the interpreter the
command to repeat.

“""""‘“""""‘“"‘““““““““““““
4
\ ™\
\ 1 Write a piece of code that prints the word crazy eight times on separate lines. :
2 \Worite a piece of code that prints the word centipede 100 times on separate lines. N

A S S S S S S S S S S S S S N S S S S S S S S S S S S S S S S S S S S S SN S S SSSSSSN S S

Now suppose you're playing a board game; on your turn, you have to roll the dice three
times. After each roll, you move your game piece that many steps. Suppose the player
rolls a 4, then a 2, and then a 6.

Figure 16.2 shows a flowchart of every step. With only three rolls, it’s easy to model the
game by writing commands to do the dice roll and move the piece, repeating those two
actions three times. But this would get messy quickly if you allowed the player to do 100
rolls on their turn. Instead, it’s better to model the player’s turn by using a for loop.

The player rolls the dice three times to get a sequence of values. Represent the number
on the dice as a variable n. The loop goes through the sequence representing the dice
rolls, starting with the first number —in this case n = 4. Using this variable for the num-
ber of steps to take, you move the piece n steps. Then you go to the next number in the
sequence, n = 2, and move the piece 2 steps. Lastly, you go to the final number in the
sequence, n = 6, and move the piece 6 steps. Because there are no more numbers in the
sequence, you can stop moving your piece, and your turn ends.

Listing 16.1 shows the general structure of a for loop. The same structure can be visual-
ized using the flowchart in figure 16.3. The idea is that you're given a sequence of val-
ues. The body of the loop repeats execution as many times as there are values. With each
repetition, you're changing a loop variable to be an item in the sequence of values. The
loop stops repeating when you’ve gone through all the values in the sequence.

Listing 16.1

for <loop_variable> in <values>: 4\ Indicates beginning of loop.

. <loop_variable> systematically
<do something> < N takes on the value of each

Code block to execute for item in <values>.
each item in <values>
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A. No loops

Roll a dice
once, value = 4

l

< move piece
4 steps >

l

Roll a dice
once, value = 2

l

< move piece
2 steps >

l

Roll a dice once,
value = 6

l

< move piece
6 steps >

l

< done with your
turn >

B. With a for loop

Roll a dice
3 times

One possible

n=4,2,6

sequence of values:

< move piece n

Lesson 16 Repeating tasks with loops

No more items
in sequence

steps >
n is next item < done with your
in sequence turn >

Figure 16.2 In both (A] and (B), you roll a dice three times to give you values
4, 2, B. [A] represents how you can move a game piece by explicitly writing out
commands step-by-step. (B) shows how you can represent doing the same thing,
except that you're using a for loop that iterates over the values representing
each dice roll and you're generalizing the values by using a variable n.

Sequence
of values (start
with first
one.)

No more items
in sequence

< do body

of loop >

Next item < exit from
from sequence loop >

Figure 16.3 A general way of writing a for loop.
You start with the first item in the sequence of
values and then execute the body of the loop by
using that item. You get the next item in the
sequence of values and execute the body of the loop
using that item. The loop ends when you've gone
through and executed the body of the loop by using

every item in the sequence.
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A for loop consists of two parts: the for loop line definition, and the code block that gets
executed a certain number of times.

The keyword for tells Python you're introducing a block that will be repeated a certain
number of times. After the keyword, you name a loop variable. This can be any valid
variable name you want. This loop variable automatically changes its value for every
repetition, with subsequent values taken from the values determined by what comes
after the keyword in.

As with conditionals, indentation matters with loops. The indented code block tells
Python that everything in that code block is part of the loop.

O ing N 6
16.3 Looping N times

In the previous section, you didn’t impose any constraints on the sequence of values. It's

often useful to have loops whose sequence of values follows a pattern. For example, a
common and useful pattern is to have the items in a sequence of values be sequentially
increasing 1, 2, 3... until some value N. Because in computer science counting starts
from 0, an even more common sequence of numbers is 0, 1, 2... until some value N -1,
to give a total of N items in a sequence.

16.3.1 Loops over the common sequence O to Nl - 1

If you want to loop N times, you replace the <values> in listing 16.1 with the expression
range(N), where N is an integer number. range is a special procedure in Python. The expres-
sion range(N) yields the sequence 0, 1, 2, 3, ... N-1.

“\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\
4

: What sequence of values does the following evaluate to? \
\ 1 range(1) \
\ o \
\ range(5) \
\ 38 range(100) N
N\

\d
A S S S S S S S S S S S S S S S S S S S S S S S S S S S S S S S S S S S S S S S S SSS S SSSS,

Listing 16.2 shows a simple for loop that repeatedly prints the value of the loop variable v.
In listing 16.2, the loop variable is v, the sequence of values that the loop variable takes on
is given by range(3), and the body of the loop is one print statement.

When the program in listing 16.2 runs, and it first encounters the for loop with range(3),
it first assigns 0 to the loop variable v and then executes the print statement. Then it
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assigns 1 to the loop variable v and executes the print statement. Then it assigns 2 to the
loop variable v and executes the print statement. In this example, this process is repeated
three times, effectively assigning the loop variable the numbers 0, 1, 2.

Listing 16.2
for v in range(3): <—— Vv is the loop variable.
print(“var v is", v) <«—— Prints the loop variable

You can generalize the behavior in listing 16.2 by using a different variable, say n_times,
instead of 3, to give a sequence of numbers denoted by range(n_times). Then the loop will
repeat n_times times. Every time the loop variable takes on a different value, the state-
ments inside the code block are executed.

16.3.2 Unrolling loops

You can also think of loops in a different way. Listing 16.3 shows how to unroll a loop
(write the repeated steps) to see exactly how Python executes the code in listing 16.2. In
listing 16.3, you see that the variable v is assigned a different value. The lines that print
the variable are the same for every different value of v. This code is inefficient, boring,
and error-prone to write because the line to print the value of the variable v is repeated.
Using loops instead of this code is much more efficient to write and easier to read.

Listing 16.3

v=0
. \ The variable v (assigned to O here)

print("var v is is the loop variable from listing 16.2.

=1
Y \ Manually change the

print("var v is", v) value of v to be 1.

v =2
. \ Manually change the

print("var v is", v) value of v to be 2.

In this lesson, my objective was to teach you why loops are useful. You saw what a for
loop does and how to set up a for loop in code. At a high level, a for loop repeats state-
ments that are part of its code block a certain number of times. A loop variable is a
variable whose value changes with every loop repetition going through items in the
loop sequence.
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Sequences can be a series of integers. You saw a special sequence created by the expres-
sion range(N), where N is an integer. This expression creates the sequence 0, 1,2, ... N - 1.
Here are the major takeaways:

= Loops are useful for writing concise and easy-to-read code.

= A for loop uses a loop variable that takes on values from a sequence of items; the
items can be integers.

= When the items in the sequence are integers, you can use a special range expres-
sion to create special sequences.

Let’s see if you got this...

Q16.1 Write a piece of code that asks the user for a number. Then write a loop that iter-
ates that number of times and prints Hello every time. Is it possible to write this code
without using a for loop?
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CUSTOMIZING LOOPS

After reading lesson 17, you'll be able to

= Write more-complicated for loops that start and end at custom values
= Write loops that iterate over strings

You write programs so you can make the user’s life easier in some way, but that doesn’t
mean that the programmer’s experience with writing a program should be tedious.
Many programming languages have added customizations to certain language con-
structs so that a programmer can take advantage of them and write code more efficiently.

Consider this You give your spouse a list of movies you want to watch over the
course of one year. Every odd-numbered movie is action, and every even-numbered
movie is comedy:

= \What pattern can you follow to reliably make sure you watch every comedy
movie in the list?

= \What pattern can you follow to reliably make sure you watch every action mavie
in the list?

Answer:

= (o through the list and watch every other movie, starting with the second in the
list.
= (o through the list and watch every other movie, starting with the first in the list.

152
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@ 17.1 Customizing loops

<
NS ®

You can specify starting values, ending values, and step sizes when using the range key-

word. range(start,end, step) takes at least one number and can take up to three numbers in

its parentheses. The numbering rules are similar to indexing into strings:

The first number represents the index value at which to start.
The middle number represents the index value at which to stop, but for which
the code won't be executed.

The last number represents a step (every “how many numbers to skip”).

You can remember the following rules of thumb:

When you give only one number in the parentheses, this corresponds to the end in
range(start, end,step). The start is by default 0, and the step is by default 1.

When you give only two numbers in the parentheses, this corresponds to the
start and end (in that order) in range(start, end, step). The step is 1 by default.
When you give all three numbers in the parentheses, this corresponds to start,
end, and step (in that order) in range(start, end, step).

Here are examples of using range and the sequence of values to which each corresponds:

range(5) is equivalent to range(0, 5) and range(0,5,1)—0, 1, 2, 3, 4

(
range(2,6)—2,3,4,5
range(6,2) —No values
range(2,8,2)—2,4,6
range(2,9,2) 2,4,6,8

(

range(6,2,-1)—6,5,4,3

‘\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\

”””””'

Y Quick check 17.1 To what sequence of values do the following expressions evaluate? If you\
want to check yourself in Spyder, write a loop that iterates over the ranges and prints the value of
the loop variable:

1 range(0,9)

2 range(3,8)

3 range(-2,3,2)
4 range(5,-5,-3)
5 range(4,1,2)

"’I’I’I’I’I

\d
A S S S S S S S S S S S S S S S S S S S S S S S S S S S S S S S S S S S S S S S S S S SSSSSS

A for loop can iterate over any sequence of values, not just numbers. For example, a

string is a sequence of character strings.
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17.2 Looping over strings

&
=<

D

Recall that a loop variable successively takes on the value of each item in a sequence
with each iteration. A loop variable iterating over the numbers 0, 1, 2 takes on the value
0 the first time through the loop, then the value 1 the second time through the loop, and
then the value 2 the third time through the loop. If you iterate over a sequence of charac-
ters in a string, then instead of a sequence 0, 1, 2, you may have a sequence a, b, c. A loop
variable iterating over the sequence of characters will take on the value a the first time
through the loop, the value b the second time through the loop, and the value c the third
time through the loop.

In section 16.2, you saw the in keyword used in the context of for loops. There, the in
keyword was used when you wanted to iterate over a sequence of values; in section
16.2, the values were numbers from 0 to N. The in keyword can also be used to iterate
over characters in a string, as in the following listing. Given a string, say "abcde", you can
think of it as made up of a sequence of string characters a, b, c, d, e.

Listing 17.1
for ch in "Python is fun so far!": = ch is the loop variable.
print("the character is", ch) <«—— Prints the loop variable

Any string you create has a set length, so a for loop that iterates over every character in a
string will repeat however many times the length of the string is. In listing 17.1, ch is the
loop variable, and this can be named any legal Python variable name. The length of the
string you're iterating over is 21, because spaces and punctuation also count as charac-
ters. The for loop in listing 17.1 repeats 21 times; each time, the variable ch will take on
the value of every different character in the string "Python is fun so far!". Inside the code
block, you're printing the value of the loop variable to the Python console.

“\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\

\4 - . . . .
¢ Quick check 17.2 Write a piece of code that asks the user for input. Then write a loop that
iterates over every character. The code prints vouwel every time it encounters a vowel character. ¢
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The method depicted in listing 17.1 is an intuitive way to iterate over every character in a
string and should always be your go-to method when dealing with characters in a string.
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If Python didn’t allow you to iterate over the characters in a string directly, you'd have to
use a loop variable that iterates over a sequence of integers representing the position of
every character, 0, 1, 2, ... to the length of the string minus 1. Listing 17.2 shows a
rewrite of listing 17.1 using this technique. In listing 17.2, you must create a variable for
the string so you can later access it inside the loop code block. The loop still repeats 21
times, except now the loop variable takes on values 0, 1, 2,...20 to represent every index
location in the string. Inside the code block, you must index into your string variable to
find the value of the character at each index. This code is cumbersome and not nearly as
intuitive as listing 17.1.

Listing 17.2
my_string = "Python is fun so far!" Stores string and its
len_s = len(my_string) length in a variable
for i in range(len_s): < Iterates between O to len_s - 1
print(“the character is", my_string[i]) <—— Indexes into the string

Figure 17.1 shows a flowchart of listing 17.1 (on the left) and listing 17.2 (on the right).
When you iterate over the characters directly, the loop variable gets the value of each
character in the string. When you iterate over the indices, the loop variable gets the
value of integers 0 to the length of the string minus 1. Because the loop variable contains
integers, you have to use the integer to index into the string to retrieve the value of the
character at that position. This is an extra step calculated using my_string[i]. Notice that
you have to keep track of a lot more things in listing 17.2, whereas in listing 17.1 the
loop variable already knows the value of the character directly.

-

Thinking like a programmer

Writing more lines of code or code that looks complicated doesn’t make you a better
programmer. Python is a great language to start with because it's easy to read, so write
your code to follow this idea. If you find yourself writing convoluted logic to achieve a sim-
ple task or repeating yourself several times, take a step back and use a piece of paper
to draw out what you want to achieve. Use the internet to see whether Python has an
easy way to do what you want to do.
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A. lterating over the string directly B. lterating over the string indices

my_string = "Python fun"
len_s = len(my_string)

No more items
in sequence

Sequence
of values for ch:

No more items
in sequence

Sequence
of values for i:
0,1,2,3,4,
5,6,7,
8,9

print ("the character is", ch)

l

L ch is next string in sequence

print ("the character is",
my_string[i]) where my_ string[i]
gets the value of the char at position i

<program 1
exits>

— i is next integer in sequence

<program
exits>

Figure 17.1 Comparison of the flowcharts for (A) listing 17.1 and (B] listing 17.2. In (A}, the loop
variable ch takes on the values of each character. In (B, the loop variable takes on integer values
representing the indices in a string 0 to the length of the string minus 1. In (B] there’s an extra step
inside the body of the loop to convert the loop index into the character at that loop index.

In this lesson, my objective was to introduce you to sequences that can be a series of
integers. You saw that the expression range can be customized by changing the sequence
start value or end value, or even skipping over numbers. Sequences can also be a series
of string characters. You saw how to write code that takes advantage of the capability to
iterate over string characters directly. Here are the major takeaways:

= A for loop uses a loop variable that takes on values from a sequence of items; the
items can be integers or character strings.

= When the items in the sequence are integers, you can use a special range expres-
sion to create special sequences.
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= When the items in the sequence are string characters, the loop variable iterates
over the characters in a string directly as opposed to using the index of the string
as a middleman.

Let’s see if you got this...

Q17.1 Write a program that iterates over all even numbers between 1 and 100. If the
number is also divisible by 6, increment a counter. At the end of your program, print
how many numbers are even and also divisible by 6.

Q17.2 Write a program that asks the user for a number, n. Then use loops to repeatedly
print a message. For example, if the user inputs 99, your program should print this:

99 books on Python on the shelf 99 books on Python
Take one down, pass it around, 98 books left.

98 books on Python on the shelf 98 books on Python
Take one down, pass it around, 97 books left.

..<and so on >

1 book on Python on the shelf 1 book on Python
Take one down, pass it around, no more books!

Q17.3 Write a program that asks the user to input names separated by a single space.
Your program should print a greeting for every name entered, separated by a newline.
For example, if the user enters Zoe Xander Young, your program prints out Hi Zoe and then
on the next line Hi Xander and then on the next line Hi Young. This problem is a bit more
involved. Think back to what you learned about strings; you’ll have to use a loop to look
at every character in the input and save what you see up to a space in a variable repre-
senting the name. Don’t forget to reset your name variable when you see the space!



LESSON

REPEATING TASKS WHILE CONDITIONS
HOLD

After reading lesson 18, you'll be able to

= Understand the syntax of another way to write a loop in a program
= Repeat actions while a certain condition is true

= Exit out of loops early

= Skip statements in a loop

In the previous lessons, you assumed that you knew the number of times you wanted to
repeat a block of code. But suppose, for example, that you're playing a game with your
friend. Your friend is trying to guess a number that you have in mind. Do you know in
advance how many times your friend will guess? Not really. You want to keep asking
them to try again until they get it right. In this game, you don’t know how many times
you want to repeat the task. Because you don’t know, you can’t use a for loop. Python
has another type of loop that’s useful in these kinds of situations: a while loop.

158
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Consider this Using only the information given in the following scenarios, do you
know the maximum number of times you want to repeat the task?

= You have five TV channels and you cycle though using the Up button until you've
checked out what's on every channel.

= Eat a cookie until there are no maore cookies in the box.

= Say “punch buggy” every time you see a VW Beetle.

= Click Next on your jogging song playlist until you’'ve sampled 20 songs.

Answer:

= Yes
= Yes
= No

= Yes
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18.1 Looping while a condition is true

If you have a task that must be repeated an uncertain number of times, a for loop won’t

be appropriate because it won’t work.

18.1.1 Looping to make a guess

Start with a guessing game. You think of a secret word and ask a player to guess your
word. Every time the player makes a guess, tell them whether they’re right. If they’re
wrong, ask again. Keep track of the number of guesses a player makes until they get it
right. Figure 18.1 shows a flowchart of this game.

Listing 18.1 shows an implementation of the game in code. The user is trying to guess a
secret word chosen by the programmer. The user is first prompted to enter a word. The
first time you reach the while loop, you compare the user guess with the secret word. If
the guess isn’t correct, you enter the while loop code block, consisting of three lines. You
first print the number of times the user guessed so far. Then you ask the user for another
guess; notice that the user’s guess is assigned to the variable guess, which is used in the
while loop’s condition to check the guess against the secret word. Lastly, you increment
the number of tries to keep an accurate count of the number of times the user tried to
guess the word.
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secret = "code"
guess = input("Guess a word: ")
tries =1

l

guess !=
SEEEEER

False

Figure 18.1 Flowchart of the guessing
True game. A user guesses a word. The
guessing loop is represented by the gray
diamond, which checks whether the user
guess is equal to the secret word. If it is,
the game finishes. If it isn’t equal, you tell
the player that they’re wrong, ask them to

print guess again, and add 1 to the number of
("o g diElT) times that they made a guess.

print("You tried to guess", tries, "times")
guess = input('"Guess again: ")
tries += 1

After these three lines are executed, you check the condition of the while loop again, this
time with the updated guess. If the user continues to guess the secret word incorrectly,
the program doesn’t go past the while loop and its code block. When the user gets the
secret word correct, the while loop condition becomes false, and the while loop code block
isn’t executed. Instead, you skip the uhile code block, move to the statement immedi-
ately following the while loop and its code block, and print a congratulatory message. In
this game, you must use a while loop because you don’t know the number of wrong
guesses the user will give.

Listing 18.1

secret = "code" Checks whether the
guess is different than

the secret word
tries =1

while guess != secret: 4_/ Asks user again
print("You tried to guess", tries, "timy
guess = input("Guess again: ") <

tries += 1 Reached when
print("You got it!") <~ 9uessis correct

guess = input("Guess a word: ")

At this point, you should notice that the code block has to include a statement to change
something about the condition itself. If the code block is independent of the condition,
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you enter an infinite loop. In listing 18.1, the guess was updated by asking the user to
enter another word.

18.1.2 while loops

In Python, the keyword that begins a while loop is, not surprisingly, while. The following
listing shows a general way of writing a while loop.

Listing 18.2

while <condition>: <

Indicates beginning of loop
<do something>

When Python first encounters the while loop, it checks whether the condition is true. If it
is, it enters the while loop code block and executes the statements as part of that block.
After it finishes with the code block, it checks the condition again. It executes the code
block inside the while loop as long as the condition is true.
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N Write a piece of code that asks the user for a number between 1 and 14.
: If the user guesses right, print You guessed right, my number was and then print the number. Oth- :
erwise, keep asking for another guess. N

*
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18.1.3 Infinite loop

With while loops, it’s possible to write code that will never finish. For example, this piece
of code infinitely prints when will it end?!

while True:
print("when will it end?!")
Letting a program like this run for a long time will slow your computer. But if this hap-
pens, don’t panic! There are a few ways to manually stop a program that entered an
infinite loop, as shown in figure 18.2. You can do one of the following:

= Click the red square at the top of the console.

= Click into the console and then hit Ctrl-C (press and hold the Ctrl key and then
press the C key).

= Click the menu in the console (beside the red square) and choose Restart Kernel.
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I. Red button to stop

program execution
Editor - C:\Users\ana\, spyder2\temp.py & X IPython console \ g x
O temppy B £ [ Console 2/a ] | K3
1while(True): when will it end? C[Rslartkemel Ctrl+.
2 print("when will it end?") when will it end? @ o I P
3 when will it end? pen anew consele ke
when will it end? Connect to an existing kernel

when will it end?
when will it end?
when will it end?
when will it end?
when will it end?
when will it end?
when will it end?
when will it end?
when will it end?
when will it end?

2. Console showing result 3. Menu commands to stop
of the infinite loop program execution

Figure 18.2 To manually exit out of an infinite loop, you can click the red square, or press Ctrl-C, or
choose Restart Kernel from the console menu beside the red square.

18.2 Using for loops vs. while loops

g
W=

D

Any for loop can be converted into a while loop. A for loop iterates a set number of times.
To convert this to a while loop, you need to add a variable whose value is checked in the
while condition. The variable is changed every time through the uhile loop. The following
listing shows a for loop and while loop side by side. The while loop case is more verbose.
You must initialize a loop variable yourself; otherwise, Python doesn’t know to what
variable x you're referring inside the loop. You must also increment the loop variable. In
the for loop case, Python does these two steps automatically for you.

Listing 18.3
With a for loop Indicates With a while loop
beginning < = 0
of loop -
for x in range(3): <-/ Initializes  while x < 3:
print("var x is", x) loop print("var x is", x)
variable
X += 1 4\

Increments
loop variable
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In listing 18.3, you have to create another variable. You must manually increment its
value inside the while loop; remember that the for loop increments the value of the loop
variable automatically. Figure 18.3 shows how to visualize the code in listing 18.3.

A. Code executed with a for loop B. Code executed with a while loop
No more items x=0
Sequence in sequence
= of values for x: l

0,1,2

print("var x is", x)

l

x is next integer in sequence

<program end>

True

Figure 18.3 (A] shows the for loop
code that prints the value of the loop
variable with each iteration of the loop. (B)
shows the while loop code and how the
variables in change values when the for
loop is converted into a while loop. You
have to create your own variable and
increment it yourself inside the body of
the while loop. Additionally, you have to
write a conditional as a function of your
variable that will cause the body of the
while loop to repeat three times.

False
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Any for loop can be converted into a while loop. But not all while loops can be converted
into for loops, because some while loops don’t have a set number of times to iterate. For
example, when you ask the user to guess a number, you don’t know how many tries the
user will take to guess the number, so you don’t know what sequence of items to use
with a for loop.
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Quick checlk 18.2 Rewrite the following code with a for loop:
password = "robot fort flower graph"
space_count = 0
i=0

while i < len(password):
if password[i] == " ":
space_count += 1
i+=1
print(space_count)
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Thinking like a programmer

In programming, there’s usually more than one way to do something. Some ways are terse, and some are ver-
bose. A good Python programmer should find a way to write code that's as simple and short as possible, while
being easy to understand.

18.3 Manipulating loops

You’ve seen the basic structure of for and while loops. Their behavior is straightforward,

but they’re a bit limiting. When you use a for loop, you go through the loop as many
times as you still have items in your sequence of values (either integers or string charac-
ters). With a while loop, the only way to stop repeating it is for the while loop condition to
become false.

But to write more-flexible code, you may want the option to exit out of a for loop early.
Or you may want to exit out of a while loop early if an event happens inside the code
block that’s independent of the while loop condition.
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18.3.1 Exiting early out of a loop

The only way that you know how to exit out of a while loop is for the while condition to
become false. But you'll often want to exit out of a loop early (either a for or while loop).
A keyword in Python, break, makes it possible to exit out of a loop whenever Python exe-
cutes that keyword, even if the while loop condition is still true. Listing 18.4 shows exam-
ple code using the break keyword.

In listing 18.4, you see the addition of an extra condition within the loop to check
whether the user tried to guess at least 100 times. When that condition is true, you print
a message and break out of the loop. When you encounter the break statement, the loop
immediately terminates; nothing after the break statement, but within the loop, is exe-
cuted. Because there’s now a possibility of exiting the loop for causes other than the user
getting the word right, you have to add a conditional after the loop to check why the
loop terminated.

Listing 18.4

secret = "code"

max_tries = 100

guess = input("Guess a word: ")
tries =1

while guess != secret:

print("You tried to guess", tries, "times")
Breaks out of loop
when exceed max_tries

print("You ran out of tries.")
break «—

guess = input("Guess again: ")

if tries == max_tries:

tries += 1
if tries <= max_tries and guess == secret: Checks why exited
print("You got it!") out of loop

Why does this code have an extra if statement after the while loop? Think about what
happens in two cases: the user guesses the secret word, or the user runs out of tries. In
either case, you stop executing the while loop and execute any statements right after the
while loop block. You want to print a congratulatory message only if the exit from the
loop was due to the correct guess. The congratulatory message has to come after the
while loop terminates, but you can’t just print the message outright. The while loop may
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have terminated because the user ran out of tries; you just don’t know why you exited
the while loop.

You need to add a conditional that checks whether the user still has tries left and
whether the user’s guess matched the secret. The conditional ensures that if the user still
has tries left, you exited the while loop because the user guessed the secret word and not
because the user ran out of tries.

Thinking like a programmer

It's always a good idea to create variables to store values that you're going to reuse
many times in your code. In listing 18.4, you created a variable named max_tries to haold
the number of times to ask the user to guess. If you ever decide to change the value, you
have to change it in only one place (where it's initialized) instead of trying to remember
everywhere you used it.

The break statement works with for and while loops. It can be useful in many situations,
but you have to use it with caution. If you have loops within loops, only the loop that
the break statement is a part of terminates.

“"““"‘““"‘““"‘“““““““““““““
o \

Write a program that uses a while loop to ask the user to guess a secret
word of your choosing. The user gets 21 tries. When the user gets it right, end the program. If
the user uses up all 211 tries, exit the loop and print an appropriate message. :

A
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18.3.2 Going to the beginning of a loop

The break statement in the previous section caused any remaining statements in a loop to
be skipped, and the next statement executed was the one right after the loop.

Another situation you might find yourself in is that you want to skip any remaining
statements inside a loop and go to the beginning of the loop to check the conditional
again. To do this, you use the continue keyword, which is often used to make code look
cleaner. Consider listing 18.5. Both versions of the code do the same thing. In the first
version, you use nested conditionals to make sure all conditions are satisfied. In the sec-
ond version, the continue keyword skips all subsequent statements inside the loop and
fast-forwards to the beginning of the loop with the next x in the sequence.
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Comparing code that does and doesn’t use the continue keyword

#HHE Version 1 of some code #HHt
x =0
for x in range(100):
print("x is", x)
if x > 5:
print("x is greater than 5")
if x%10 != 0:
print("x is not divisible by 10")
if x==2 or x==4 or x==16 or x==32 0I X==64:
print("x is a power of 2")
# perhaps more code

#HHE Version 2 of some code #HHt
x =0
for x in range(100):
print("x is", x)
if x <= 5:
» continue

print("x is greater than 5") Get here
if x%10 == 0: X~ whenx>5

continue Get here when
print("x is not divisible by 10") <«—— x%101=0

if x!=2 and x!=4 and x!=16 and x!=32 and x!=64:
continue
print("x is a power of 2") “~

# perhaps more code Get here when x is

. .. 2, 4, 16, 32, or 64
Skips remaining

loop statements

In listing 18.5, you can write two versions of the same code: with and without the con-
tinue keyword. In the version that contains the continue keyword, when the conditionals
evaluate to true, all remaining statements in the loop are skipped. You go to the begin-
ning of the loop and assign the next value for x, as if the loop statements are executed.
But the code that doesn’t use the continue keyword ends up being a lot more convoluted
than the one that does. In this situation, it's useful to use the continue keyword when you
have a lot of code that you want to execute when a bunch of nested conditions hold.
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()
Summary

In this lesson, my objective was for you to write programs that repeat certain tasks with

awhile loop. while loops repeat tasks while a certain condition holds.

Whenever you write a for loop, you can convert it into a while loop. The opposite isn’t
always possible. This is because for loops repeat a certain number of times, but the con-
dition for entering inside a while loop might not have a known, set number of times that
it can happen. In the examples, you saw that you can ask the user to enter a value; you
don’t know how many times the user will enter the wrong value, which is why a uhile
loop is useful in that situation.

You also saw how to use the break and continue statements within loops. The break state-

ment is used to stop executing all remaining statements inside the innermost loop. The
continue statement is used to skip all remaining statements inside the innermost loop and
continue from the beginning of the innermost loop.

Here are key takeaways from this lesson:

= uhile loops repeat statements as long as a certain condition holds.

= A for loop can be written as a while loop, but the opposite may not be true.

= A break statement can be used to exit a loop prematurely.

= A continue statement can be used to skip remaining statements in the loop and
check the while loop conditional again or go to the next item in the for loop
sequence.

= There’s no penalty for trying one kind of loop (for or while) and finding it's not
working out in your program. Try out a couple of things and think of it as trying
to put together a coding puzzle.

Let’s see if you got this...

Q18.1 This program has a bug. Change one line to avoid the infinite loop. For a few
pairs of inputs, write what the program does and what it’s supposed to do.

num = 8
guess = int(input("Guess my number: "))
while guess != num:

guess = input("Guess again: ")
print("Right!")

Q18.2 Write a program that asks a user whether they want to play a game. If the user
enters y or yes, indicate that you're thinking of a number between 1 and 10 and ask the
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user to guess the number. Your program should continue asking the user to guess the
number until they get it right. If they get it right, print a congratulatory message and
then ask if they want to play again. This process should be repeated as long as the user
enters y or yes.



LESSON

CAPSTONE PROJECT: SCRABBLE, ART
EDITION

After reading lesson 19, you'll be able to

Apply conditionals and loops to write a more complicated program
Understand what’s being asked of you in a program

Draw up a plan of how to solve a problem before starting to code
Break the problem into smaller subproblems

Write code for the solution

You're playing a simpler version of Scrabble with your kids. The kids have been win-

ning most games so far, and you realize it's because you aren’t picking the best word

from

the given tiles. You decide that you need a bit of help in the form of a computer

program.

THE PROBLEM \\Vrite a program that can tell you words that you can form from a set of
tiles; the set of all valid words is a subset of all the English words (in this case, only words
related to art). When dealing with choosing the best word from the given tiles, here are
some details to remember:

= Allvalid words related to art are given to you as a string, each word separated by a newline. The
string organizes the words by length, shortest to longest. All valid words contain only letters in
the alphabet [no spaces, hyphens, or special symbols). For example,

170
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art
hue

ink
0il
pen
wax
clay
draw
film

crosshatching

The number of tiles you get can vary; it's not a fixed number.

Letters on tiles don’t have point values; they're all worth the same.

The tiles you get are given as a string. For example, tiles = "hijklmnop".

Report all valid words you can form with your tiles in a tuple of strings; for example, ('ink',
‘0il', 'kiln').

19.1 Understanding the problem statement

W=

"

This programming task sounds involved, so try to break it into a few subtasks. There are
two big parts to this problem:

= Represent all the possible valid words in a format that you can work with. Con-
vert the words from a long string of characters into a tuple of string words.

= Decide whether a word in the list of all valid words can be made with the set of
tiles you're given.

19.1.1 Change the representation of all valid words

Let’s tackle the first part, which will help you create a tuple of all the valid words so you
can work with them later. You need to do this step because if you keep the valid words
as is, you have a big string of characters that’s hard to work with.

The set of all valid words is given to you as a string. To the computer, each “line” that a
human sees isn’t a line with a word on it, but a long sequence of characters.
Draw out the problem

It's always a good idea to start with a small sketch of what you need to do. To the human
eye, the string looks nicely organized, and you can tell the words apart, but the computer
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doesn’t know the concept of words in a string, only single characters. The computer sees

something like """art\nhue\nink\noil\n...\ncrosshatching""".

The line breaks that you can see with your eyes are single characters themselves, each
called the newline (or linebreak) character, represented by \n. You'll have to find out the
position of every newline character so you can separate each word. Figure 19.1 shows
how you might think about this in a more systematic way.

annonnannn
0 1 2 3 4 5 6 7 8 9 10

Start
4
S
Py
ANEOONnEHNnR N
Found o 1 2 3 4 5 6 7 8 9 10

word 4 /4

$ §

w
aunonnannn
0 1 2 3 4 5 6 7 8 9 10

Start
next 1 /4
52
S W

Figure 19.1 Converting a string of characters into words. In the top example
named start, you can keep track of where you are in the character string by
using a start and end pointer. In the middle example named found word, you stop
changing end when you reach a newline character. In the bottom example
named start next, you reset the start and end pointers to the character right
after the newline.

With this simple sketch, you can already see how to achieve this task. The start and end
pointers start at the beginning of the big string. As you're looking for a newline charac-
ter to mark the end of the word, you’ll increment the end pointer until you find the \n. At
that point, you can store the word from the start pointer to the end pointer. Then, move
both pointers to one index past the newline character to start looking for the next word.
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Come up with some examples

Write some test cases that you may want to think about as you’re writing your program.
Try to think of simple cases and complex ones. For example, all valid words might be

just one word, such as words = """art""", or it might be a few words, such as the example

given in the problem statement.

Abstract the problem into pseudocode

Now that you have an idea of how to convert characters to words, you can start writing
a mixture of code and text to help you put the big picture into place, and to start think-
ing about the details.

Because you need to look at all letters in the string, you need a loop. In the loop, you
decide whether you’ve found a newline character. If you found the newline character,
save the word and reset your pointer indexes. If you didn’t find a newline character,
keep incrementing only the end index until you do. The pseudocode might look like this:

word_string = art
hue

ink

set start and end to O
set empty tuple to store all valid words
for letter in word_string:
if letter is a newline:
save word from start to ends in tuple for all valid words
reset start and end to 1 past the newline character
else:
increment end

19.1.2 Making a valid word with the given tiles

Now you can think about the logic for deciding whether you can make a valid word
using the given tiles, with the valid word coming from the list of allowed words.
Draw out the problem

As usual, it helps to draw what you need to do. The logic for this part of the problem

can be approached in a couple of ways:

= You can start by looking at the tiles in your hand. Find all combinations of them.
Then you can look at each combination of letters and see whether they match any
of the valid words.
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= You can start by looking at the valid words and see whether each can be made
using the tiles you have.

(Thinking like a programmer
This part is crucial when you're trying to decide which way to approach a problem. The
process of drawing helps you think of a few ways before settling on one. If you start to
code immediately, you'll feel boxed into one path that may or may not even be appropri-
ate for the problem at hand. The process of sketching will help you see what issues may
arise with a few solutions without committing to any yet. y

The first option, although possibly more intuitive, is a bit harder to implement with
what you know so far because it involves finding all combinations and permutations of
all the tiles. The second option is more appropriate at this time. Figure 19.2 illustrates
the second option.

Valid words

[ Al R Tiles

]
{H : } Hnnnn

AEHv.. DEEx. OEEx.

el

Figure 19.2 Given the valid words and a set of tiles, start with the first valid word and check whether
all its letters are in the set of tiles. If so, add it to the set of words you can make. If at least one letter is
in a valid word but not in the tiles, you can’t make the word.

You'll go through each valid word and then look at each letter in that word, checking
whether you can find the letter in your tiles. After you've gone through all the letters of
the word and you're able to find them in your tiles, you can make that word with your
tiles. As soon as you find that there’s one letter not in your tiles, you can immediately
stop because you can’t make that word.
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Come up with some examples

Coming up with examples can help you determine special situations you may have to
take care of in your code. Here are some examples of tiles you may want to make sure
your code can handle:

= A single tile—in this case, you can’t make any valid word.

= All the tiles given make exactly one valid word —with tiles = "art", you can make
the word art.

= All the tiles given make exactly two valid words—with tiles = "euhtar”, you can
make art and hue.

= You can make one valid word but have extra tiles left over —with tiles = "tkabr",
you can make art and have k and b left over.

= You have only one tile of a certain letter, but a valid word uses two of that letter —
with tiles = "colr", you can’t make the word color because you have only one o.

Abstract the problem into pseudocode

With pseudocode, you can start to think about more of the details that you discovered
while coming up with examples. You'll need to go through each valid word to see
whether you can make it with your tiles, so you'll need a loop. Then you'll go through
each letter in that word; you'll need a nested loop inside the first one. You can immedi-
ately exit the inner loop as soon as you find one letter that isn’t in your tiles. But if each
letter you look at is in your tiles, keep going.

This logic has two tricky parts: (1) how to keep track of words that have multiples of the
same letter and (2) how to tell when you found the full word in your tiles. You don’t
have to outline exactly how to do these in the pseudocode, but you should be able to tell
whether they’re issues that can be resolved. I can tell you that they can be resolved, and
you'll see how in the next section. The pseudocode for this part might be

for word in valid words:
for letter in word:

if letter not in tiles:
stop looking at remaining letters and go to next word
else:
remove letter from tiles (in case of duplicates)
if all letters in valid word found in tiles:
add word to found words

Notice that there’s a lot going on and a few more variables to keep track of in this prob-
lem than you're used to! Without thinking about the problem first, you'd quickly get
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lost. At this point, with an understanding of the major components to this problem, you
can start to write the code. An important first step is deciding how to divide your code
into smaller, more manageable chunks.

~

Thinking like a programmer

Dividing code into smaller pieces is a necessary and important skill for a programmer
for a few important reasons:

= | arge problems look less intimidating after they're broken into smaller pieces.

= Pieces are easier to code when you can focus on only the relevant parts of the
problem.

= Pieces are much easier to debug than an entire program, because the number
of possible inputs to a module is typically a lot smaller than the number of possi-
ble inputs to your entire program.

When you know that each separate piece works as expected, you can put them together
to create your final program. The more you program, the more you'll get the hang of
what would make a good, coherent piece of code.

19.2 Dividing your code into pieces

W=

You can now start thinking about how to divide the code into small chunks of logic. The
first chunk is usually to look at the input given and extract all the useful information
you want to use.

= Set up the valid words related to art (as a string) and set up the tiles you're start-
ing out with (as a string).

= Set up initializations for start and end pointers to find all valid words.

= Set up an empty tuple to add to it all valid words as you find them.

= Set up an empty tuple for the words found in your tiles.

Listing 19.1 provides the code for these initializations. You'll notice something new: a
string variable that contains characters within two sets of triple quotes. The triple quotes
allow you to create a string object that spans multiple lines. All characters inside the tri-
ple quotes are part of the string object, including line breaks!
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Scrahhble: Art Edition code for initializations

words = """

art 4\
hue

. Valid words
ink as a big string

crosshatching Empty tuple for
W all valid words

tiles = "hijklmnop" / Initializes a pointer to the
all valid words = () beginning of index search

start = 0

end = 0 ‘ﬁ
found_words = () Initializes a pointer
Empty tuple for to the end of index
words found in tiles search

In this program, the second chunk of logic is to convert the big string of all words into a
tuple containing string elements as each word. With the pseudocode written previously,
all you have to do is convert the English parts to code. The one part you must be careful
of is how to add the valid word to your tuple of valid words. Notice that the word you
find is a single word that’s added to the tuple, so you'll have to use the concatenation
operator between your valid words tuple and the singleton tuple of the word that you
just found.

Listing 19.2 shows the code. Pointers start and end are initially 0, pointing to the first
character. Words are read as one big string, so you iterate through each character. When
the character is a newline, you know that you’ve reached the end of a word. At that
point, you save the word by indexing using the start and end pointer positions. Then,
reset the pointers to be one position past the newline’s position; this is the character that
starts the next valid word. If the character isn’t a newline, you're still reading what word
it is, so move only the end pointer over.

Scrahble: Art Edition code to get all valid words

Iterates through
every character Checks whether .
the character is Adds singleton tuple
) a newline to current all valid
for char in words: words tuple

if char == "\n": 4-/

all_valid_words = all_valid_words + (words[start:end],) 4/
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start = end + 1 Moves start and end pointers
end = end +1 to start of next word

else:
end = end + 1 <«—— Moves only end pointer

The third and last chunk of logic is to check whether each of the valid words can be
made using your tiles. As with the previous chunk, you can copy the pseudocode and
fill in the blanks. A couple of interesting things to note were left unanswered in the
pseudocode: (1) how to keep track of words that have multiples of the same letter and
(2) how to tell when you found the full word in your tiles.

To solve (1), you can write code that removes tiles as they're matched from a valid word.
With each new valid word, you can use a variable named tiles_left, initially all the tiles
you have, that keeps track of the tiles you have left. As you iterate through each letter in
a valid word and find that it’s in your tiles, you can update tiles_left to be all the letters
except the letter just found.

To solve (2), you know that if you found all the tiles and you’ve been removing tiles
from tiles_left as you find them, then the number of tiles removed plus the length of the
valid word are going to be equal to the number of tiles you started with.

The following listing shows the code. There’s a nested loop in this code. The outer one
goes through each valid word, and the inner one goes through each letter for a given
valid word. As soon as you see a letter in a word that’s not in your tiles, you can stop
looking at this word and go on to the next one. Otherwise, keep looking. The variable
tiles_left stores the tiles you have left after checking whether a letter from a valid word is
in your tiles. Every time you find that a letter is in your tiles, you get its position and
make a new tiles_left with all the remaining letters. The final step is to check whether
you made a full, valid word with your tiles by using up all the letters. If so, add the word.

Listing 19.3

Looks at every tiles_left deals with
( valid word duplicate tiles
for word in all valid words:
) ] Looks at every letter
tiles_left = tiles < in a valid word
for letter in word: «—
if letter not in tiles_ left:

break

Stops looking if letter
not in tiles_left
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else:

index = tiles left.find(letter)

tiles_left = tiles_left[:index]+tiles_left[index+1:] <~\\\

if len(word) == len(tiles)-len(tiles_left): Removes letter

found_words = found_words + (word,) < and makes a
new tiles_left

print (found_words)

Adds word to Checks whether

Finds position of found_words found entire word

letter in tiles_left

At the end, you print all the words you can make. But you can tweak the results you get
to choose words that are only a certain length, or only words that are the longest, or
words that contain a certain letter (whatever you prefer).

()
Summary

In this lesson, my objective was to show you how to think about approaching compli-
cated problems and to walk you through a real-life problem for which you could use

programming to write a custom program for your situation. Understanding a problem
before coding can be a major confidence boost. You can use pictures or simple input val-
ues and expected outputs to help refine your understanding of the problem.

When you understand the problem, you should write a few pieces of pseudocode. You
can use a mixture of English and code to see whether you'll have to break up the prob-
lem further before starting to code.

The final step is to look at the visual representation and the abstractions you came up
with and use these as natural divisions in your code. These smaller pieces are easier to
handle when coding, and they also provide natural points for taking a break from cod-
ing to test and debug the code.

Here are the key takeaways:

= Understand the problem being asked by drawing a couple of relevant pictures.

= Understand the problem being asked by coming up with a few simple test cases
that you can write out.

= Generalize parts of the problem to come up with formulas or the logic for accom-
plishing each part.

= Pseudocode can be useful, especially for writing algorithm logic that includes
conditionals or looping constructs.

= Think in terms of code pieces and ask whether the code has any natural divi-
sions—for example, initializing variables, implementing one or more algorithms,
and cleanup code.






Organizing your code into
reusable blocks

In the preceding unit, you learned how to write
code that automatically repeats tasks. Your pro-
grams are now getting pretty complicated!

In this unit, you’ll see how to start organizing your
code into functions. Functions are reusable blocks of
code that can be called upon at any point in your
program to do a certain task. Functional code
blocks can take in input, perform operations, and
send back their results to whatever part of the pro-
gram needs it. Using functions will make your code
look much neater and easier to read.

In the capstone project, you'll write a program that
reads in data from two files: one file has names and
phone numbers of your friends, and the other file
has area codes and the states that they’re from. Your
program will tell you the number of friends you
have and the states they’re from.
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LESSON

BUILDING PROGRAMS TO LAST

After reading lesson 20, you'll be able to

= Understand how a bigger task is divided into modules
= Understand why you should hide away details of complicated tasks

= Understand what it means for tasks to be dependent on or independent of
other tasks

You saw how useful loops are at getting the computer to repeat a certain group of state-
ments many times. As you're writing code, it's important to be aware of how you can
harness the power of computers to make life easier for you. In this lesson, you’ll take this
idea a step further to see how to divide a larger program into smaller mini-programs,
each one constructed to achieve a specific task.

For example, if you think about the process of building a car as a large program, you'd
never build one machine that builds the entire car. That would be one extremely compli-
cated machine. Instead, you’d build various machines and robots that focus on doing
different and specific tasks: one machine might assemble the frame, one might paint the
frame, and another might program the on-board computer.

183
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Consider this You're getting married! You don’t have time to take care of everything
on your own, so you want to hire people to take care of various tasks. \Write some tasks
that you can outsource.

Answer: Find and book venue, decide on catering (food, bar, cake), finalize guest list
(invite people, keep track of attendees, seating), decorate, hire officiant, and dress up
the wedding party.

W IR ERERRRREEEE,
4ppsrnnnnnnnnnt

*
Cp g pEEE R R EEEEE R R R EEREREEEEEREEEREREEREREEREREREREERRERRERRRRRRRRRRnOn®

- e bio fask
20.1 Breaking a hig task into smaller tasks

The main idea behind taking one task and breaking it into smaller tasks is to help you

write programs more effectively. If you start with a smaller problem, you can debug it
quicker. If you know that a few smaller problems work as expected, you can focus on
making sure they work well together as opposed to trying to debug a large and complex
one all at once.

20.1.1 Ordering an item online

Think about what happens when you order an item online. You start by putting your
personal information on a website order form, and you end with getting the item deliv-
ered to your house. This entire process can be broken into a few steps, as you can see in
figure 20.1:

1 You fill in a web form to place the order. The order information goes to the seller,
who extracts the important details: what item, how many, and your
name/address.

2 Using the item type and number, the seller (a person or a robot) finds the item in
a warehouse and gives it to the packer.

The packer takes the item(s) and puts them in a box.

4 Using your name/address, someone else makes a shipping label.

The box is matched with a label, and the package is sent to the post office, which
takes care of finding your house and delivering the package.

Figure 20.1 shows how to divide the big task of ordering an item into five other sub-
tasks. Each subtask might be handled by separate people or machines and represent dif-
ferent specialties in the process of ordering an item online.

This example also illustrates a few other important ideas. The first idea is task depen-
dence/independence.
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Find in Box
e X ware- —| Item(s) them |— Box
i Item name | house up

=
@
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Extract . | Send
order —> | via mail

details Person name !
Person address | isi
’ Vi _»IE (No visible
label output)

Figure 20.1 One possible way to divide the task of ordering an item online into smaller, self-contained,
and reusable subtasks. Each gray box represents a task. Things to the left of the box are the inputs to a
task, and things to the right are outputs of the task.

DEFINITION A task depends on another one if it can’t start before the other one com-

pletes. Two tasks are independent if they can be performed at the same time.
Some tasks depend on the completion of others, whereas some tasks are completely
independent. You first do the task “extract order details.” You use its output to do the
“find item in warehouse” and the “make label” tasks. Notice that these last two tasks
are independent of each other and can be done in any order. The task “box them up”
depends on the task “find in warehouse.” The “send via mail” task depends on both
“box them up” and “make label” tasks to be finished before it can begin.

““"“““““‘“““““‘“““““““““““\\
Are the following actions dependent or independent?
1 (1) Eating pie and (2] writing 3.14158927 on a piece of paper.
2 (1) You don'’t have an internet connection and (2] you can’t check your email.
3 (1) It's January 1 and (2] it's sunny.
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DEFINITION Abstraction of a task is a way to simplify the task such that you understand

it by using the least amount of information; you hide all unnecessary details.
To understand what happens when you order an item online, you don’t need to under-
stand every detail behind the scenes. This brings us to the second idea: abstraction. In
the warehouse example, you don’t need to know the details of how to find an item in a
warehouse; whether the seller employs a person to get your item or whether they use a
sophisticated robot doesn’t matter to you. You need to know only that you supply it an
“item name” and an “item count” and that you get back the items requested.

Broadly speaking, to understand a task, you need to know only what input a task needs
before starting (for example, personal information on a form) and what the task will do
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(for example, items show up at your door). You don’t need to know the details of each
step in the task to understand what it does.
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>
¢

For each of the following, what are possible inputs and outputs (if any)?
Ask what items you need in order to perform each action and what items you get out of doing the
action:
1 Writing a wedding invitation
Making a phone call
Flipping a coin
Buying a dress
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The third idea is of reusable subtasks.

DEFINITION Reusable subtasks are tasks whose steps can be reused with different

inputs to produce different output.
Sometimes you want to do a task that’s slightly different from another one. In the ware-
house example, you might want to find a book in the warehouse or you might want to
find a bicycle. It wouldn’t make sense to have a separate robot for every item that you
might want to retrieve. That would lead to too many robots that kind of do the same
thing! It's better to make one robot that can find any item you want. Or to make two
robots: one that can retrieve big items and one for small items. This trade-off between
creating subtasks while making the subtasks generic enough to be reusable can be sub-
jective. With a little bit of practice in the next few lessons, you'll get the hang of striking
a good balance.

“""""""""“““"‘““““““““““““
4 Divide the following task into smaller subtasks: “Research the history of

~\cr‘ayons, write a five-page paper, and give a presentation.” Draw diagrams similar to figure 20.1.
.
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20.1.2 Understanding the main points

When you deal with tasks, consider each one a black box.

DEFINITION A black box is a way to visualize a system that does a certain task. A black
box on top of the system reminds you that you don’t get to [or need to) see inside the box in
order to understand what the system does.
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Right now, you don’t need to know how that task is accomplished; you're only trying to
visualize your overall system in terms of these smaller tasks without getting bogged
down in their details.

Take the task “find in warehouse” from figure 20.1 and look at figure 20.2 to see one way
the task could look under the black box. Without a black box, you get more details on
how the task is implemented —what steps and actions are done using the inputs. But
these details don’t help you understand the task itself; the details of the task implementa-
tion aren’t important or necessary to understand what the task does. In some situations,
seeing these details might even create more confusion. Ultimately, the inputs and out-
puts to the overall system are the same with and without the black box over the system.

With a i Iltem name é_» ARG L+ ltem(s)
Black Box | Item count ! ware-
[ ! house
s N Person Scan Put Push
Withouta | Item name ! walks each item(s) cart
i —| — — — — |tem(s)
Black Box ! Item count ; along shelf for ona back to
Moo ‘ every row item(s) cart office

Figure 20.2 “Find in warehouse” shown with and without a black box over the task. Seeing the
details of how the item is found and retrieved in the warehouse doesn’t add any more
understanding of the task itself.

Each task is a sequence of actions or steps. These steps should be generic enough that
they can be repeated for any appropriate inputs. How do you determine what’s an
appropriate input? You need to document your black boxes so that whoever wants to
use them knows exactly what's expected of them in terms of inputs to supply and out-
puts they’ll get back.

- | - |
20.2 Introducing black hoxes of code in programming

The programs you’ve seen so far have been simple enough that the entire program is a

black box. The tasks you’ve been given aren’t complex enough to warrant having spe-
cialized pieces of code to do different tasks; your entire programs have been pieces of
code to each do one task.

Your programs so far have mostly done the following: (1) ask the user for input, (2) do
some operations, and (3) show some output. From now on, you'll find it helpful and
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necessary to divide the program into smaller and more manageable pieces. Each piece
will solve part of the puzzle. You can put all the pieces together to implement a larger
program.

In programming, these tasks are considered black boxes of code. You don’t need to
know how each block of code works. You only need to know what inputs go into the
box, what the box is supposed to do, and what output the box gives you. You're
abstracting the programming task to these three pieces of information. Each black box
becomes a module of code.

DEFINITION A code module is a piece of code that achieves a certain task. A module is
associated with input, a task, and output.

20.2.1 Using code modules

Modularity is the division of a big program into smaller tasks. You write code for each
task separately, independent of other tasks. In general, each code module is supposed to
stand on its own. You should be able to quickly test whether the code that you wrote for
this module works. Dividing a larger task in this way makes the larger problem seem
easier and will reduce the time it takes you to debug.

20.2.2 Abstracting code

You likely watch TV and use a remote to change the channel. If I gave you all the parts
necessary to build a TV and a remote, would you know how to put them together?
Probably not. But if I assembled the TV and the remote for you, would you know how to
use the two to achieve a task such as changing the channel? Probably. This is because
you know the inputs of each item, what each item is supposed to do, and what each
item outputs. Figure 20.3 and table 20.1 show inputs, behavior, and output for the pro-
cess of using a remote with a TV.

Generates
Remote Push button a wireless —| Wireless signal
signal
See or hear
Image on
TV | Wireless signal TV cf?anges | something Figure 20.3 Black box
different view of a remote and a TV
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Table 20.1 Input, behavior, and output of a TV and remate for changing the channel or the volume

Item Input Behavior Output
Remote  Push a button Generates a signal depending on the but- A wireless signal
ton pressed
TV A wireless signal  Image on the screen changes (wholeimage  What you see or hear
from a remote or a volume bar appears) or volume changes
changes

In programming, abstraction aims to present ideas at a high level. It's the process of doc-
umenting what a piece of code does, with three key bits of information: inputs, the task,
and outputs. You've seen black boxes represented using this information.

Abstraction in code eliminates the details of how the code for a task/module is imple-
mented; instead of looking at the code for a module, you look at its documentation. To
document the module, you use a special type of code comment, called a docstring. A
docstring contains the following information:

= All inputs to the module—Represented by variables and their types.
= What the module is supposed to do—Its function.

s What output the module gives you — This might be an object (variable) or it might be
something that the module prints.

You'll see examples of code and docstrings in the next lesson.

20.2.3 Reusing code

Suppose someone gives you two numbers, and you want to be able to do four opera-
tions on the numbers: add, subtract, multiply, and divide. The code might look like the
following listing.

Listing 20.1

a=1 Variables a and b are used to
b =2 doa+b,a-b,a*b,anda /b.

print(a+

X

(
print(
print(

(

a+b)
a-b)
a*b)
print(a/b)
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In addition to this code, you also want to add, subtract, multiply, and divide a different
pair of numbers. Then yet another pair of numbers. To write a program that does the
same four operations on many pairs of numbers, you'd have to copy and paste the code
in listing 20.1 and change the values of a and b a bunch of times. That sounds tedious,
and looks ugly, as you can see in the following listing! Notice that the code to do the

Lesson 20 Building programs to last

operations themselves is the same no matter what variables a and b are.

Listing 20.2

Code to do operations
ona=1andb=2

Code to do operations
ona=3andb=4

Code to do operations
ona=5andb=6

This is where the idea of reusability comes into play.
The part where you do operations and print the
results of the operations is common across any pairs
of numbers a and b. It doesn’t make sense to copy and
paste it every time. Instead, think of this common set
of operations as a black box; the inputs to this black
box change (as does the output). Figure 20.4 shows a
black-box view of a task that can do four simple
mathematical operations on any two numbers, a and
b, where a and b are now inputs to the black box.

Do operations:
- add
- subtract
- multiply
- divide

Figure20.4 Black-boxview of code
that adds, subtracts, multiplies, and

divides any two numbers
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Now, instead of copying and pasting code in a program and changing a small part of it,
you can write a black box around the code, which is reusable. The box is a code wrapper
that adds a piece of functionality to the program. You can write programs that are more
complex by reusing wrappers you already wrote. The code in listing 20.2 can be
abstracted away using the black-box concept to become something like the following.
Variables a and b still change, but now you're using code wrapped up in a black box. The
four lines of code to do the four mathematical operations are simplified as one bundle
under a black box.

Listing 20.3

=1
-2 (Not actual code)

) ) placeholder for a
wrapper for operations_with_a_and_b > black box that does

=3 four operations
=4

wrapper for operations_with_a_and_b > <

=5

=6

wrapper for operations_with_a_and_b > <
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In the next lesson, you'll see the details on how to write the wrappers for the black boxes
around code. You'll also see how to use these wrappers in your program. These wrap-
pers are called functions.

) 20.3 Subtasks exist in their own environments

& o)

Think about doing a group project with two other people; you must research the history

of telephones and give a presentation. You're the leader. Your job is to assign tasks to the
other two people and to give the final presentation. As the leader, you don’t have to do
any research. Instead, you call upon the two other group members to do research, and
they relay their results to you.

The other two people are like smaller worker modules helping you with the project.
They’re in charge of doing the research, coming up with results, and giving you a sum-
mary of their findings. This demonstrates the idea of dividing a larger task into subtasks.

Notice that you, as the leader, aren’t concerned with the details of their research. You
don’t care whether they use the internet, go to the library, or interview a random group
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of people. You just want them to tell you their findings. The summary they give you
demonstrates the idea of abstraction of details.

Each person doing the research might use an item that has the same name. One might
read a children’s picture book named Telephone and one might read a reference book
named Telephone. Unless these two people pass a book to each other or communicate
with each other, they have no idea what information the other is gathering. Each
researcher is in their own environment, and any information they gather stays only with
them —unless they share it. You can think of a code module as a mini-program to
achieve a certain task. Each module exists in its own environment, independent from
the environment of other modules. Any item created inside the module is specific to the
module, unless explicitly passed on to another module. Modules can pass items
through output and input. You'll see many examples of how this looks in code in the
next lesson.

In the group project example, the group project is like the main program. Each person is
like a separate module, each in charge of doing a task. Some tasks may communicate with
each other, and some may not. For larger group projects, some people in the group might
not need to share information with others if they’re in charge of independent pieces. But
all group members communicate with the leader to relay information gathered.

Each person does the research in a separate environment. They might use different
objects or methods to do the research, each being useful only in the environment of that
one person. The leader doesn’t need to know the details of how the research takes place.
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N Draw a black-box system for the task of researching the telephone in a
: group project setting described in this section. Draw a black box for each person and indicate :
that each person may take as input and may output. :
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Summary

=

N
;

In this lesson, my objective was to teach you why it’s important to view tasks as black
boxes and, ultimately, as code modules. You saw that different modules can work
together to pass information to each other to achieve a larger goal. Each module lives in
its own environment, and any information it creates is private to that module, unless
explicitly passed around through outputs. In the bigger picture, you don’t need to know
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the details of how modules accomplish their specific tasks. Here are the major take-
aways:
= Modules are independent and in their own self-contained environments.
= Code modules should be written only once and be reusable with different inputs.
= Abstracting away module details allows you to focus on the way many modules
work together to accomplish a larger task.

Let’s see if you got this...

Q20.1 Divide the following task into smaller subtasks: “A couple orders at a restaurant

and gets drinks and food.” Draw a diagram.



LESSON

ACHIEVING MODULARITY AND
ABSTRACTION WITH FUNCTIONS

After reading lesson 21, you'll be able to

= Write code that uses functions
= Write functions with (zero or more) parameters
= Write functions that (may or may not) return a specified value

= Understand how variable values change in different function environments

In lesson 20, you saw that dividing larger tasks into modules can help you to think
about problems. The process of breaking up the task leads to two important ideas: mod-
ularity and abstraction. Modularity is having smaller (more or less independent) prob-
lems to tackle, one by one. Abstraction is being able to think about the modules
themselves at a higher level, without worrying about the details of implementing each.
You already do this a lot in your day-to-day life; for example, you can use a car without
knowing how to build one.

These modules are most useful for decluttering your larger tasks. They abstract certain
tasks. You have to figure out the details of how to implement a task only once. Then you
can reuse a task with many inputs to get outputs without having to rewrite it again.

194
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Consider this For each of the following scenarios, figure out what set of steps would
make sense to abstract into a module:

= You're in school. Your teacher is taking attendance. She calls a name. If the stu-
dent is there, that student says their name. Repeat this process for every stu-
dent taking that class.

= A car manufacturer is assembling 100 cars a day. The assembly process is
made up of (1) assembling the frame, (2] putting in the engine, (3] adding the
electronics, and (4] painting the body. There are 25 red, 25 black, 25 white, and
25 blue cars.

Answer:

= Module: Call a name

= Module: Assemble the frame
Module: Put in the engine
Module: Add electronics
Module: Paint each car
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21.1 Writing a function

In many programing languages, a function is used to stand for a module of code that

achieves a simple task. When you’re writing a function, you have to think about three
things:

= What input the function takes in

= What operations/calculations the function does

= What the function returns

Recall the attendance example from the preceding “Consider this” exercise. Here’s a
slight modification of that situation, along with one possible implementation using
functions. Functions start with a keyword def. Inside the function, you document what
the function does between triple quotes —mention what the inputs are, what the func-
tion does, and what the function returns. Inside the function shown in listing 21.1, you
check whether every student in the classroom roster is also physically present in the
classroom, with a for loop. Anyone matching this criteria gets their name printed. At the
end of the for loop, you return the string finished taking attendance. The word return is also
a keyword associated with functions.
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A function to take class attendance

def take attendance(classroom, who_is here): <—— Function definition
classroom, tuple
who_1is_here, tuple Function
. . . s . specification
Checks if every item in classroom is in who_is_here (docstring)
And prints their name if so.

Returns "finished taking attendance"

for kid in classroom:

if kid in who_is here: <4 N

Checks whether the

print (kid) student is also in the
return "finished taking attendance" who_is_here tuple

Loops over every ) 3 Prints the name of
student in class Returns a string the kid who’s here

Listing 21.1 shows a Python function. When you tell Python that you want to define a
function, you use the def keyword. After the def keyword, you name your function. In
this example, the name is take_attendance. Function names abide by the same rules that
variables do. After the function name, you put in parentheses all inputs to the function,
separated by a comma. You end the function definition line with a colon character.

How does Python know which lines of code are part of a function and which aren’t? All

lines that you want to be a part of the function are indented —the same idea used with
loops and conditionals.

“‘““““""""""""“““““““““““‘\
: Quick check 21.1  Wnrite a line to define functions with the following specifications:

\ 1 A function named set_color that takes in two inputs: a string named name (representing
: the name of an object) and a string named color (representing the name of a color)
\ 2 A function named get_inverse that takes in one input: a number named num

\ 3 A function named print_my_name that doesn't take in any inputs

"llllll/
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21.1.1 Function basics: what the function takes in

You use functions to make your life easier. You write a function so you can reuse its guts
with different inputs. This allows you to avoid having to copy and paste the implemen-
tation with only a couple of variable values changed.

All inputs to a function are variables called parameters, or argquments. More specifically,
they’re called formal parameters, or formal arguments, because inside the function defini-
tion these variables don’t have any value. A value is assigned to them only when you
make a call to a function with some values, which you'll see how to do in a later section.

RN e S S SRR R XSS S SSSSSSSSSSSSSSS SN
:’ Quick check 21.2 For the following function definitions, how many parameters does each
\ takein?

: 1 def func_1(one, two, three):

: 2 def func_2():

\ 3 def func_3(head, shoulders, knees, toes):

*
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21.1.2 Function basics: what the function does

When you write the function, you write the code inside the function assuming that you
have values for all the parameters to the function. The implementation of a function is
just Python code, except it starts out indented. Programmers can implement the func-
tion in any way they want.

RS S S S SN N NN N N NSNS S S N NN NN NN N S SSSSSSSSSSSSN
Quick check 21.3 Are the bodies of each of the following functions written without any
errors?

1 def func_1(one, two, three):
if one == two + three:
print("equal")
2 def func_2():
return(True and True)
3 def func_3(head, shoulders, knees):

’Q
N
\
\
\
\
\
\
\
\
\
\
\
\ return "and toes"

4
\d
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21.1.3 Function basics: what the function returns

Functions should do something. You use them to repeat the same action on a slightly
different input. As such, function names are generally descriptive action words and
phrases: get_something, set_something, do_something, and others like these.

eSS RN NN SN RNRNSNRNSNRNRNRSNRRNRSNN NSNS CNSNCNSNSNCNCNCNCNCNC"NCNCNCNCNCNCNCNRTRTRTRTRERTRTRTRETRTTW
Quick check 21.4 Come up with an appropriate name for functions that do each of the
following:

1 A function that tells you the age of a tree

2 A function that translates what your dog is saying

3 A function that takes a picture of a cloud and tells you the closest animal it resembles

4 A function that shows you what you'll look like in 50 years

<
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A function creates its own environment, so all variables created inside this environment
aren’t accessible anywhere outside the function. The purpose of a function is to perform
a task and pass along its result. In Python, passing results is done using the return key-
word. A line of code that contains the return keyword indicates to Python that it has fin-
ished with the code inside the function and is ready to pass the value to another piece of
code in the larger program.

In listing 21.2, the program concatenates two string inputs together and returns the
length of the resulting concatenation. The function takes in two strings as parameters. It
adds them and stores the concatenation into the variable named word. The function
returns the value len(word), which is an integer corresponding to the length of whatever
value the variable word holds. You're allowed to write code inside the function after the
return statement, but it won’t be executed.

Listing 21.2
lI:unct:lon defll_’nlt:lon; takes in Concatenates
C WO parameters two parameters

def get_word_length(wordl, word2): /
word = wordl+word?2 <
return len(word) <
print("this never gets pr;;;;;T;—‘~§\‘\\\\\\

Return statement;

returns the length of

Nothing after the return the concatenation

statement is executed
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Quick check 21.5 What does each function return? What is the type of the return variable?
1 def func_1(sign):
return len(sign)
2 def func_2():
return (True and True)
3 def func_3(head, shoulders, knees):

O
&
N
\
\
\
\
\
\
\
\ return("and toes")
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21.2 Using functions

s D)
W= ®

In section 21.1, you learned how to define a function. Defining a function in your code
only tells Python that there’s now a function with this name that’s going to do some-
thing. The function doesn’t run to produce a result until it's called somewhere else in the

code.

Assume that you've defined the function word_length in your code, as in listing 21.2. Now
you want to use the function to tell you the number of letters in a full name. Listing 21.3
shows how to call the function. You type in the name of the function and give it actual
parameters—variables that have a value in your program. This is in contrast to the formal
parameters you saw earlier, which are used when defining the function.

How to make a call to a function

def word_length(wordl, word2):

word = wordl+word2 Function definition
return len(word) code for word_length

print("this never gets printed")

lengthl = word_length("Rob", "Banks") Each line calls the function
" e . with different inputs and
length2 = word_length("Barbie", "Kenn") assigns the return from

length3 = word_length("Holly", "Jolley") the function to a variable.

print("One name is", lengthl, "letters long.") Each I )
print("Another name is", length2, "letters long.") tl‘?:valr?:bﬁ):srjts
print("The final name is", length3, "letters long.")
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Figure 21.1 shows what happens with the function call word_length("Rob", "Banks"). A new
scope (or environment) is created whenever a function call is made and is associated
with that specific function call. You can think of the scope as a separate mini-program
that contains its own variables, not accessible to any other part of the program.

After the scope is created, every actual parameter is mapped to the function’s formal
parameter, preserving the order. At this point, the formal parameters have values. As
the function progresses and executes its statements, any variables that are created exist
only in the scope of this function call.

FUNCTION CALL: (1)
word_length("Rob", "Banks")
SCOPE OF: g g

word_length(wordl, word2)
Figure 21.1 \What happens when you make a

wordl: | Rob (3) function call in @? With @ and ©, the first

wordz: ['BAnKE e parameter is mapped in the function’s scope.
With @ and @, the second parameter is
word: RobBanks (@ mapped. @ is another variable created inside

the function. @ is the return value. After the
Returns: |8 [7) function returns, the function scope disappears
along with all its variables.

21.2.1 Returning more than one value

You may have noticed that a function can return only one object. But you can “trick” the
function into returning more than one value by using tuples. Each item in the tuple is a
different value. This way, the function returns only one object (a tuple), but the tuple has
as many different values (through its elements) as you want. For example, you can have
a function that takes in the name of a country and returns one tuple whose first element
is the latitude of the country’s center and whose second element is the longitude of the
country’s center.

Then, when you call the function, you can assign each item in the returned tuple to a dif-
ferent variable, as in the following listing. The function add_sub adds and subtracts the
two parameters, and returns one tuple consisting of these two values. When you call the
function, you assign the return result to another tuple (a,b) so that a gets the value of the
addition and b gets the value of the subtraction.
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Listing 21.4
def add_sub(nl, n2):
_ Returns a tuple with
add = nl + n2 addition and
sub = nl - n2 subtraction values
return (add, sub) «—

(a, b) = add_sub(3,4) = Assigns result to a tuple
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Quick check 21.6
1 Complete the following function that tells you whether the number and suit match the
secret values and the amount won:
def guessed_card(number, suit, bet):

L

/

money_won = 0
guessed = False
if number == 8 and suit == "hearts":
money_won = 10*bet
guessed = True
else:
money_won = bet/10
# write one line to return two things:
# how much money you won and whether you
# guessed right or not
2 Use the function you wrate in (1). If executed in the following order, what do the following
lines print?
® print(guessed_card(8, "hearts", 10))
m print(guessed_card("8", "hearts", 10))
® guessed_card(10, "spades", 5)
= (amount, did_win) = guessed_card("eight", "hearts", 80)
print(did_win)

\ print (amount)

A S S S S S S S S S S S S S S S S S S S S A S S S S S S S S S S S S SSSSSS S\ ¢

T T T T T T T T T T T T T T T T T T T T T T e
’0
T T T T T T T T T T T T T T T T T T T T Ty

21.2.2 Functions without a return statement

You may want to write functions that print a message and don’t explicitly return any
value. Python allows you to skip the return statement inside a function. If you don’t
write a return statement, Python automatically returns the value None in the function. None
is a special object of type NoneType that stands for the absence of a value.

Look through the example code in listing 21.5. You're playing a game with kids. They’re
hiding, and you can’t see them. You call their names in order:
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= If they come out from their hiding spot to you, that’s like having a function that
returns an object to the caller.

= If they yell out “here” and don’t show themselves, that’s like having a function
that doesn’t return the kid object but does print something to the user. You need
to get an object back from them, so they all agree that if they don’t show them-
selves, they throw at you a piece of paper with the word None written on it.

Listing 21.5 defines two functions. One prints the parameter given (and implicitly
returns None). Another returns the value of the parameter given. There are four things
going on here:

= The first line in the main program that’s executed is say_name("Dora"). This line
prints Dora because the function say_name has a print statement inside it. The result
of the function call isn’t printed.

= The next line, show_kid("Ellie"), doesn’t print anything because nothing is printed
inside the function show_kid, nor is the result of the function call printed.

= The next line, print(say_name("Frank")), prints two things: Frank and None. It prints
Frank because the function say_name has a print statement inside it. None is printed
because the function say_name has no return statement (so by default returns None),
and the result of the return is printed with the print around say_name("Frank").

= Finally, print(show_kid("Gus")), prints Gus because show_kid returns the name passed
in, and the print around show_kid("Gus") prints the returned value.

Listing 21.5

def say_name(kid): < Takes in a string with kid name

print(kid) “—— Doesn't explicitly return anything,
so Python returns None

def show_kid(kid): < Takes in a string with kid name

return kid < Returns a string
say_name("Dora") < Prints “Dora” to the console
show_kid("Ellie") « Doesn’t print anything to the console
print(say_name("Frank")) < Prints Frank, then None, to the console
print(show_kid("Gus")) < Prints Gus to the console

One particularly interesting line is print(say_name("Frank")). The function call itself prints
the name of the kid, Frank. Because there’s no return statement, Python returns None auto-
matically. The line print(say_name("Frank")) is then replaced with the return value to give
print(None), which then prints the value None to the console. It's important to understand
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that None isn’t an object of type string. It's the only value for an object of type NoneType.

Figure 21.2 shows which returned value replaces each function call.

Function call

Behind the scenes

return{None )

,/—‘-T\
return{"E1li")} ’

return{ "Gus" )}
{ )

Figure 21.2 Four combinations,
representing calling a function that doesn’t
return a value, calling a function that returns
something, printing the result of calling a
function that doesn’t return a value, and
printing the result of calling a function that
returns something. The black box is the
function call, and the gray box is what
happens behind the scenes when the
function is called. If the function doesn’t have
an explicit return statement, return None is
automatically added. The black dotted line
indicates the value that will replace the
function call.
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return doing

def make_sentence(who, what):
doing = who+" is "+what

def show_story(person, action, number, thing):

””””””””’””””””"’

what = make_sentence(person, action)

num_times = str(number) +

my_story = what +
print(my_story)

who = "Hector"
what = "eating"
thing = "bananas"
number = 8

+ thing
+ num_times

1 sentence = make_sentence(who, thing)

o b n

print(your_story)

print(make_sentence(who, what))
your_story = show_story(who, what, number, thing)
my_story = show_story(sentence, what, number, thing)

Quick check 21.7 Given the following function and variable initializations, what will each Iin;\
print, if executed in the following order?

*
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) 21.3 Documenting your functions
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In addition to functions being a way to modularize your code, they’re also a way to
abstract chunks of code. You saw how abstraction is achieved by passing in parameters
so that the function can be used more generally. Abstraction is also achieved through
function specifications, or docstrings. You can quickly read the docstrings to get a sense of
what inputs the function takes in, what it is supposed to do, and what it returns. Scan-
ning the text of a docstring is much quicker than reading the function implementation.

Here’s an example of a docstring for a function whose implementation you saw in list-
ing 21.1:

def take attendance(classroom, who is here):

classroom, tuple of strings

who_is_here, tuple of strings

Prints the names of all kids in class who are also in who_is here
Returns a string, "finished taking attendance"

A docstring starts inside the function, indented. The triple quotes """ denote the start

and end of the docstring. A docstring includes the following:
= Each input parameter name and type

= A brief overview of what the function does
= The meaning of the return value and the type

e Summary

.<' o)
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In this lesson, my objective was for you to write simple Python functions. Functions take
in input, perform an action, and return a value. They’re one way that you can write reus-
able code in your programs. Functions are modules of code written in a generic way. In
your programs, you can call a function with specific values to give you back a value. The
returned value can then be used in your code. You write function specifications to docu-
ment your work so that you don’t have to read an entire piece of code to figure out what
the function does. Here are the major takeaways:

= Function definitions are just that —definitions. The function is executed only
when it’s called somewhere else in the code.
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= A function call is replaced with the value returned.

= Functions return one object, but you can use tuples to return more than one
value.

= Function docstrings document and abstract details of the function implementa-

tion.
Let’s see if you got this...
Q21.1

1 Write a function named calculate_total that takes in two parameters: a float
named price, and an integer named percent. The function calculates and returns a
new number representing the price plus the tip: total = price + percent * price.

2 Make a function call to your function with a price of 20 and a percent of 15.

3 Complete the following code in a program to use your function:

my_price = 78.55

my_tip = 20

# write a line to calculate and save the new total

# write a line to print a message with the new total



LESSON

ADVANCED OPERATIONS WITH
FUNCTIONS

After reading lesson 22, you'll be able to

Pass functions (as an object) as a parameter to another function
Return a function (as an object) from another function

= Understand which variables belong to which scope based on certain rules

Before formally learning about functions in lesson 21, you saw and used functions in

simple code. Here are some of the functions you’ve been using already:

len()-For example, len("coffee")

range()-For example, range(4)

print()-For example, print("Witty message")

abs (), sum(),max(),min(), round(), pow()-For example, max(3,7,1)
str(),int(),float(),bool()-For example, int(4.5)

206
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*

Consider this For each of the following function calls, how many parameters does
the function take in, and what's the value of type returned?

= len("How are you doing today?")
®  max(len("please"), len("pass"), len("the"), len("salt"))
m  str(525600)
= sum((24, 7, 365))
Answer:

= Takes in one parameter, returns 24

= Takes in four parameters, returns 6

= Takes in one parameter, returns "525600"
= Takes in one parameter, returns 396
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22.1 Thinking about functions with two hats

Recall that a function definition defines a series of commands that can be called later in

a program with different inputs. Think of this idea like building a car and driving a car:
someone has to build a car in the first place, but after they build it, the car sits in a
garage until someone wants to use it. And someone who wants to use the car doesn’t
need to know how to build one, and that person can use it more than once. It may help
to think about functions from two perspectives: someone writing a function, and some-
one who wants to use a function. Sections 22.1.1 and 22.1.2 briefly review the main ideas
you should have picked up in the previous lesson.

22.1.1 Writer hat

You write the function in a general way so that it can work with various values. You
generalize the function by pretending that the inputs given are named variables. The
inputs are called formal parameters. You do the operations inside the function, assuming
you have values for these parameters.

Parameters and variables defined inside a function exist only in the scope (or environ-
ment) of the function. The function scope exists from the time that the function is called
to the time that the function returns a value.

The way you abstract a module is by a function specification, or docstring. A docstring is

a multiline comment starting with triple quotes and ending with triple quotes, """.



208 Advanced operations with functions

Inside the docstring, you typically write (1) what inputs the function is supposed to take
in and their type, (2) what the function is supposed to do, and (3) what the function
returns. Assuming the inputs are according to the specification, the function is assumed
to behave correctly and guaranteed to return a value according to the specification.

22.1.2 User hat

Using a function is easy. A function is called in another statement in your main program
code. When you call a function, you call it with values. These values are the actual param-
eters and replace the function’s formal parameters. The function performs the operations
it's supposed to by using the actual parameter values.

The output from the function is what the function returns. The function return is given
back to whichever statement called the function. The expression for the function call is
replaced with the value of the return.

SO :
22.2 Function scope

The phrase “what happens in Vegas stays in Vegas” is an accurate representation of

what happens behind the scenes during a function call; what happens in a function code
block stays in a function code block. Function parameters exist only within the scope of
the function. You can have the same name in different function scopes because they
point to different objects. You get an error if you try to access a variable outside the func-
tion in which it’s defined. Python can be in only one scope at a time and knows only
about variables whose scope it’s currently in.

22.2.1 Simple scoping example

It’s possible for a function to create a variable with the same name as another variable in
another function, or even in the main program. Python knows that these are separate
objects; they just happen to have the same name.

Suppose you're reading two books, and each has a character named Peter. In each book,
Peter is a different person, even though you're using the same name. Take a look at list-
ing 22.1. The code prints two numbers. The first number is 5, and the second is 30. In this
code, you see two variables named peter defined. But these variables exist in different
scopes: one in the scope of the function fairy_tale, and one in the main program scope.
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Listing 22.1
def fairy_tale(): <— Function definition
peter = 5 — . -
Variable inside

print(peter) <

Prints 5 function named peter

20 with a value of 5
peter =

fairy_tale() Function call that creates
o m a new scope, prints 5,
print(peter) < rints then the call returns None

] ] and the scope ends
First line to execute

inside main program,
creates a variable named
peter with a value of 30

22.2.2 Scoping rules

Here are the rules for deciding which variable to use (if you have more than one with
the same name in your program):
= Look in the current scope for a variable with that name. If it’s there, use that vari-
able. If it's not, look in the scope of whatever line called the function. It's possible
that another function called it.
= If there’s a variable with that name in the caller’s scope, use that.
= Successively keep looking in outer scopes until you get to the main program
scope, also called the global scope. You can’t look further outside of the global
scope. All variables that exist in the global scope are called global variables.
= If a variable with that name isn’t in the global scope, show an error that the vari-
able doesn't exist.

The code in the next four listings show a few scenarios for variables with the same name
in different scopes. There are a couple of interesting things to note:
= You can access a variable inside a function without defining it inside a function.
As long as a variable with that name exists in the main program scope, you won't
get an error.
= You can’t assign a value to a variable inside a function without defining it inside
the function first.

In the following listing, function e() shows that you can create and access a new variable
with the same name as a variable in your global scope.
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A function that initializes a variahle

def e():
v=>5
print(v) <+—— Uses v from function
v =1 Function call OK; uses
- v inside the function
e() D

In the next listing, function £() shows that it’s OK to access a variable even if it's not cre-
ated inside the function, because a variable of that same name exists in the global scope.

A function that accesses a variable outside its scope

def £():

print(v) <+—— Access variables outside scope
v=1
£() <—— Function call OK; uses v from the program

In the following listing, function g() shows that it's OK to do operations with variables
not defined in the function, because you're only accessing their values and not trying to
change them.

A function that accesses more than one variable outside its scope

def g():

print (v+x) <+—— Access only variables
v =1 Function call OK; uses v and
X =2 x from the global scope

a() 4-/

In the following listing, function h() shows that you're trying to add to the value to a
variable inside the function without defining it first. This leads to an error.

A function that tries to modify a variahle defined outside its scope

Performs an operation on

def h(): / variable v before defining

it inside the function

v
h() <+—— Function call gives an error
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Functions are great because they break your problem into smaller chunks rather than
having hundreds or thousands of lines to look at all at once. But functions also intro-
duce scope; with this, you can have variables with the same name in different scopes
without them interfering with each other. You need to be mindful of the scope you're
currently looking at.

Thinking like a programmer

You should start to get in the habit of tracing through a program. To trace through a pro-
gram, you should go line by line, draw the scope you're in, and write any variables and
their values currently in the scope.

The following listing shows a simple function definition and a couple of function calls.
In the code, you have one function that returns "odd" if a number is odd, and "even" if it’s
even. The code within the function doesn’t print anything, it only returns the result. The
code starts running at the line nun = 4 because everything above it is a function defini-
tion. This variable is in the global scope. The function call odd_or_even(num) creates a scope
and maps the value 4 to the formal parameter in the function definition. You do all the
calculations and return "even" because the remainder when 4 is divided by 2 is 0.
print(odd_or_even(num)) prints the returned value, "even". After printing, you calculate odd-
_or_even(5). The return from this function call isn’t used (isn’t printed), and no operations
are performed on it.

Listing 22.6

def odd_or_even(num): 4\ Function definition takes

num = num%2 4\ one parameter, num

1t num == 1: Remainder when
return "odd" num is divided by 2
else:
return "even" Variable in global scope

/A function call that
num = 4 prints its return
print(odd_or_even(num)) -
odd_or_even(5) a—

A function call that doesn’t
do anything with its return

Figure 22.1 shows how you might draw a trace of a program. The one tricky thing is that
you have two variables named nun. But because they’re in different scopes, they don’t
interfere with each other.
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def odd_or_even (num): GLOBAL SCOPE
?‘Em = num%2 odd_or_even: ' SOME
if num == 1:
return "odd" CODE
num: 4
o else:
return "even"
— num = 4
print (odd_or_even (num) )
print (num)
> def odd_or_even (num): def odd_or_even (num) : def odd_or_even (num):
num = num$2 — num = num$2 num = num$2
if num == 1: if num == 1: if num == 1:
return "odd" return "odd" return "odd"
else: else: else:
return "even" return "even" > return "even'
num = 4 num = 4 num = 4
print (odd_or_even (num) ) print (odd_or_even (num) ) print (odd_or_even (num) )
print (num) print (num) print (num)
s s s
GLOBAL SCOPE GLOBAL SCOPE GLOBAL SCOPE
0 odd_or_even: odd_or_even: odd_or_even:
SOME SOME SOME
num: 4 SobE num: 4 SODE num: 4 Clonrg
N J N J N
s N s N s
SCOPE OF SCOPE OF SCOPE OF
odd_or_even (4) odd_or_even (4) odd_or_even (4)
returns: 222 returns: (222 returns: | "even"
num: 4 num: 0 num: 0
N J N J N
def odd_or_even (num): GLOBAL SCOPE f PRINTS: ‘:
num = num$2 odd_or_even: | SOME i even E
if num == 1: CODE 14 E
return "odd" num: 4 N e .
else:
9 return "even"
num = 4
print (odd_or_even (num) )
|—> print (num)
[

Figure 22.1 @ A trace of a program that indicates whether a number is odd or even. At each line, you
draw the scope you're in along with all variables existing in that scope. In @ you start the program and are
at the line with the arrow. After that line executes, the scope of the program contains a function definition
and a variable named num. In @ you just made the function call print (odd_or_even(num)). You create a
new scope. Notice that the global scope still exists but isn't in focus right now. In the left panel of @, you
have the parameter num as a variable with the value 4. In the middle panel of @ you're executing the line
num=num%2 inside the function call and reassign, only in the function call scope, the variable num to be 0. In
the right panel of @ you make the decision and return "even". In @ the function returned "even" and the
scope of the function call disappeared. You're back in the global scope and perform the two prints. Printing
the function call shows "even" and printing the num shows 4 because you're using the num variable from
the global scope.
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Y Quick check 22.1 For the following code, what will each line print?
def f(a, b):
X = atb
y = a-b
print(x*y)
return x/y
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22.3 Nesting functions

Just as you can have nested loops, you can have nested functions. These are function

definitions inside other functions. Python knows only about an inner function inside the
scope of the outer function—and only when the outer function is being called.

Listing 22.7 shows a nested function stop() inside the function sing(). The global scope is
the main program scope. It has one function definition for sing(). The function definition
at this point is just some code. The function doesn’t execute until you make a function
call. When you try to say stop() in the main program scope, you get an error.

Inside the definition of sing(), you define another function named stop() that also con-
tains code. You don’t care what that code is until you make a function call. Inside sing(),
the stop() call doesn’t cause an error because stop() is defined inside sing(). As far as the
main program is concerned, only function sing is its scope.

def sing(): Function definition
inside sing()
def stop(line): 4/ g
print("STOP",line)

stop("it's hammer time") o )
stop("in the name of love") Eﬁ;ﬁég:'?g;‘;gg £

stop("hey, what's that sound")
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stop()  <«—

sing() Error because stop() doesn’t
exist in the global scope
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Quick checlk 22.2  For the following code, what will each line print?

def add one(a, b):

X = a+l

y = b+l

def mult(a,b):
return a*b

return mult(x,y)

< X T o
Il
o U1 N

1 print(add_one(x, vy
2 print(add_one(a, b
3 print(add_one(x, a
4 print(add_one(y, b
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22.4 Passing functions as parameters

W=

You've seen objects of type int, string, float, and Boolean. In Python, everything is an
object, so any function you define is an object of type function. Any object can be passed
around as a parameter to a function, even other functions!

You want to write code to make one of two sandwiches. A BLT sandwich tells you it has
bacon, lettuce, and tomato in it. A breakfast sandwich tells you it has egg and cheese in
it. In listing 22.8, b1t and breakfast are both functions that return a string.

A function sandwich takes in a parameter named kind_of_sandwich. This parameter is a func-
tion object. Inside the sandwich function, you can call kind_of_sandwich as usual by adding
parentheses after it.

When you call the sandwich function, you call it with a function object as a parameter. You
give it the name of a function for the sandwich you want to make. You don’t put paren-
theses after blt or breakfast as the argument because you want to pass the function object
itself. If you use blt() or breakfast(), this will be a string object because this is a function
call that returns a string.
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Passing a function object as a parameter to another function
def sandwich(kind of sandwich): \

print("-------- ") kind_of sandwich
print (kind_of_sandwich ()) 4\ is a parameter.
print("-------- ) kind_of_sandwich with

parentheses indicates

def blt(): a function call.

my_blt = " bacon\nlettuce\n tomato"
return my_blt

def breakfast():

my_ec = " eggegg\n cheese"

return my_ec Uses the function
name only (the object)

print(sandwich(blt)) 4—/

PS A A A A A A A A A A A R A A A A A AN e e e e e

*

J Quick check 22.3 Draw a trace of the program in listing 22.8. At each line, decide the

\ scope, what's printed, the variables and their values, and what the function returns, if anything. :
\d

\\\\\\\“‘\\\\\\\\\\“‘\\\\\\\\\\“‘\\\\\\\\\\““‘

=4 22.5 Returning a function

Sn

Because a function is an object, you can also have functions that return other functions.
This is useful when you want to have specialized functions. You typically return func-
tions when you have nested functions. To return a function object, you return only the
function name. Recall that putting parentheses after the function name makes a function

call, which you don’t want to do.

Returning a function is useful when you want to have specialized functions inside other
functions. In listing 22.9, you have a function named grumpy, and it prints a message.
Inside the function grumpy, you have another function named no_n_times. It prints a mes-
sage, and then inside that function you define another function, named no_m_more_times.
The innermost function no_m_more_times prints a message and then prints no n + m times.

You're using the fact that no_m more_times is nested inside no_n_times and therefore knows
about the variable n, without having to send that variable in as a parameter.
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The function no_n_times returns the function no_m_more_times itself. The function grumpy
returns the function no_n_times.

When you make a function call with grumpy() (4) (2), you work from left to right and
replace function calls as you go with whatever they return. Notice the following:

= You don’t have to print the return of grumpy because you're printing things inside
the functions.

= A function call to grumpy() gets replaced with whatever grumpy returns, which is the
function no_n_times.

= Now no_n_times(4) is replaced with whatever it returns, which is the function
no_m_more_times.

= Finally, no_m_more_times(2) is the last function call, which prints out all the nos.

Returning a function object from another function

def grumpy(): <

Function definition

print("I am a grumpy cat:")

def no n_times(n): <+—— Nested function definition
print("No", n,"times...")
def no_m more times(m): <

Nested function definition
print("...and no", m,"more times")

for i in range(n+n): \ Loop to print the word
print("no") "no" n + m times

return no_m_more_times

return no_n_times Funct.lon no_n_times
returns the function
grumpy ( 4) no_m_more_times

Function grumpy returns

Function call in the function no_n_times

main program

This example shows that the function call is left-associative, so you replace the calls left
to right with the functions they return. For example, you use £() () () () if you have four
nested functions, each returning a function.

““““““"‘“““““"“““““““““““‘\

4

+ Quick check 22.4 Draw a trace of the program in listing 22.9. At each line, decide\
: the scope, what gets printed, the variables and their values, and what the function returns, if :
s

anything.
\ “
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22.6 Summary

In this lesson, my objective was to teach you about the subtleties of functions. These

ideas

only begin to scratch the surface of what you can do with functions. You created

functions that had variables with the same name and saw that they didn’t interfere with

each other because of function scopes. You learned that functions are Python objects and

that they can be passed in as parameters to or returned by other functions. Here are the

major takeaways:

You've been using built-in functions already, and now you understand why you
wrote them in that way. They take parameters and return a value after doing a
computation.

You can nest functions by defining them inside other functions. The nested func-
tions exist only in the scope of the enclosing function.

You can pass around function objects like any other object. You can use them as
parameters, and you can return them.

Let’s see if you got this...

Q22.1 Fill the missing parts to the following code:

def

def

def

area(shape, n):
# write a line to return the area
# of a generic shape with a parameter of n

circle(radius):
return 3.14*radius**2
square(length):
return length*length

print(area(circle,5)) # example function call

1
2
3

Worite a line to use area() to find the area of a circle with a radius of 10.
Write a line to use area() to find the area of a square with sides of length 5.

Write a line to use area() to find the area of a circle with diameter of length 4.

Q22.2 Fill the missing parts to the following code:

def

person(age):
print("I am a person")
def student(major):
print("I like learning")
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def vacation(place):
print("But I need to take breaks")

print(age,"|",major,"|",place)
# write a line to return the appropriate function
# write a line to return the appropriate function

For example, the function call
person(12) ("Math") ("beach") # example function call
should print this:

I am a person
I like learning
But I need to take breaks

12 | Math | beach
1 Write a function call with age of 29, major of "CS", and vacation place of "Japan".
2 Write a function call so that the last line of its printout is as follows:

23 | "Law" | "Florida"



LESSON

CAPSTONE PROJECT: ANALYZE YOUR
FRIENDS

After reading lesson 23, you'll be able to

= Write a function to read a file line by line
= Save numbers and strings from the file in variables

= Write a function to analyze the stored information

The only two ways you've seen so far to input data are to (1) to predefine variables in
your program or (2) to ask the user to input data one-by-one. But when users have a lot
of information to input into your program, you can’t expect them to enter it in real time.
It’s often useful to have them give you the information in a file.

Computers are great at doing many computations quickly. A natural use for computers
is to write programs that can read in large amounts of data from files and to perform
simple analyses on that data. For example, you can export your own data from Micro-
soft Excel spreadsheets as files, or you can download data (such as weather or election
data). After you're given a file structured in a certain way, you can use knowledge of the
structure to write a program to sequentially read and store the information from the file.
With the data stored in your program, you can analyze it (for example, to find averages,
maximums/minimums, and duplicates).

219
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In addition to reviewing the concepts in this unit, this lesson will show you how to read
data from a file.

THE PROBLEM \\Vrite a program that reads input from a file in a specific format, regard-
ing all your friends’ names and phone numbers. Your program should store that information
and analyze it in some way. For example, you can show the user where their friends live
based on the area code of the phone numbers, and the number of states where they live.

23.1 Reading a file

@

You'll write a function named read_file to go through each line and put the information
from each line into a variable.

23.1.1 File format

This function assumes that the user gives you information in the following format, with
a different piece of information on each line:

Friend 1 name

Friend 1 phone number

Friend 2 name

Friend 2 phone number

<and so on>
It's important that each piece of information is on a separate line, implying that your
program will have a newline character as the final character on each line. Python has a
way to deal with this, as you'll soon see. Knowing this is the format, you can read the
file line by line. You store every other line, starting with the first line, in a tuple. Then
you store every other line, starting with the second line, in another tuple. The tuples
look like this:

(Friend 1 name, Friend 2 name, <and so on>)
(Friend 1 phone, Friend 2 phone, <and so on>)

Notice that at index 0, both tuples store information regarding Friend 1; at index 1, both

tuples store info regarding Friend 2, and so on.

You have to go through every line. This should trigger the idea to use a loop that goes
through each line. The loop reads each line from the file as a string.
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23.1.2 The newline character

A special hidden character is at the end of every line, the newline character. The repre-
sentation of this character is \n. To see the effect of this character, type the following in
your console:

print("no newline")
The console prints the phrase no newline and then gives you the prompt to type some-
thing in again. Now type in the following:

print("yes newline\n")

Now you see an extra empty line between what was printed and the next prompt. This
is because the special character combination of the backslash and the letter 7 tells
Python that you want a new line.

23.1.3 Remove the newline character
When you're reading a line from the file, the line contains all the characters you can see

plus the newline character. You want to store everything except that special character, so
you need to remove it before storing the information.

Because each line you read in is a string, you can use a string method on it. The easiest
thing to do is to replace every occurrence of \n with the empty string "". This will effec-
tively remove the newline character.

The following listing shows how to replace a newline character with an empty string
and save the result into a variable.

Listing 23.1

Creates a variable whose ) )
value is a string with a Prints the word with

i an extra newline . .
hewline character Replaces newline with
word

<‘ o .\ an empty string, and
= "bird\n assigns the result back
print (word) < to the same variable
word = word.replace("\n", "") 4_/

print(word) <

Prints without an extra line
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( )

Thinking like a programmer

What's intuitive to one programmer may not be to another. Often there’s more than one
way to write a piece of code. When faced with writing a line of code, browse the Python
documentation to see what functions you can use before writing your own. For example,
listing 23.1 replaces newline characters with the empty space character, using replace
on strings. The Python documentation has another function that would be appropriate
to use: strip. The strip function removes all instances of a certain character from the
beginning and end of a string. The following two lines do the same thing:

word = word.replace("\n", "")
word = word.strip("\n")

_ J

23.1.4 Using tuples to store information

Now that each line is cleaned up of newline characters, you're left with the pure data, as
strings. The next step is to store it in variables. Because you’ll have a collection of data,
you should use one tuple to store all the names together and another tuple to store all
the phone numbers together.

Every time you read in a line, add the new information to the tuple. Recall that adding
an item to a tuple gives you a tuple that contains the old information, with the thing you
just added at the end of the tuple. Now you have what the old tuple had, plus the new
information you just read in that line. Figure 23.1 shows which lines of the file are stored
in which tuple. In the next section, you'll see the code for this.

23.1.5 What to return

You're writing a function that does the simple task of reading a file, organizing the infor-
mation, and giving the organized information back. Now that you have two tuples (one
with all the names and the other with all the phone numbers, as shown in figure 23.1),
return a tuple of tuples, like so:

((Friendl Name, Friend2 Name, ...), (Friendl phone, Friend2 phone, ...))

one tuple other tuple

You have to return a tuple of tuples because a function can return only one thing. Recall
from lesson 21 that returning a tuple with multiple elements allows you to get around
this!
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Name tuple Input data file Phone number tuple
Friend 1 @
name
Friend 1
phone # Figure 23.1 The input data contains
----- e lines of data. The first line is the name of
..................... i E;':q’;d 2 a friend, and the second is that friend’s
________________ phone number. The third is the name of
Friend 2 your second friend, and the fourth is their
phone # phone number, and so on. Starting from
""" STt the first line, take every other line to store
Friend 3 Il 'th f friends i |
— name all t e names of your friends in a tuple.
P e Starting from the second line, take all the
¥ Friend 3 phone numbers and store those in a
D ... phone # separate tuple.

The following listing shows you the code for the function to read in the data. The func-
tion read_file takes in a file object; you'll see what this means later in this lesson. It iter-
ates through every line in the file and strips the line of the newlines. If you're looking at
an even numbered line, you add to your tuple of names. If you're looking at an odd
numbered line, you add to your tuple of phone numbers. In both cases, notice that
you're adding a singleton tuple, so you need to put an extra comma in the parentheses.
Lastly, the function returns a tuple of tuples so that you can hand off the information
parsed from the file.

Listing 23.2

def read_file(file):
file, a file object
Starting from the first line, it reads every 2 lines
and stores them in a tuple. docstring
Starting from the second line, it reads every 2 lines
and stores them in a tuple.
Returns a tuple of the two tuples.

first_every 2 = () Empty tuples for names
second_every 2 = () and phone numbers
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line count =0 <+—— Counter for line number

for line in file: <—— Loops through every line
stripped_line = line.replace("\n", "") <—— Removes newline character
if line_count%2 == 0: <—— 0Odd-numbered lines

first_every 2 += (stripped_line,) <—— Adds to the names tuple

elif line_count%2 == 1: <+— Even-numbered lines
second_every_2 += (stripped_line,) <«—— Adds to the phone tuple
line_count += 1 <«—— Increments line number

return (first_every_2, second_every 2) < Returns a tuple of tuples

23.2 Sanitizing user inputs

Now you have the information the user gave you, in two tuples: one tuple contains peo-

ple names, and the other tuple contains phone numbers.

You never specified the format of phone numbers, so the user can have a file that con-
tains phone numbers in any format; users might have dashes, parentheses, spaces, or
any other weird characters. Before you can analyze the numbers, you have to get them
into a consistent form. This means removing all the special characters and leaving the
digits all together.

This seems like a good job for a function. The function sanitize does this by using the
replace method you learned about to replace all the special characters with the empty
string ""
each string and replace unnecessary characters that might be found in phone numbers.
After removing dashes, spaces, and parentheses, you put the cleaned-up phone number

(as a string) into the new tuple that you return.

Remouve spaces, dashes, and parentheses from phone numbers

def sanitize(some_tuple):

. The following listing shows a possible implementation. You iterate through

phones, a tuple of strings

Removes all spaces, dashes, and open/closed parentheses
in each string

Returns a tuple with cleaned up string elements

clean_string =
- g 0 4\ Replaces unnecessary
characters with empty string
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for st in some_tuple:

st = st.replace(" ",

st = st.replace

’

(
1 ) TR
S

clean_string += (st,) <

—_ — — ~—

(
st = st.replace( Empty tuple
(

st = st.replace

Adds cleaned number to new tuple
return clean_string <

Returns new tuple

23 3 Testing and debugging what you have so far

The remainder of the larger task is to do analysis on this data. Before moving on to this,

it'’s a good idea to do a little testing (and debugging, if necessary) to make sure the two
functions you wrote work well together.

At this point, you have two functions that do a couple of interesting tasks. Recall that
functions don’t run until they’re called somewhere in a larger program. Now you'll
write code that integrates these functions together.

23.3.1 File objects

When you're working with files, you have to create file objects. As with other objects
you’ve seen so far, Python knows how to work with these file objects to do specialized
operations. For example, in the read_file function you wrote, you were able to write for
line in file to iterate over each line in a specific file object.

23.3.2 Writing a text file with names and phone numbers

In Spyder, create a new file. Type in a few lines of data in the format that read_file
expects. Start with a name; on the next line, put in a phone number, then another name,
then another phone number, and so on. For example,

Bob
000 123-4567

Mom Bob

(890) 098-7654
Dad Bob
321-098-0000
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Now save the file as friends.txt or any other name you want. Make sure you save the file
in the same folder as the Python program you’re writing. This file will be read by your
program, so it’s a plaintext file.

23.3.3 Opening files for reading

You create file objects by opening a filename. You use a function named open, which
takes in a string with the filename you want to read. The file must be located in the same
folder as your .py program file.

Listing 23.4 shows how to open a file, run the functions you wrote, and check that the
functions return the correct thing. You use the open function to open a file named
friends.txt. This creates a file object, which is the parameter to the function read_file().
read_file() returns a tuple of tuples. You store the return in two tuples: one for the names
and one for the phones.

You can test that your sanitize function works by calling it with the phones tuple as its
parameter. At each step, you can print variables and see that the output is as you expect
it to be.

Listing 23.4

friends_file = open('friends.txt') <—— Opens the file

(names, phones) = read_file(friends_file) = Calls function

print (names) Outputs printed
print (phones) to the user

Sees whether your function worked

clean_phones = sanitize(phones) <

print(clean_phones) < Outputs printed to the user

friends file.close() <+——— Closes the file

It’s good practice to test functions one by one before moving on to write more. Occasion-
ally, you should test to make sure that the data being passed around from the output of
one function to the input of another function works well together.

() : .
23.4 Reusing functions

The great thing about functions is that they’re reusable. You don’t have to write them to

work for a specific kind of data; for example, if you write a program that adds two



Analyzing the information 227

numbers, you can call the function to add two numbers representing temperatures, or
ages, or weights.

You already wrote a function to read in data. You used the function to read in and store
names and phone numbers into two tuples. You can reuse that function to read in a dif-
ferent set of data organized in the same format.

Because the user is going to give you phone numbers, suppose you have a file that con-
tains area codes and the states to which they belong. The lines in this file are going to be
in the same format as the file containing people names and their phone numbers:

Area code 1
State 1

Area code 2
State 2
<and so on>

The first few lines of a file called map_areacodes_states.txt are as follows:
201
New Jersey
202
Washington D.C.
203
Connecticut
204
<and so on>

With this file, you can call the same function, read_data, and store the returned value:

map_file = open('map_areacodes_states.txt')
(areacodes, places) = read_file(map_file)

- o
23.5 Analyzing the information

Now it’s time to put everything together. You gathered all your data and stored it into

variables. The data you now have is as follows:

= Names of people

= Phone numbers corresponding to each name
= Area codes

= States corresponding to the area codes
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23.5.1 The specification

Write a function named analyze_friends that takes in your four tuples: the first is the
names of friends, the second is their phone numbers, the third is all the area codes, and
the fourth is all the places corresponding to the area codes.

The function prints information. It doesn’t return anything. Say the friends given in the
file are as follows:

Ana
801-456-789

Ben

609 4567890
Cory

(206) -345-2619
Danny
6095648765

Then the function will print this:

You have 4 friends!
They live in ('Utah', 'New Jersey', 'Washington')

Notice that even though you have four friends, two live in the same state, so you'll print
only the unique states. The following is the docstring of the function you'll write:

def analyze_friends(names, phones, all_areacodes, all_places):

names, a tuple of friend names

phones, a tuple of phone numbers without special symbols
all_areacodes, a tuple of strings for the area codes
all_places, a tuple of strings for the US states

Prints out how many friends you have and every unique
state that is represented by their phone numbers.

23.5.2 Helper functions

The task of analyzing the information is complicated enough that you should write
helper functions. Helper functions are functions that help another function achieve its task.



Analyzing the information 229

Unique area codes

The first helper function you’ll write is get_unique_area_codes. It doesn’t take in any param-
eters and returns a tuple of only the unique area codes, in any order. In other words, it
doesn’t duplicate area codes in a tuple of area codes.

Listing 23.5 shows the function. This function will be nested in the analyze_friends func-
tion. Because it’s nested, this function knows of all parameters given to analyze_friends.
This includes the phones tuple, meaning that you don’t have to pass in this tuple as a
parameter again to get_unique_area_codes.

The function iterates through every number in phones and looks only at the first three
digits (the area code). It keeps track of all the area codes it has seen so far and adds it to
the unique area codes tuple only if it isn’t already in there.

Listing 23.5

def get_unique_area_codes():

Returns a tuple of all unique area codes in phones

Tuple to contain

area codes = () <_/unique area codes
for ph in phones: «—

if ph[0:3] not in area codes: ©oes through every area
code, variable phones is a

area_codes += (ph[0:3],) 7 parameter to analyze_friends

return area_codes
Concatenates tuple

Checks that area of unique codes with
code isn’t there a singleton tuple

Mapping area codes to states

Two of the inputs to analyze_friends are tuples containing area codes and states. Now you
want to use these tuples to map each unique area code to its state. You can write another
function that does this; call it get_states. The function takes in a tuple of area codes and
returns a tuple of states corresponding to each area code. This function is also nested
inside analyze_friends, so it will know of all the parameters given to analyze_friends.

Listing 23.6 shows how to do this. You use a loop to go through every area code. With a
valid area code, you now have to figure out the position in the area code tuple where the
given area code is. You use the index method on tuples to get this value. Recall that the
area code tuple and the states tuples match up (that’s how we created them when we
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read them in from the file). You use the index you get from the area code tuple to look
up the state at that same position in the state tuple.

A good programmer anticipates any possible problems with inputs from the user and
tries to deal with them gracefully. For example, sometimes the user might enter a bogus
area code. You anticipate that by writing code to the effect of something like “if you give
me a bad area code, I will associate a state with it named BAD AREACODE.”

Helper function to look up states from unique area codes

def get_states(some_areacodes):
some_areacodes, a tuple of area codes
Returns a tuple of the states associated with those area codes

User gave you a bogus value;
states = () variable all_areacodes is a
parameter to analyze_friends

for ac in some_areacodes: /
if ac not in all areacodes: _ o
states += ("BAD AREACODE",) Finds the position of

the area code in tuple
else:

Uses position to

index = all areacodes.index(ac)
- look up the state
4-/ .

states += (all_places[index],)
return states

And that’s it for the helper functions nested within the analyze_friends function. Now you
can use them so that the code inside the analyze_friends function is simple and readable,

as shown in the following listing. You just call the helper functions and print the infor-

mation they return.

Body of the analyze_friends function

def analyze_friends(names, phones, all_areacodes, all_places):
names, a tuple of friend names
phones, a tuple of phone numbers without special symbols
all_areacodes, a tuple of strings for the area codes
all_places, a tuple of strings for the US states
Prints out how many friends you have and every unique
state that is represented by their phone numbers.
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def get_unique_area_codes():

Returns a tuple of all unique area codes in phones
area_codes = ()
for ph in phones:
if ph[0:3] not in area_codes:
area_codes += (ph[0:3],)

return area_codes

def get_states(some_areacodes):
some_area_codes, a tuple of area codes
Returns a tuple of the states associated with those area codes
states = ()
for ac in some_areacodes:
if ac not in all areacodes:
states += ("BAD AREACODE",)
else:
index = all areacodes.index(ac)
states += (all_places[index],)
return states

Number of friends

num_friends = len(names) <
unique_area_codes = get_unique_area_codes() <— Keeps only unique area codes

unique_states = get_states(unique_area_codes) <—_ Gets states corresponding
to the unique area codes

rint("You have", num_friends, "friends!")
P . N . - ) \ Prints number of friends
print("They live in", unique_states) <—~\\\

Prints the unique states
<«— Nothing to return ——»

The final step of the program is to read the two files, call the function to analyze the
data, and close the files. The following listing shows this.
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Listing 23.8

Opens files in the same Uses the same

directory as the program function to read two

different data sets

friends_file = open('friends.txt")
(names, phones) = read_file(friends_file)

areacodes_file = open('map_areacodes_states.txt') Normalizes the

(areacodes, states) = read file(areacodes file)

phone data

clean_phones = sanitize(phones) 4—/

analyze_friends(names, clean_phones, areacodes, states) 4\

friends file.close() Calls the function that

Closes the files does most of the work

areacodes file.close()

e Summary

." 2%
ﬂ N

In this lesson, my objective was to teach you how to take on the problem of analyzing
your friends’” data. You wrote a few functions that specialized in doing certain tasks.

One function read data from a file. You used that function twice: once to read in names

and phone numbers, and another time to read in area codes and states. Another func-

tion cleaned up data by removing unnecessary characters from phone numbers. A final

function analyzed the data you collected from the files. This function comprised two

helper functions: one to return unique area codes from a set of area codes, and one to

convert the unique area codes to their respective states. Here are the major takeaways:

You can open files in Python to work with their contents (to read lines as strings).
Functions are useful for organizing code. You can reuse any function you wrote
with different inputs.

You should test your functions often. Write a function and immediately test it.
When you have a couple of functions, make sure they work well together.

You can nest functions inside other functions if the nested functions are relevant
to only a specific task, as opposed to the program as a whole.



Working with mutable
data types

In the previous unit, you learned how to organize
your code with functions. Functions are used to
write modular code whose parts can be reused in
different sections of a bigger program.

In this unit, you'll learn about two new data types
in Python: lists and dictionaries. These data types
are mutable because you can modify them directly
rather than having to make copies of them.
Mutable data types are commonly used when writ-
ing complex programs, especially ones in which
you store larger collections of data that’s likely to
change. For example, you want to maintain inven-
tory of your company’s products or all the employ-
ees who work there and their information. Mutable
objects don’t have the extra overhead of having to
copy the object with every change.

In the capstone project, you’ll write a program that
assigns a similarity score to two documents. You'll
read two files and use a metric to determine how
similar the two pieces of work are based on the
number of words in the two documents and the
number of words that they have in common. You'll
use dictionaries to pair words to how often they
occur. Then you'll use a formula to calculate the
difference between the documents based on these
frequencies.
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LESSON

MUTABLE AND IMMUTABLE OBJECTS

After reading lesson 24, you'll be able to

= Understand what an immutable object is
= Understand what a mutable object is

= Understand how objects are stored in computer memory

Consider the following scenario. You buy a house that’s just the right size for you; it’s
big enough for one person to live in. Then you get married, and there’s no space for your
spouse. You have two choices: build an addition to the house, or tear the whole house
down and build a new larger house to hold two people. Building an addition makes
more sense than demolishing a perfectly good house and making an exact copy of it just
to make an addition. Now, you have a kid and decide you need more room. Again, do
you build an addition or tear the house down to build a new one to hold three people?
Again, it makes more sense to build an extension. As you're adding more people to your
house, it’s quicker and less costly to keep the same structure and modify it.

In some situations, it helps to be able to put your data in some sort of container so you
can modify the data within the container instead of having to create a new container
and put the modified data in the new one.
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Consider this This exercise requires a piece of paper and your computer. Think of
the names of all the countries you've visited. If you need inspiration, suppose you've vis-
ited Canada, Brazil, Russia, and Iceland:

= (On a piece of paper, use a pen to write all the countries you've visited in alpha-
betical order, one on each line.

= (On a text editor on your computer, type the same list of countries.

= Suppose you realize that you visited Greenland, not Iceland. Modify your list on
paper so you have Canada, Brazil, Russia, and Greenland in alphabetical order.
Can you modify the list (keeping one country per line] without having to rewrite it
all? Can you modify the list on the computer [(keeping one country per line) with-
out having to rewrite it all?

Answer:

Using a pen, I'd have to rewrite the list. Otherwise, it'd be too messy to scratch out and
write the new country name beside it. On the text editor, | can replace the name
directly.
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24.1 Immutahle objects

0

Do
(
"y

All Python objects that you've seen (Booleans, integers, floats, strings, and tuples) are
immutable. After you create the object and assign a value to it, you can’t modify that
value.

DEFINITION An immutable object is an object whose value can’t change.

What does this mean behind the scenes, in computer memory? An object created and
given a value is assigned a space in memory. The variable name bound to the object
points to that place in memory. Figure 24.1 shows the memory locations of objects and
what happens when you bind the same variable to a new object by using the expres-
sions a = 1 and then a = 2. The object with value 1 still exists in memory, but you’'ve lost
the binding to it.

You can see the value of the memory location to which the object has been assigned,
using the id() function. Type the following in the console:

a 1
id(a)
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1 1 Figure 24.1 The variable named a is
1814233584 @ 18'\1221322;34 — Still exists bound to an opject with value 1 i.n one
; in memory  memory location. When the variable
2 named a is bound to a different object
Memory: with value 2, the original object with value
: 1814233616 1is still in memory; you just can’t access

it anymore through a variable.

The value shown represents the location in memory of the object with value 1, accessed
by the variable named a. Now, type the following:

a =2
id(a)
As before, the value shown represents the location in memory of the object with value 2,
accessed by the variable named a. Why are these values different if you're using variable
name a in both cases? We come back to the idea that the variable name is a name bound
to an object. The name points to an object; in the first case, the variable points to the inte-
ger object with value 1 and then to the object with value 2. The id() function tells you the
memory location of the object pointed to by the variable name, not anything about the
variable name itself.

Objects of the types you've seen so far can’t be modified after they’re created. Suppose
you have the following lines of code, which are executed in the order shown. You initial-
ize two variables, a and b, to two objects with values 1 and 2, respectively. Then you
change the binding of variable a to a different object with a value of 3:

a=1
b=2
a=3

Figure 24.2 shows the objects that exist in your program’s memory with each line of
code:

= When you create the object with value 1, you bind the object to the variable
named a.

= When you create the object with value 2, you bind the object to the variable
named b.

= In the final line, you're rebinding the variable name a to a completely new object,
one whose value is 3.
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The old object with a value of 1 may still exist in computer memory, but you lost the
binding to it; you don’t have a variable name as a way to refer to it anymore.

)
@ @ @ L “— still exists
A H
— in memory
A

Figure 24.2 Progression of binding variables to objects. On the
left, a = 1 shows that object 1 is at some memory location. In the
middle, a = 1 and then b = 2. Objects with values 1 and 2 are at
different memory locations. On the right,a = 1 and then b = 2 and
then a = 3. The variable named a is bound to a different object, but
the original object still exists in memory.

After an immutable object loses its variable handle, the Python interpreter may delete
the object to reclaim the computer memory it took up and use it for something else.
Unlike some other programming languages, you (as the programmer) don’t have to
worry about deleting old objects; Python takes care of this for you through a process
called garbage collection.
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:’ Quick check 24.1 Draw a diagram similar to the one in figure 24.2 to show variables and
\ objects that they point to (and any leftover objects] for the following sequence of statements:

: sq=2%*2

\ ci=3.14

\ 22 /7

\ ci =3

ci
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(2> 24,2 The need for mutability

—

D
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After you lose the variable binding to an object, there’s no way to get back to that object.
If you want the program to remember its value, you need to store its value in a tempo-
rary variable. Using a temporary variable to store values that you don’t need right now,
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but may need in the future, isn’t an efficient way of programming. It wastes memory
and leads to cluttered code filled with variables that, for the most part, will never be
used again.

If immutable objects are objects whose value can’t change after they’re created, a
mutable object is an object whose value can change after it’s created. Mutable objects are
often objects that can store a collection of data. In later lessons in this unit, you'll see lists
(Python type list) and dictionaries (Python type dict) as examples of mutable objects.

DEFINITION A mutable object is an object whose value can change.

For example, you can make a list of items you'll need from the grocery store; as you
decide what you need, you add items to the list. As you buy things, you remove them
from the list. Notice that you're using the same list and modifying it (crossing out or
adding to the end), as opposed to having many lists in which you copy over items every
time you want to make a change. As another example, you can keep your grocery needs
in a dictionary that maps every item you need from the store to a number representing
the quantity that you need.

Figure 24.3 shows what happens in memory when you bind variables to mutable
objects. When you modify the object, you keep the same variable binding, and the object
at the same memory location is directly modified.

Figure 24.3 0On the left, you have a
grocery list at a certain memory location.
On the right, you add another item to your
grocery list, and the object at the same
memory location is directly modified.

" Same object
in memory

milk
eggs

o

Mutable objects are more flexible when programming, because you can modify the
object itself without losing the binding to it.

First, a mutable object can behave the same way as an immutable object. If you rebind a
sample grocery list to a variable a and check its memory location, you see that the mem-
ory location changes and the binding to the original list is lost:

a = ["milk", "eggs"]

id(a)
["milk", "eggs", "bread"]
)
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But you have the option to modify the original object directly without losing the bind-
ing to it, using operations that work only on mutable objects. In the following code, you
append one more item (add it to the end of the list). The memory location of the object
that the variable a is bound to remains unchanged. The behavior of the following code is
shown in figure 24.3:

a = ["milk", "eggs"]

id(a)

a.append("bread")

id(a)

Mutable objects are useful in programing for several reasons.

First, you can store data that’s part of a collection (for example, lists of people or map-
pings of people to phone numbers) in an object, and you can keep the object for use
later.

After the object is created, you can add data to and remove data from the object itself,
without creating a new object. When you have the object, you can also modify elements
in the collection by modifying the elements in the object itself instead of creating a new
copy of the object with only one of its values modified.

Finally, you can rearrange data in the collection by keeping the same object and making
the rearrangement in place—for example, if you have a list of people and you want to
sort it alphabetically.

With large collections of data, copying your collection into a new object every time you
make a change to it would be inefficient.

“""""""""""""““““““““““““
Quick check 24.2 Would you use a mutable or an immutable type of object to store the
following information?

2 Yourage
3 Group of items in a grocery store and their cost

’Q

L]

\

\

: 1 Cities in a state
\

\

\ 4 Color of a car
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In this lesson, my objective was to teach you how an object exists in computer memory.
The values of some objects can’t change after they're created (immutable objects). The
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values of some objects can change after they’re created (mutable objects). You may use
one kind or another kind of object, depending on the task you're trying to accomplish
using programming. Here are the major takeaways:

= Immutable objects can’t change their value (for example, strings, integers, floats,
Booleans).

= Mutable objects can change their value (in this unit, you'll see lists and
dictionaries).

Let’s see if you got this...

Q24.1 In the following diagram, each panel is showing a new operation of code.
Which of the following variables are bound to immutable objects? Which are bound to
mutable objects?

— )
N
— )
age —» one —| "one" one —| "one"
— — Progression of expressions

() being added to code that
age —=| 10 age —{ 10 13 11 e'”ga edtoco e, 8
manipulates two variables:

one and age




LESSON

WORKING WITH LISTS

After reading lesson 25, you'll be able to
= Build Python lists

= Add items, remove items, and modify items in Python lists
= Perform operations on list elements

Mutable data types are types of objects on which you can perform operations, such that
the object’s value is modified; the modification is done in place, so to speak, so no copy
of the object is made. There’s a need for data types that are mutable, especially when
working with large amounts of data; it’s more efficient to modify data stored directly
instead of copying it into a new object with every operation.

Instead of creating new objects, it's sometimes useful to reuse an object and modify its
value. This is especially true when you have an object that represents an ordered collec-
tion of other objects. Most programming languages have a data type to represent this
type of ordered collection that you can mutate. In Python, this is called a list. A list is a
new type of object that you haven’t seen before. It represents an ordered collection of
other object types. Among many others, you can have lists of numbers, lists of strings,
or even a list of a mix of object types.

Often you'll find that you need to store objects in a certain order. For example, if you
keep a list of grocery items, the first item will be on the first line, the second on the next
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line, and so on. The fact that a list is ordered comes from the idea that each item has a
specific place in the list, and that your first item will always be at the first place in the
list, and the last item will be at the final place in the list. This lesson will show you how
to create lists and perform operations to mutate the lists; these operations may move
items around in the list, but a list will always have an item in its first place and in its
final place. Dictionaries, which are covered in lesson 27, are data types that store objects
in an unordered fashion.

1 R R R ERERENEEERERNRERERNREERNRERNREREREENERENRERNRERNRERERERREEREREREREERENRNRIERIEDRDE,
Consider this You maintain a list of all people who work at your company. The list is in

a document on the computer. Which one of these events would require you to start a
new document, copy over all information, and then act on the event?

= Someone joins the company.

= Someone leaves the company.

= Someone changes their name.

= The list will be sorted by first name, not last name.

Answer:

None.
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25.1 Lists vs. tuples

L)
(SN

o

A list is a collection of any object type; it’s like a tuple, which you’ve seen and worked
with already. A tuple and a list both have an order to them, in that the first element in the
collection is at index 0, the second element is at index 1, and so on. The main difference
is that lists are mutable objects, whereas tuples aren’t. You can add elements to, remove
elements from, and modify elements in the same list object. With a tuple, every time you
do an operation, you create a new tuple object whose value is the changed tuple.

Tuples are generally used to store data that’s more or less fixed. Examples of data you'd
store in a tuple are a pair of coordinate points in a 2D plane, or the page number and
line number where a word occurs in a book. Lists are used to store data that’s more
dynamic. You use them when you're storing data that changes often as you need to add,
change values, remove, reorder, sort, and so on. For example, you can use a list to store
student grade scores or items in your fridge.
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" Quick check 25.1 For each of the following, would you use a tuple or a list to store the infor-\
: mation? :
: 1 Pairs of letters and their position in the alphabet: (1, a), (2, b), and so on. :
\ 2 Shoe sizes of adults in the United States \
: 3 Pairs of cities and their average snowfall from 1950 to 2015 :
\ 4 Names of everyone in the United States \
\ 5 Names of apps on your phone/computer :
A tittatetateassssssasssssssssssssssssssssssssssssss

25.2 Creating lists and getting elements at specific positions

1 ™
W= W

You create a Python list by using square brackets. The line L = [] creates an object repre-
senting an empty list (a list with no elements), and binds the name L to that empty list
object. L is a variable name, and you can use any variable name you want. You can also
create a list with items initially in it. The following line creates a list of three items and
binds the variable name grocery to that list:

grocery = ["milk", "eggs", "bread"]
As with strings and tuples, you can get the length of a list with len(). The command

len(L), where L is a list, tells you the number of elements that are in list L. The empty list
has 0 elements. The length of the preceding list named grocery is 3.

Recall that in programming, we start counting from 0. As with strings and tuples, the
first element in a list is at index 0, the second element is at index 1, and so on. The last
element in the list is at len(L) - 1. If you have a grocery list grocery = ["milk" "eggs",
"bread"], you can get the value of each element by indexing into the list by using the
square brackets, as with tuples and strings. The following code indexes into the list and
prints each element:

grocery = ["milk", "eggs", "bread"]
print(grocery[0])
print(grocery[1])
print(grocery[2])

What happens if you try to index farther than the length of the list? Say you have the fol-
lowing code:

grocery = ["milk", "eggs", "bread"]
print(grocery[3])
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You'll get this error, which tells you that you're trying to index into a list farther than the
length of the list:

Traceback (most recent call last):

File "<ipython-input-14-¢90317837012>", line 2, in <module>
print(grocery[3])

IndexError: list index out of range

Recall that because the list contains only three elements and the first element is at index
0, then the last element in grocery is at index 2. An index position of 3 is beyond the limits
of the list.
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' Quick check 25.2 You have the following list:

desk_items = ["stapler", "tape", "keyboard", "monitor", "mouse"]
What's printed with each command?
1 print(desk_items[1])
2 print(desk_items[4])
3 print(desk_items[5])
4 print(desk_items[0])
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25.3 Counting and getting positions of elements

In addition to counting all elements in the list with the len() command, you can also
count the number of times a particular element occurs by using the count() operation.
The command L. count (e) tells you the number of times the element e occurs in the list L.
For example, if you're looking at your grocery list, you could count the word cheese to
make sure you have five kinds of cheeses on your list for your five-cheese pizza recipe.

You can also determine the index of the first element in the list that matches a value with
the index() operation. The command L. index(e) tells you the index (starting from 0) of the
first time the element e occurs in list L. The following listing shows how count() and
index () work.



Prints 2 because index

the first occurrence of
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Using count and index with a list

years = [1984, 1986, 1988, 1988]  Prints 4 because the

list has four elements
print(len(years)) /

(
print(years.count(1988)) <*———_
print(years.count(2017)) 4\ Prints 2 because the list has
print(years.index(1986)) the number 1988 twice

( ( )) Prints O because 2017 doesn’t

print{years.index(1988 occur at all in the list years

Prints 1 because 1986
occurs at index 1
the number 1988 (starting to count from 0O)

finds only the index of

What happens if you try to get the index of an element that’s not in the list? Say you
have the following code:

L=1]

L.index(0)
You'll get the following error when you run it. The error message contains information
about the line number and line itself that leads to the error. The last line of the error
message contains the reason the command failed: ValueError: 0 is not in list. This is the
expected behavior of the index operation on a value that’s not in the list:

Traceback (most recent call last):

File "<ipython-input-15-b3f3f6d671a3>", line 2, in <module>
L.index(0)

ValueError: 0 is not in list
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Quick check 25.3 What's printed by the following code? If there’s an error, write error:

*e

L = ["one", "three", "two", "three", "four", "three", "three", "five"]
print(L. count( ‘one"))

print(L.count("three"))

print(L.count("zero"))

print(len(L))

print(L.index("two"))

print(L.index("zero"))
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25.4 Adding items to lists: append, insert, and extend

():
WG W

An empty list isn’t useful. Nor is a list that you have to populate as soon as you create it.
After you create a list, you'll want to add more items to it. For example, given an empty
piece of paper representing you weekly grocery list, you’ll want to add items to the end
of the list as you think of them instead of transcribing everything on a new piece of
paper every time you want to add an item.

To add more elements to the list, you can use one of three operations: append, insert, and
extend.

25.4.1 Using append

L.append(e) adds an element e to the end of your list L. Appending to a list always tacks
on the element to the end of the list, at the highest index. You can append only one ele-
ment at a time. The list L is mutated to contain the one extra value.

Say you have an initially empty grocery list:
grocery = []
You can add an item as follows:

grocery.append("bread")

The list now contains one element in it: the string "bread".

25.4.2 Using insert

L.insert(i, e) adds element e at index i in list L. You can insert only one element at a
time. To find the position for the insert, start counting elements in L from 0. When you
insert, all elements at and after that index are shifted toward the end of the list. The list L
is mutated to contain the one extra value.

Say you have this grocery list:
grocery = ["bread", "milk"]

You can insert an item between the two existing items:
grocery.insert(1, "eggs")

The list then contains all the items:

[llbreadlly ”eggS”, ”milk”]
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25.4.3 Using extend

L.extend(M) appends all elements from list M to the end of list L. You effectively append all
the elements from list M, preserving their order, to the end of list L. The list L is mutated
to contain all the elements in M. The list M remains unchanged.

Say you have an initial grocery list and a list of fun things to buy:

grocery = ["bread", "eggs", "milk"]
for_fun = ["drone", "vr glasses", "game console"]

You can extend the two lists:

grocery.extend(for_fun)

This gives you a master shopping list:

["bread", "eggs", "milk", "drone", "vr glasses", "game console"]

Adding items to a list

Adds letter "a"

. to the end of nn
Empty list list firSt3letters oo et (0

first3letters

K» first3letters = [] J o
first3letters.append("a") <_/ QS?nSdL?%El;flﬁst
first3letters.append("c") first3letters

first3letters.insert(1,"b") ,_/

print(first3letters) <«—— Prints ['a, 'b', 'c']

last3letters = ["x", "y", "z"]
first3letters.extend(last3letters) \

] ] Creates list with
print(first3letters) three elements in it
last3letters.extend(first3letters)

. Adds elements "x", "y",
print(last3letters) ">" to the end of list

Prints first3letters
['a', 'b', 'c', X, Y, 'Z]
Extends list last3letters with the
Prints contents of the newly mutated list
['x', 'y, 'z, 'a", v, 'c, 'x, Y, 'z] first3letters, by adding “a”, “b”, “c”,
“x”, “y”, “z” to the last3letters list
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With lists being mutable objects, certain actions you do on a list lead to the list object
being changed. In listing 25.2, the list first3letters is mutated every time you append to,
insert to, and extend it. Similarly, the list last3letters is mutated when you extend it by
the first3letters list.

“\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\

:’ Quick check 25.4 What's printed after each code snippet is executed?
: 1 one = [1]

\ one.append("1")

: print(one)

\ 2 zero = []

: zero.append(0)

\ zero.append(["zero"])

\ .

\ print(zero)

: 3 two =[]

\ three = []

: three.extend(two)

: print(three)

\ 4 four = [1,2,3,4]

: four.insert(len(four), 5)
\ print(four)

: four.insert(0, 0)

\ print(four)

9 J/
”IIIIIIIIIIIIIIIIIIIIIIII’
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25.5 Removing items from a list: pop

5
=

S

Lists aren’t useful if you can only add items to them. They’ll keep growing and quickly
become unmanageable. Having mutable objects when removing items is also useful so
you don’t make copies with every change. For example, as you keep your grocery list,
you want to remove items from it as you purchase them so you know that you don't
need to look for them anymore. Each time you remove an item, you can keep the same
list instead of transcribing all items you still need to a new list.

You can remove items from a list with the operation pop(), as shown in listing 25.3. The
command L.pop() will remove the element at the last position in list L. Optionally, you
can specify a number in the parentheses representing the index whose value you want
to remove with L.pop(i). When removed, the list that the element is removed from is
mutated. All elements after the one removed are shifted by one spot to replace the one
removed. This operation is a function and returns the element removed.
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Removing from a list

polite = ["please", "and", "thank", "you"] <«—— List of four elements
print(polite.pop()) —_
print(polite) Prints “you” because pop()
. : returns the value of the
pr:.mt (pol:.Lte.pop(l)) element at the last index
print(polite)

( Prints ['please’, 'and’, 'thank’]
Prints ['please’, because pop() removed the
‘thank'] because last element
the preceding line
removed the Prints “and” because
element at index 1 pop(1) returns the value
(second element of the element at index 1
in the list)

As with adding items to a list, removing items from the list also mutates the list. Every
operation that removes an item changes the list on which the operation is performed. In
listing 25.3, every time you print the list, you print the mutated list.

“\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\
:‘ Quick check 25.5 What's printed when this code snippet is executed? N\
: pi =([3, ".", 1, 4, 1,5, 9]

\  pi.pop(1)

: print(pi)

v pi.pop()

v\ print(pi)

: pi.pop()

\  print(pi)
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25.6 Changing an element value

So far, you can add and remove items in a list. With mutability, you can even modify

existing object elements in the list to change their values. For example, in your grocery
list, you realize that you need cheddar instead of mozzarella cheese. As before, because
of the mutability property, instead of copying the list over to another paper with the one
item changed, it makes more sense to modify the list you currently have by replacing
mozzarella cheese with cheddar cheese.
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To modify an element in a list, you first need to access the element itself and then assign
it a new value. You access an element by using its index. For example L[0] refers to the
first element. The square brackets you used when you created a list now have this new
purpose when placed to the right of the list variable name. The following listing shows
how to do this.

Modifying an element value

Initializes list of strings
Changes "red" to "orange"

&y colors = ["red", "blue", "yellow"]
colors[0] = "orange" Prints ['orange’, 'blue’, 'yellow']

int(colors) because line 2 changed the
pLLNt{cO_0LS +— " element at index O

colors[1] = "green"
print(colors) Changes "blue" to "green" on
colors[2] = "purple" the mutated list with element
. at index O now "orange"
C print(colors)
. , L , Prints ['orange’, 'green’,

P”"ts [ orange, green, 'yellow'] because line 4 changed

purple’] because line 6 the element at index 1

changed the element at

index 2

Changes "yellow" to "purple” on
mutated list with element at index
0 "orange" and index 1 "green"

Elements in mutable lists can be modified to contain different values. After a list is
mutated, every operation you do from then on is done on the mutated list.

""“““““"‘“““““‘“““““““““““\\

:’ Quick check 25.6 If L is a list of integers that initially contains the numbers shown in the first \
\ line of code that follows, what's the value of L after each of the four subsequent operations are
: done in order? :
: L=1[1, 2, 3,5, 7, 11, 13, 17] :
\ 1 L[3] =4 \
\ 2 L[s] =6 \
: 3 L[-1] = L[0] (Recall how negative indices work from lessan 7.) :
\ 4 L[0] =L[1] +1 N
L .

\"“““"""‘“““""‘““““““““““““
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In this lesson, my objective was to teach you a new data type, a Python list. A list is a
mutable object whose value can change. A list contains elements, and you can add to it,
remove from it, change element values, and perform operations on the entire list. Here
are the major takeaways:

= Lists can be empty or can contain elements.

= You can add an element to the end of a list, at a specific index, or you can extend
it by more than one element.

= You can remove elements from the list, from the end or from a specific index.

= You can change element values.

= Every action mutates the list, so the list object changes without you having to
reassign it to another variable.

Let’s see if you got this...

Q25.1 You start out with the following empty list, intending to contain the items in a
restaurant menu:

menu = []
1 Write one or more commands that mutate the list, so that the list menu contains
["pizza", "beer", "fries", "wings", "salad"].
2 Continuing on, write one or more commands that mutate the list to contain
["salad", "fries", "wings", "pizza"l.
3 Finally, write one or more commands that mutate the list, so that it contains

["salad", "quinoa", "steak"].

Q25.2 Write a function named unique. It takes in one parameter, a list named L. The func-
tion doesn’t mutate L and returns a new list containing only the unique elements in L.

Q25.3 Write a function named common. It takes in two parameters, lists named L1 and L2.
The function doesn’t mutate L1 or L2. It returns True if every unique element in L1 is in L2
and if every unique element in L2 is in L1. It returns False otherwise. Hint: try to reuse
your function from Q25.2. For example,

= common([1,2,3], [3,1,2]) returns True
= common([1,1,1], [1]) returns True

= common([1], [1, 2]) returns False



LESSON

ADVANCED OPERATIONS WITH LISTS

After reading lesson 26, you'll be able to

= Build lists whose elements are lists
= Sort and reverse list elements
= Convert a string into a list by splitting on a character

A list is typically used to represent a collection of items, frequently but not necessarily
of the same type. You'll see that it may be useful for the list elements to be lists them-
selves. For example, suppose you want to keep a list of all the items in your house.
Because you have many items, it'll be more organized to have sublists, where each sub-
list represents a room, and a sublist’s elements are all the items in that room.

At this point, it’s important to take a step back and understand what has been going on
with this new mutable object, a list. Lists are directly modified by any actions you do on
them. Because the list is directly modified, you don’t reassign the list to a new variable
after an operation; the list itself now contains the changed values. To see the value of the
modified list, you can print it.

Consider this Your friend can recite the number pi up to 100 digits. You add each
digit into a list as he tells it to you. You want to figure out how many zeros are in the first
100 digits. How can you quickly do this?

Answer:;

If you sort the list, you can count the zeros at the beginning of the list.

253
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26.1 Sorting and reversing lists

After you have a list of elements, you can perform operations that rearrange elements in

the whole list. For example, if you have a list of students in your class, you don’t need to
keep two lists of the same students: one sorted and one unsorted. You can start out with
an unsorted list and then sort it directly when needed. When you care only about the
contents of the list, storing it in a sorted manner may be preferred. But note that after it’s
sorted, you can’t go back to the unsorted version of the list unless you re-create it from
scratch.

Because lists are mutable, you can sort a list, using the operation sort(), so that the list
elements of the original list are now in sorted order. The command L.sort() will sort the
list L in ascending order (for numbers) and lexicographically (for letters or strings). In
contrast, if you wanted to sort items in an immutable tuple object, you’d be creating
many intermediary objects as you're concatenating the items from end to beginning
(take the last item and put it at index 0, take the second-to-last item and put it at index 1,
and so on).

Reversing a list may also be useful. For example, if you have a list of the names of your
students and you sorted them alphabetically, you can reverse the list and have them
sorted in reverse alphabetical order. The command L. reverse() reverses the list L so that
the element at the front is now at the end, and so on.

Sorting and reversing a list

Prints [1, 1.5, 1.4, 2, 1.5, 1.3,
1.4] because the preceding line
reverses the original list by
moving the first element to the
last position, the second
element to the second-to-last
position, and so on

Reverses

original list
(‘heights = [1.4, 1.3, 1.5, 2, 1.4, 1.5, 1]
heights.reverse()

print(heights)

heights.sort () ‘—_\ Sorts list in

print (heights) ascending order

heights. reverse() Prints [1, 1.3, 1.4, 1.4, 1.5, 1.5, 2]
print (heights) because the preceding line sorted the

list in ascending order
Reverses sorted list  pts 12, 1.5, 1.5, 1.4, 1.4, 1.3, 1]
because the preceding line reversed
the list sorted in ascending order
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“‘“‘“‘“‘““‘“‘“‘“‘“‘““““““““““‘\
Quick check 26.1 What's the value of list L after each operation?

L=1["p", "t", "0", "g", "r", "a", "m", "m", "i", "n", "g"]

L.reverse()

L.sort()

L.reverse()

~0
\
\
\
\
\
\
\
\
: L.reverse()

\ L.sort() K
>
AS S S S S S S S S S S S S S S S S S S S S S S S S S S S S S S S S S S S S SRS S S SSSSSSSSS S S

You've seen lists whose elements are floats, integers, or strings. But a list can contain ele-
ments of any type, including other lists!

26.2 Lists of lists
If you want to program a game, especially a game that relies on the user being in a cer-
tain position, you'll often want to think about the position on a board represented in a
two-dimensional coordinate plane. Lists can be used to help you represent the two-
dimensional coordinate plane by using one list whose elements are also lists. The fol-
lowing listing creates a list L whose three elements are empty lists, and then populates
the list with elements.

Creating and populating a list of lists

L has the value [[1,2,3],
[1, [1] because you set
the element at index O to

<‘ be the list [1,2,3].
= [[1, [1, [1] / L has the value [[1,2,3],

Empty list of lists

['t'], [1] because you
appended the string 't' to
the middle empty list.

)
) L has the value [[1,2,3], ['t',
[0] = 'd" '0'], [1] because you appended
the string 'o' to the already
‘\ mutated middle list.

L has the value [[1,2,3], ['d', '0'], [1]
because you accessed the element at
index 1 (a list) and then accessed that
object’s element at index O (letter t) to
change it (to the letter d).
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Working with lists of lists adds another layer of indirection when indexing into the list
to work with its elements. The first time you index a list of lists (or even a list of lists of
lists of lists), you access the object at that position. If the object at that position is a list,
you can index into that list as well, and so on.

You can represent a tic-tac-toe board with a list of lists. Listing 26.3 shows the code for
setting up the board with lists. Because lists are one-dimensional, you can consider each
element of the outer list to be a row in the board. Each sublist will contain all the ele-
ments for each column in that row.

Listing 26.3
X = "x' <«—— Variable x Replaces every variable with its value.
0= "0 Variable o Variable boar‘_d has three rows (one
for each sublist) and three columns
empty = '_' <——— Empty space (each sublist has three elements).

board = [[x, empty, o], [empty, x, o], [x, empty, empty]] 4/

This tic-tac-toe board represented in code looks like this:

Using lists inside lists, you can represent any size tic-tac-toe board by adjusting the
number of sublists you have and the number of elements each sublist contains.

“"“‘“‘“"“‘“‘“"“‘““““““““““““
+ Quick check 26.2 Using the variables set up in listing 26.3, write the line of code to set up EN
: board that looks like this: :
: 1 A3 x 3board :
\ - \
\ X X X \
: ooo :
\ 2 A3 x4hboard \
\ X0 X0 \
: 00XX :
\ 0_XX :

4
\““““‘““““““‘““““““‘“““““““"
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26.3 Converting a string to a list

S Dy
A 2
W= W

Suppose you're given a string that contains email data separated by commas. You’'d like
to separate out each email address and keep each address in a list. The following sample
string shows how the input data might look:

emails = "zebra@zoo.com, red@colors.com, tom.sawyer@book.com, pea@veg.com"

You could solve this problem by using string manipulations, but in a somewhat tedious
way. First, you find the index of the first comma. Then you save the email as the sub-
string from the beginning of the string emails until that index. Then you save the rest of
the string from that index until the end of emails in another variable. And finally, you
repeat the process until you don’t have any more commas left to find. This solution uses
a loop and forces you to create unnecessary variables.

Using lists provides a simple, one-line solution to this problem. With the preceding
emails string, you can do this:

emails_list = emails.split("',")

This line uses the operation split() on the string named emails. In the parentheses to
split(), you can put the element on which you’d like to split the string. In this case, you
want to split on the comma. The result from running that command is that emails_list is
a list of strings that contains every substring between the commas, as shown here:

['zebra@zoo.com', 'red@colors.com', 'tom.sawyer@book.com', 'pea@veg.com']

Notice that each email is now a separate element in the list emails_list, making it easy to
work with.

“\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\

Quick checlk 26.3  Write a line of code to achieve the following tasks:

&
4
\
\ 1 Split the string " abcdefghijklmnopgrstuvwxyz" by the space character.
: 2 Split the string "spaces and more spaces" by words.
\
N\

*
oy

3 Split the string "the secret of life is 42" on the letter s.

A S S S S S S S S S S S R R S S S S S S S S S S S S R S S S S S S S S S S S SSS

With the operations you saw on lists in lesson 25 (sorting and reversing a list), you're
now able to simulate real-life phenomena: stacks and queues of items.
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- SR
26.4 Applications of lists

Why would you need to simulate a stack or a queue by using a list? This is a somewhat

philosophical question, and it hints at what you'll see in the next unit. A more basic
question is why do I need a list object when I can just create a bunch of integer/float/
string objects and remember the order I want them in? The idea is that you use simpler
objects to create more complex objects that have more specific behaviors. In the same
way that a list is made up of an ordered group of objects, a stack or a queue is made up
of a list. You can make up your own stack or queue object so that their construction is
the same (you use a list) but their behavior is different.

26.4.1 Stacks

Think of a stack of pancakes. As they’re being made, new pancakes are added to the top
of the stack. When a pancake is eaten, it’s taken from the top of the stack. You can mimic
this behavior with a list. The top of the stack is the end of the list. Every time you have a
new element, you add it to the end of the list with append(). Every time you want to take
an element out, you remove it from the end of the list with pop().

Listing 26.4 shows an implementation of a pancake stack in Python. Suppose you have
blueberry and chocolate pancakes. A blueberry pancake is represented by the element
'b' (letter b as a string) and a chocolate pancake as 'c' (letter c as a string). Your pancake
stack is originally an empty list (no pancakes made yet). One cook makes batches of
pancakes; the cook is also a list with pancake elements. As soon as a batch is made by
the cook, the batch is added to the stack by using extend(). Someone eating a pancake can
be represented by using the pop() operation on the stack.

Listing 26.4
stack = [] <«——— Empty list List of three
cook = ['blueberry', 'blueberry', 'blueberry'] pancakes made
stack.extend(cook) <—— Adds cook’s pancakes to stack
Removes | stack.pop()
last
element stack.pop()
in list cook = ['chocolate', 'chocolate']
\ stack.extend(cook) <«—_ Adds cook’s batch New batch
stack.pop() to stack at the end of pancakes

cook = ['blueberry', 'blueberry'] 4—//
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stack.extend(cook)
4\ Adds cook’s batch

stack.pop() to stack at the end

stack.pop() Removes last
stack.pop() element in list

Stacks are a first-in-last-out structure because the first item added to the stack is the last
one taken out. Queues, on the other hand, are first-in-first-out because the first item
added to a queue is the first one taken out.

26.4.2 Queues

Think of a grocery store queue. When a new person arrives, they stand at the end of the
line. As people are being helped, the ones that have been in the queue the longest (at the
front of the line) are going to be helped next.

You can simulate a queue by using a list. As you get new elements, you add to the end
of the list. When you want to take out an element, you remove the one at the beginning
of the list.

Listing 26.5 shows an example of a simulated queue in code. Your grocery store has one
line, represented by a list. As customers come in, you use append() to add them to the end
of the list. As customers are helped, you use pop(0) to remove them from the front of the

line.
Listing 26.5
line = [] <«—— Empty list

line.append('Ana') <«—— List of one person now in queue
line.append('Bob') <«—— List of two people now in queue
line.pop(0) <«——— First person removed from the queue

line.append('Claire"') New people added
line.append('Dave") to the end of list

line.pop(0)
People removed from

line.pop(0) beginning of list

line.pop(0)

Using more complex object types, such as lists, you can simulate real-life actions. In this
case, you can use specific sequences of operations to simulate stacks and queues of
objects.
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Quick check 26.4  Are the following situations best representative of a queue, a stack, or
neither?

2 Putting tennis balls in a container and then taking them out
3 Carsin a line waiting for inspection

K
\

:

\ 1 The Undo mechanism in your text editor

\

\

\

\ 4 Airport luggage entering the carousel and being picked up by its owner

* /
o P00
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o Summary

=

D

In this lesson, my objective was to teach you more operations that you can do with lists.
You sorted a list, reversed a list, created lists that contained other lists as elements, and
converted a string into a list by splitting it on a character. Here are the major takeaways:

= Lists can contain elements that are other lists.

= You can sort or reverse a list’'s elements.

= Behaviors of stacks and queues can be implemented using lists.
Let’s see if you got this...
Q26.1 Write a program that takes in a string containing city names separated by com-
mas, and then prints a list of the city names in sorted order. You can start with this:
cities = "san francisco,boston,chicago, indianapolis”

Q26.2 Write a function named is_permutation. It takes in two lists, L1 and L2. The function
returns True if L1 and L2 are permutations of each other. It returns False otherwise. Every
element in L1 is in L2, and vice versa, only arranged in a different order. For example,

® is_permutation([1,2,3], [3,1,2]) returns True.
® is_permutation([1,1,1,2], [1,2,1,1]) returns True.
® is_permutation([1,2,3,1], [1,2,3]) returns False.
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LESSON

DICTIONARIES AS MAPS BETWEEN
OBJECTS

After reading lesson 27, you'll be able to

= Understand what a dictionary object data type is

= Add to, remove from, and look up objects in dictionaries
= Understand when to use a dictionary object

= Understand the difference between a dictionary and a list

In the previous lesson, you learned about lists as collections of data with elements at a
certain position in the list. Lists are useful when you want to store one group of objects;
you saw that you could store a group of names or a group of numbers. But in real life,
you often have pairs of data: a word and its meaning, a word and a list of synonyms, a
person and their phone number, a movie and its rating, a song and its artist, and many
others.

Figure 27.1 takes the grocery list metaphor from the previous lesson and shows you one
way to apply it to dictionaries. In a list, your grocery items are enumerated; the first
item is on the first line, and so on. You can think of a list as mapping the numbers 0, 1, 2,
and so on, in that order, to each item in your list. With a dictionary, you get additional
flexibility in what you can map, and to what. In figure 27.1, the grocery dictionary now
maps an item to its quantity.
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Dictionaries as maps between objects

List Dictionary

E—V
eggs Figure 27.1 A list puts the first item at position
0, the second item at position 1, and the third at
position 2. A dictionary doesn’t have positions, but
bread rather maps one object to another; here it maps a

grocery item to its quantity.

You can think of a list as a structure that maps an integer (index 0, 1, 2, 3 ...) to an object;

a list can be indexed only by an integer. A dictionary is a data structure that can map

any object, not just an integer, to any other object; indexing using any object is more use-

ful in situations when you have pairs of data. Like lists, dictionaries are mutable so that

when you make a change to a dictionary object, the object itself changes without having

to make a copy of it.

FASEEEREEEESEEEEEEEEEEEEEEEEEEEREEEREEREEEEEEEEEEEEEEERERRERRNE NN

Consider this A word dictionary maps words from one language to their equivalent in
another language. For each of the following scenarios, are you able to map one thing to

another?

Your friends and their phone numbers

All the movies you've seen

The number of times each word occurs in your favorite song
Each coffee shop in the area and its Wi-Fi availability

All the names of the paints available at the hardware store
Your coworkers and their arrival and leave times

Answer:

W i i gl REREEREEEEEEEREEEENREENRERNRERNRRRRREDNR R
n

*
g s EnE R R R R EEEEEEEEEEEREEEREEEEEEREEREREREREREREREREREREREROERUETRS

Yes
No
Yes
Yes
No
Yes
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O ina dictionari
27.1 Creating dictionaries, keys, and values

Many programming languages have a way to map objects to each other or to look up

one object using another. In Python, such an object is called a dictionary with the object
type dict.

A dictionary maps one object to another; we can also say that you look up one object by
using another object. If you think of a traditional word dictionary, you look up a word to
find its meaning. In programming, the item you look up (in a traditional dictionary, the
word) is called the key, and what the item lookup returns (in a traditional dictionary, the
meaning) is called the value. In programming, a dictionary stores entries, and each entry
is a key-value pair. You use one object (the key) to look up another object (the value).

You create an empty Python dictionary with curly braces:
grocery = {}

This command creates an empty dictionary with no entries and binds the dictionary
object to a variable named grocery.

You can also create a dictionary with items already in it. In your grocery list, you map a
grocery item to its quantity. In other words, the keys to grocery will be strings represent-
ing the grocery items, and the values to grocery will be integers representing the quantity:

grocery = {"milk": 1, "eggs": 12, "bread": 2}
This line creates a dictionary with three items, as shown in figure 27.2. Each item in a
dictionary is separated by a comma. The keys and values for an item are separated by

a colon. The key is to the left of the colon, and the value for that key is to the right of
the colon.

grocery = { "milk" : 1, "eggs" : 12, "bread" : 2 }

Key Value Key Value

Figure 27.2 Adictionaryinitialized with

three entries. Entries are separated by
commas. Each entry has a key to the left
of a colon, and the key’s corresponding
value to the right of the colon.

Key Value

Both keys and values to a dictionary are single objects. A dictionary entry can’t have
more than one object as its key or more than one object as its value. If you’d like to store
more than one object as the value, you could store all the objects inside a tuple, because
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a tuple is one object. For example, your grocery list could have the string key "eggs" and
the tuple value (1, "carton") or (12, "individual"). Notice that the values in both situations
are one Python object, a tuple.

“\““‘““““““"""‘“““““““““““‘\

' Quick check 27.1 For each of the following situations, write a line of code that creates a dic-\
tionary and binds it to a variable with an appropriate name. For each, also indicate the keys and
values:

1 Empty dictionary of employee names and their phone numbers and addresses

2 Empty dictionary of cities and the number of inches of snow each city got in 1990 and
2000

3 Dictionary of items in a house and their value: a TV worth $2,000 and a sofa worth
$1,500
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Quick check 27.2 For each of the following, how many entries are in the dictionary? What's
the type of the keys, and what'’s the type of the values?

1 d={1:-1, 2:-2, 3:-3}
2 d={"1":1, "2":2, "3":3}
\ 3 d-={2:0,2], 5:[1,1,1,1,1], 3:[2,1,0]}
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21.2 Adding key-value pairs to a dictionary

Empty dictionaries or dictionaries with a fixed number of entries aren’t useful. You'll
want to add more entries to store more information. To add a new key-value pair, you
use square brackets, much as with lists:

d[k] = v

This command adds the key k and its associated value v into the dictionary d. If you try
to add to the same key again, the previous value associated with that key will be over-
written.

At any point, you can use the len() function to tell you the number of entries in the dic-
tionary. The following listing adds items to a dictionary.

Listing 27.1

legs = {} <—— Empty dictionary
2 <4—— Adds key “human” with value 2

legs["human"]
legs["cat"] = 4 <«—— Adds key “cat” with value 4

legs["snake"] = 0 <«—— Adds key “snake” with value O
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print(len(legs)) “_\ Prints 3 because there are
legs["cat"] = 3 < three entries in the dictionary

to value 3

print(legs) <
> Prints 3 because

you modified only
Prints {"human": 2, the entry for “cat”
'snake': O, 'cat": 3}

print(len(legs)) ‘\ Changes key “cat”

The preceding code shows the output using Python 3.5. If you use a different version of
Python, you may see a different order in the dictionary. Using the output from Python 3.5,
you may have noticed that the items you added to the dictionary were a human, then a
cat, and then a snake. But when you printed the dictionary in listing 27.1, the dictionary
printed a different order. This is normal behavior with dictionaries, and section 27.4.1 dis-
cusses this further.

27.2.1 Short diversion into restrictions on keys

When you try to insert an object key into a dictionary that already contains that key, the
value for the existing key is overwritten. This leads to an interesting point about the
kinds of objects you can store as keys in a dictionary.

You can’t have the same key multiple times in a dictionary; if you did, Python wouldn’t
know which key you're referring to when you want to retrieve a value. For example, if
you have the word box as a key that maps to container, and the word box that also maps to
fight, then which definition do you give to someone who wants the definition of box?
The first one you find? The last one? Both? The answer isn’t so clear. Instead of dealing
with this situation, Python guarantees that all keys in a dictionary are unique objects.

How and why does the Python language make this guarantee? Python enforces that a
key is an immutable object. This decision is because of the way that Python implements
the dictionary object.

Given a key, Python uses a formula based on the key value to calculate the location to
store the value. The formula is called a hash function. This method is used so that when
you want to look up a value, you can quickly retrieve the value by running the formula
instead of iterating through all the keys to find the one you want. Because the result of
the hash function should be the same when inserting or when looking up an item, the
location where the value is stored is fixed. Using an immutable object, you'll get the
same location value because the immutable object’s value doesn’t change. But if you
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used a mutable object, it’s possible (and likely) that the hash function would give a dif-
ferent location value when applied to the mutated key value, as opposed to the original
key value.

“\“““““““““““"“““““““““““‘\
:’ Quick check 27.3 What's the value of the dictionary after each line is executed?
\ city_pop = {}
: city_pop["LA"] = 3884
\  city_pop["NvC"] = 8406
: city_pop["SF"] = 837

"llllllll/

\city_pop["LA"] = 4031
\d
""""""""""‘“"‘““““““““““““

27.3 Removing key-value pairs from a dictionary

g 2\
(SO

As with lists, you can remove items after you put them into a dictionary by using the
pop() operation. The command d.pop(k) will remove the key-value entry in the dictionary
d corresponding to the key k. This operation is like a function and returns the value from
the dictionary associated with the key k. After the pop operation in the next listing, the
dictionary household will have the value {"person":4, "cat":2, "dog":1}.

Removing pairs from a dictionary

household = {"person":4, "cat":2, "dog":1, "fish":2} <«— Fills a dictionary
removed = household.pop("fish") —

print (removed) ‘\ Removes entry whose key

is “fish” and saves the
value associated with the
key “fish” in a variable

Prints value of
removed entry

“““‘“"‘“‘““‘“"‘““““““““““““‘\
Quick checlk 27.4  What's printed by the following code? If there’s an error, write error:
constants = {"pi":3.14, "e":2.72, "pyth":1.41, "golden":1.62}
print(constants.pop("pi"))
print(constants.pop("pyth"))
print(constants.pop("i"))
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\
\
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27.4 Getting all the keys and values in a dictionary

Python has two operations that allow you to get all the keys in the dictionary and all the

values in the dictionary. This is useful if you need to look through all the pairs to find
entries that match certain criteria. For example, if you have a dictionary that maps a
song name to its rating, you may want to retrieve all the pairs, and keep only the ones
whose rating is 4 or 5.

If a dictionary named songs contains pairs of songs and ratings, you can use songs. keys()
to get all the keys in the dictionary. The following code prints dict_keys(['believe', 'roar’,
'let it be']):

songs = {"believe": 3, "roar": 5, "let it be": 4}

print(songs.keys())
The expression dict_keys(['believe', 'roar', 'let it be']) is a Python object that contains
all the keys in the dictionary.
You can iterate over the returned keys directly by using a for loop, as in this line:

for one_song in songs.keys():
Alternatively, you can save the keys in a list by casting the returned keys into a list via
this command:

all_songs = list(songs.keys())

Similarly, the command songs.values() gives you all the values in the dictionary songs. You
can either iterate over them directly or cast them into a list if you need to use them later
in your code. It's most often useful to iterate over the keys in a dictionary because after
you know a key, you can always look up the value corresponding to that key.

Let’s look at a different example. Suppose you have data for the following students in

your class:

Name Quiz 1 Grade Quiz 2 Grade
Chris 100 70

Angela 90 100

Bruce 80 40

Stacey 70 70

Listing 27.3 shows an example of how to use dictionary commands to keep track of stu-
dents and their grades in your class. First, you create a dictionary that maps student
names to their grades on exams. Assuming each student took two exams, the value in
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the dictionary for each student will be a list containing two elements. Using the dictio-
nary, you can print all the names of the students in the class by iterating through all the
keys, and you can also iterate through all the values and print all the averages for the
quizzes. Lastly, you can even modify the values for each key by adding to the end of the
list the average of the two quizzes.

Keeping track of student grades by using a dictionary

grades = {}
grades["Chris"] = [100, 70] Sets up the )
dictionary mapping
grades["Angela"] = [90, 100] a string to a list of
grades["Bruce"] = [80, 40] the two quiz scores
grades["Stacey"] = [70, 70]
for student in grades.keys(): Iterates through keys
print(student) and prints them
for quizzes in grades.values(): Iterates through values and
print(sum(quizzes)/2) prints their average

for student in grades.keys(): =~ <«——— Iterates through all keys
scores = grades[student]

grades[student].append(sum(scores)/2)  Takes scores of each student

print(grades) '\ and assigns them to the
‘\ scores variable for average

Takes the average cglculation in the next line
Prints of the elements

{'Bruce": [80, 40, 60.0], and appends it to
'Stacey': [70, 70, 70.0], the end of the list
"Angela’; [90, 100, 95.0],

‘Chris"; [100, 70, 85.0]}
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Quick check 27.5 You have the following lines of code that perform operations on an
employee database by incrementing everyone’s age by 1. What does the code print?

employees = {"John": 34, "Mary": 24, "Erin": 50}

for em in employees.keys():

employees[em] += 1

for em in employees.keys():

\ print(employees[em]) K
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27.4.1 No ordering to dictionary pairs

In this lesson, I mentioned that you may see different results depending on the version
of Python you're using. If you use Python 3.5 to run the code in listing 27.3, you may
notice something odd. The output from printing all the keys is as follows:

Bruce
Stacey

Angela
Chris

But when you added items to the dictionary, you added Chris, then Angela, then Bruce,
then Stacey. These orders don’t seem to match. Unlike lists, a Python dictionary forgets
the order in which items were added to the dictionary. When you ask for keys or values,
you have no guarantee about the order in which they’re returned. You can see this by
typing in the following code that checks for equality between two dictionaries and then
between two lists:

print({"Angela": 70, "Bruce": 50} == {"Bruce": 50, "Angela": 70})
print(["Angela", "Bruce"] == ["Bruce", "Angela"])

The two dictionaries are equal, even though the order that the entries are put in aren’t
the same. In contrast, a list of the two names must be in the same order to be considered
equal.

() 27.5 Why should you use a dictionary?
By now, it should be clear that dictionaries can be fairly useful objects because they map
objects (keys) to other objects (values), and you can later look up values given a key. Dic-
tionaries have two common uses: keeping count of the number of times something
occurs, and using dictionaries to map items to functions.

27.5.1 Keeping count with frequency dictionaries

Possibly one of the most common uses of dictionaries is to keep track of the quantity of
a certain item. For example, if you're writing a Scrabble game, you may use a dictio-
nary to keep track of the quantity of each letter in your hand. If you have a text docu-
ment, you may want to keep track of the number of times you use each word. In listing
27.4, you'll build a frequency dictionary that maps a word to the number of times it
occurs in a song. The code takes a string and makes a list of words by splitting on the



270 Lesson 27 Dictionaries as maps between objects

space. With an initially empty dictionary, you go through all the words in the list and
do one of two things:

= If you haven’t added the word to the dictionary yet, add it with a count of 1.

= If you've already added the word to the dictionary, increase its count by 1.
Listing 27.4
String with song lyrics

( lyrics = "Happy birthday to you Happy birthday to you Happy birthday dear
>

Happy birthday to you"  Empty frequency dictionary
/

n = « . .
counts & Gets a list of all words in the

_ : T string by splitting the string
words = lyrics.split(" ") “/ on the space character

for w in words: <
1 \ lterates through each
e ower () word in the list from the
Converts if w not in counts: preceding line

to
lowercase counts[w] =1 ‘/—\

else: Word isn’t in the dictionary
yet, so add it as the key
and set its value to 1

print(counts)
Word is already in the
P dictionary, so increment

rints {'ha " 4, 'to": (
3, 'deai‘: ’Ip,p'\{,gu'; 3, its count by 1
'birthday': 4}

counts[w] += 1

A frequency dictionary is a useful application of Python dictionaries, and you'll write a
function to build a frequency dictionary in the capstone project in lesson 29.

27.5.2 Building unconventional dictionaries

A Python dictionary is a useful data structure. It allows easy access to one object’s value
by looking it up using another object’s value. Anytime you need to map two items and
access them later, a dictionary should be the first thing you try to use. But there are
some less obvious scenarios for using a dictionary. One use is to map common names to
functions. In listing 27.5, you define three functions that, given an input variable, find
the area of three common shapes: a square, circle, and equilateral triangle.

You can build a dictionary that maps a string to the function itself, referenced by the
function name. When you look up each string, you’ll get back the function object. Then,
using the function object, you can call it using a parameter. In listing 27.5, when you
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access the dictionary using "sq" in the line print(areas["sq"](n)), the value retrieved by
areas["sq"] is the function named square. The function is then called on the number n = 2

when you use areas["sq"](n).

Dictionaries and functions

Known function to calculate

def square(x):
area of a square

return x*x

Known function to calculate

def cirele(r): area of a circle

return 3.14*r*r

Known function to calculate

def equilateraltriangle(s):
area of an equilateral triangle

return (s*s)*(3**0.5)/4

areas = {"sq": square, "ci": circle, "eqtri": equilateraltriangle} ‘7

n=2 Dictionary maps
. — N string to function

print(areas["sq"](n))

. Calls function mapped

print(areas["ci ]( ))( . 4\ in dictionary by key

n

print(areas["e “sq” on n where n'is 2

Calls function mapped in
dictionary by key “eqtri’
on n where n is 2

‘> Calls function mapped
in dictionary by key “ci”
on n where n is 2

Summar
In this lesson, my objective was to teach you a new data type, the Python dictionary. A
dictionary maps one object to another. Like lists, dictionaries are mutable objects in
which you can add to, remove from, and change elements. Unlike lists, dictionaries
don’t have an order, and they allow only certain object types to be the keys. Here are the
major takeaways:

= Dictionaries are mutable.
= Dictionary keys must be immutable objects.
= Dictionary values can be mutable or immutable.

= A dictionary doesn’t have an order.

Let’s see if you got this...



272 Dictionaries as maps between objects

Q27.1 Write a program that uses dictionaries to accomplish the following task. Given a
dictionary of song names (strings) mapped to ratings (integers), print the song names of
all songs that are rated exactly 5.

Q27.2 Write a function named replace. It takes in one dictionary, d, and two values, v
and e. The function doesn’t return anything. It mutates d such that all the values vin d are
replaced with e. For example,

» replace({1:2, 3:4, 4:2}, 2, 7) mutatesdto {1: 7, 3: 4, 4: 7}.

® replace({1:2, 3:1, 4:2}, 1, 2) mutatesd to {1: 2, 3: 2, 4: 2}.
Q27.3 Write a function named invert. It takes in one dictionary, d. The function returns
anew dictionary, d_inv. The keys in d_inv are the unique values in d. The value corre-
sponding to a key in d_inv is a list. The list contains all the keys in d that mapped to the
same value in d. For example,

m invert({1:2, 3:4, 5:6}) returns {2: [1], 4: [3],
» invert({1:2, 2:1, 3:3}) returns {1: [2], 2
» invert({1:1, 3:1, 5:1}) returns {1: [1, 3, 5]}.



LESSON

ALIASING AND COPYING LISTS AND
DICTIONARIES

After reading lesson 28, you'll be able to

= Make aliases for mutable objects (lists and dictionaries)
= Make copies of mutable objects (lists and dictionaries)
= Make sorted copies of lists

= Remove elements from mutable objects based on certain criteria

Mutable objects are great to use because they allow you to modify the object itself with-
out making a copy. When your mutable objects are large, this behavior makes sense
because otherwise, making a copy of a large item every time you make a change to it is
expensive and wasteful. But using mutable objects introduces a side effect that you need
to be aware of: you can have more than one variable bound to the same mutable object,
and the object can be mutated via both names.

Consider this Think of a famous person. What aliases do they have, or what other names or
nicknames do they go by?

Answer: Bill Gates

Nicknames: Bill, William, William Gates, William Henry Gates |lI

273
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Suppose you have data on the famous computer scientist Grace Hopper. Let’s say Grace
Hopper is an object, and her value is a list of labels: ["programmer”, "admiral”, "female"]. To
friends she might be known as Grace, to others as Ms. Hopper, and her nickname is
Amazing Grace. All these names are aliases for the same person, the same object with the
same string of labels. Now suppose that someone who knows her as Grace adds another
value to her list of labels: "deceased". To people who know her as Grace, her list of labels
is now ["programmer", "admiral", "female", "deceased"]. But because the labels refer to the
same person, every other one of her aliases now also refers to the new list of labels.

- N
28.1 Using object aliases

In Python, variable names are names that point to an object. The object resides at a spe-

cific location in computer memory. In lesson 24, you used the id() function to see a
numerical representation of the memory location of an object.

28.1.1 Aliases of immutable objects

Before looking at mutable objects, let’s look at what happens when you use the assign-
ment operator (equal sign) between two variable names that point to immutable objects.
Type the following commands in the console and use the id() function to see the mem-
ory locations of the variables a and b:

a=1
id(a)
Out[2]: 1906901488
b =a
id(b)
Out[4]: 1906901488

The 0ut lines tell you the output of the id() function. Notice that both a and b are names
that point to the same object (an integer with value 1). What happens if you change the
object that a points to? In the following code, you reassign variable name a to point to a

different object:
a=2
id(a)
Out[6]: 1906901520
id(b)
Out[7]: 1906901488
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a
Out[8]: 2
b
Out[9]: 1

Notice that the variable named a now points to a completely different object with a dif-
ferent memory location. But this operation doesn’t change the variable name to which b
points, so the object that b points to is at the same memory location as before.

AR AL LLLLLLLELLLLLLLLLLLLLLLLLLLLLLLSL LN LNLNN NN NN N N

N You have a variable named x that points to an immutable object with

: x = "me". Running id(x) gives 2899205431680. For each of the following lines, determine whether N

\ the ID of that variable will be the same as id(x). Assume that the lines are executed one after :

: another: :

\ 1 y=x #what is id(y) \

: 2 z=y #what is id(z) :
3 a="me" # what is id(a) N

/
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28.1.2 Aliases of mutable objects

You can do the same sequence of commands as in section 28.1.1 on a mutable object,
such as a list. In the following code, you can see that using the assignment operator
between a variable name that points to a list behaves in the same way as with an
immutable object. Using the assignment operator on a mutable object doesn’t make a
copy; it makes an alias. An alias is another name for the same object:

genius = ["einstein", "galileo"]
id(genius)
Out[9]: 2899318203976

smart = genius
id(smart)
Out[11]: 2899318203976

The memory location that objects genius and smart point to are the same because they
point to the same object. Figure 28.1 shows how the variables smart and genius point to
the same object.
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genius
genius "galileo" "einstein" | "galileo"
smart

Figure 28.1 In the left panel, you create the variable genius
pointing to the list ["einstein”, "galileo"].In the right panel, the
variable smart points to the same object as genius.

e S R R e A R S
Quick check 28.2 You have a variable named x that points to a mutable object with x :\
["'me", "I"]. Running id(x) gives 2899318311816. For each of the following lines, determine
whether the ID of that variable will be the same as id(x). Assume that the lines are executed one
after another:

1 y = x # what is id(y)

2 z =y # what is id(z)

3 a-=["me", "I"] # what is id(a) K

\d
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The difference between mutable and immutable objects is evident in the next set of com-
mands, when you mutate the list:

genius.append("shakespeare")
id(genius)
Out[13]: 2899318203976

id(smart)
Out[14]: 2899318203976

genius
Out[16]: ["einstein", "galileo", "shakespeare"]

smart
Out[15]: ["einstein", "galileo", "shakespeare"]

When you modify a mutable object, the object itself is changed. When you append a
value to the list pointed to by genius, the list object itself is changed. Variable names
genius and smart still point to the same object at the same memory location. The object
pointed to by variable name smart is also changed (because it points to the same thing as
the variable genius). This is shown in figure 28.2.

Using the equal sign between mutable lists implies that if you modify the list through
one variable name, all other variable names pointing to the same list will point to the
mutated value.
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genius
genius —| "einstein" | "galileo" "einstein" | "galileo"
smart

Figure 28.2 \When the list object ["einstein", "galileo"]is
modified through the variable genius, the variable smart also
points to the modified list object.

“""""“""""‘“""““““““““““““
O \

You have a variable named x that points to a mutable object with x =
["me", "I"].For each of the following points, answer the question:
1 Does x change after the following lines are executed?

y =X

x.append("myself")

2 Does x change after the following lines are executed?

y =X

y-pop()

Does x change after the following lines are executed?

y =X

y.append("myself")

4 Does x change after the following lines are executed?

y =X

y.sort()

5 Does x change after the following lines are executed?

y =[x, x]

y.append(x)

>
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28.1.3 Mutable objects as function parameters

In unit 5, you saw that variables inside a function are independent of variables outside
the function. You could have a variable named x outside the function and a variable
named x as a parameter to the function. They don’t interfere with each other because of
scoping rules. When working with mutable objects, passing mutable objects as actual
parameters to a function implies that the actual parameter to the function will be an alias.

Listing 28.1 shows code that implements a function. The function is named add_word(). Its
input parameters are a dictionary, a word, and a definition. The function mutates the dic-
tionary so that even when accessed outside the function, the dictionary contains the

newly added word. The code then calls the function with a dictionary named words as the
actual parameter. In the function call, the dictionary named d is the formal parameter and
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is now an alias for the dictionary words. Any changes made to d inside the function reflect
when you access the dictionary words.

Function that mutates a dictionary

A function that takes in a

dictionary, a string (word),
<‘and another string (definition)

def add_word(d, word, definition):
""" d, dict that maps strings to lists of strings
word, a string
definition, a string
Mutates d by adding the entry word:definition
If word is already in d, append definition to word’s value list

\c{}lc:%?gnigr Does not return anything
Voo Adds definition to end
\ if word in d: of key’s value list
. d[word].append(definition) Makes new list with one
FE‘(’)‘;S else: <—— Word not in dictionary word as the key’s value

['fight']} d[word] = [definition] /
words = {} —
Outside function;

add_word(words, 'box', 'fight') creates an
print (words) empty dictionary

add_word(words, 'box', 'container') Calls the function with the

print(words) dictionary named “words”

add_word(words, 'ox', ‘animal') as the actual parameter
print(words) ‘\

Prints {'ox': ['animal'],

'box': ['fight',
Prints ‘container']}
{'box': ['fight', 'container']}
Calls the function again Calls the function
to append to the value again to add another

for the key “box” entry
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28.2 Making copies of mutable objects

When you want to make a copy of a mutable object, you need to use a function that

D

makes it clear to Python that you want to make a copy. There are two ways to do this:
make a new list with the same elements as another list, or use a function.

28.2.1 Commands to copy mutable objects

One way to make a copy is to make a new list object with the same values as the other
one. Given a list artists with some elements, the following command creates a new list
object and binds the variable name painters to it:

painters = list(artists)

The new list object has the same elements as artists. For example, the following code
shows that the objects that lists painters and artists point to are different because modi-
fying one doesn’t modify the other:

artists = ["monet", "picasso"]
painters = list(artists)
painters.append("van gogh")

painters
Out[24]: ["monet", "picasso", "van gogh"]
artists
Out[25]: ["monet", "picasso"]
The other way is to use the copy() function. If artists is a list, the following command cre-
ates a new object that has the same elements as artists, but copied into the new object:
painters = artists.copy()

The following code shows how to use the copy command:

artists = ["monet", "picasso"]
painters = artists.copy()

painters.append("van gogh")

painters
Out[24]: ["monet", "picasso", "van gogh"]

artists
Out[25]: ["monet", "picasso"]
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From the console output, you can see that the list objects pointed to by painters and art-
ists are separate because making changes to one doesn’t affect the other. Figure 28.3
shows what it means to make a copy.

artist — "monet" [ "picasso" artist —=| "monet" | "picasso"
painters "monet" | "picasso" painters —>L "monet" L"picasso"J\"vangogh"J

Figure 28.3 In the panel on the left, making a copy of the abject [ "monet”,
"picasso"] makes a new object with the same elements. In the panel on the right,
you can mutate one object without interfering with the other object.

28.2.2 Getting copies of sorted lists

You saw that you can sort a list so that the list itself is modified directly. For a list L, the
command is L.sort(). In some situations, you'd like to keep your original list and get a
sorted copy of the list, while keeping the original unchanged.

Instead of making a copy of the list and then sorting the copy, Python has a function that
allows you to do it in one line. The following command shows a function that returns a
sorted version of a list and stores it in another list:

kid_ages = [2,1,4]
sorted_ages = sorted(kid_ages)

sorted_ages
Outl[é1]: [1, 2, 4]

kid_ages
out[62]: [2, 1, 4]

You can see that the variable sorted_ages points to a sorted list, but the original list
kid_ages remains unchanged. Previously, when you wrote the command kid_ages.sort(),
kid_ages would be changed so that it got sorted without a copy being made.

“""""""""“““"‘“““““““““““‘\
Write a line of code that achieves each of the following:
1 Creates a variable named order that’s a sorted copy of a list named chaos

2 Sorts a list named colors
3 Sorts a list named deck and aliases it to a variable named cards

Ty,
*

* /
Co sy
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28.2.3 A word of caution when iterating over mutable objects

Often you want to have code that removes items from a mutable object, provided they
meet some sort of criteria. For example, suppose you have a dictionary of songs and
their ratings. You want to remove all songs from the dictionary that have a rating of 1.

Listing 28.2 tries (but fails) to accomplish this. The code iterates through every key in
the dictionary. It checks whether the value associated with that key is a 1. If so, it
removes the pair from the dictionary. The code fails to run and shows the error message
RuntimeError: dictionary changed size during iteration. Python doesn’t allow you to change
the size of a dictionary as you're iterating over it.

Listing 28.2
songs = {"Wannabe": 1, "Roar": 1, "Let It Be": 5, "Red Corvette": &4} 4\
for s in songs.keys(): <«— lterates through every pair songs
if songs[s] == 1: <+—— If the rating value is 1... dictionary
songs.pop(s) < ...removes the song with that value

Suppose you try to do the same thing, except that instead of a dictionary, you have a list.
The following listing shows how you might accomplish this, but also fails to do the right
thing. The code doesn’t fail this time. But it has a behavior different from what you
expected; it gives the wrong value for songs: [1, 5, 4] instead of [5, 4].

Listing 28.3
songs = [1, 1, 5, 4] < Song rating list
for s in songs: < Iterates through every rating
if s = 1: < If the rating value is 1...
songs.pop(s) < ...removes the song with that value
print(songs) <«—— Prints [1,5,4]

You can see the buggy effect of removing items from a list while iterating over it. The
loop gets to the element at index 0, sees that it's a 1, and removes it from the list. The list
isnow [1, 5, 4]. Next, the loop looks at the element at index 1. This element is now from
the mutated list [1, 5, 4], so it looks at the number 5. This number isn't equal to 1, so it
doesn’t remove it. Then it finally looks at the element at index 2 from the list [1, 5, 4],
the number 4. It’s also not equal to 1, so it keeps it. The issue here is that when you
popped the first 1 you saw, you decreased the length of the list. Now the index count is
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one off from the original list. Effectively, the second 1 in the original list [1, 1, 5, 4] was
skipped.

If you ever need to remove (or add) items to a list, you'll first make a copy. You can iter-
ate over the list copy and then start fresh on the original list by adding items you want
to keep, as you iterate over the copied list. The following listing shows how to modify
the code in listing 28.3 to do the right thing. This code doesn’t cause an error, and the
correct value for songs is now [5, 4].

Listing 28.4
songs = [1, 1, 5, 4] < Original ratings list
songs_copy = songs.copy() <— Makes a copy of the object
songs = [] <«——— Sets original list to be empty
for s in songs_copy: < For every rating in the list
if s I= 1: <«—— If the rating is one to keep...

songs.append(s) ...adds the rating to the original list

print(songs) < Prints [5,4]

<

28.2.4 Why does aliasing exist?

If aliasing an object introduces the problem of inadvertently mutating an object you
didn’t intend to change, why use aliasing in the first place? Why not just make copies all
the time? All Python objects are stored in computer memory. Lists and dictionaries are
“heavy” objects, unlike an integer or a Boolean. If you make copies, for example, every
time you make a function call, this can severely cripple the program with many function
calls. If you have a list of the names of all people in the United States, copying that list
every time you want to add someone new can be slow.

S
oy Summary

%)
DSSAN

In this lesson, my objective was to teach you about subtleties of dealing with mutable
objects. Mutable objects are useful because they can store a lot of data that can easily be
modified in place. Because you're dealing with mutable objects that contain many ele-
ments, making copies with every operation becomes inefficient in terms of computer
time and space. By default, Python aliases objects so that using the assignment operator
makes a new variable that points to the same object; this is called an alias. Python recog-
nizes that in some situations you want to make a copy of a mutable object, and it allows
you to explicitly tell it that you want to do so. Here are the major takeaways:
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= Python aliases all object types.

= Aliasing a mutable object may lead to unexpected side effects.

= Modifying a mutable object through one alias leads to seeing the change through
all other aliases of that object.

= You can make a copy of a mutable object by making a new object and copying
over all elements of the original one.

Let’s see if you got this...

0Q28.1 Write a function named invert_dict that takes as input a dictionary. The function
returns a new dictionary; the values are now the original keys, and the keys are now the
original values. Assume that the values of the input dictionary are immutable and
unique.

0Q28.2 Write a function named invert_dict_inplace that takes as input a dictionary. The
function doesn’t return anything. It mutates the dictionary passed in so that the values
are now the original keys, and the keys are now the original values. Assume that the
values of the input dictionary are immutable and unique.



LESSON

CAPSTONE PROJECT: DOCUMENT
SIMILARITY

After reading lesson 29, you'll be able to

= Take as input two files and determine their similarity
= Write organized code by using functions

= Understand how to work with dictionaries and lists in a real-life setting

How similar are two sentences? Paragraphs? Essays? You can write a program incorpo-
rating dictionaries and lists to calculate the similarity of two pieces of work. If you're a
teacher, you could use this to check for similarity between essay submissions. If you're
making changes to your own documents, you can use this program as a sort of version
control, comparing versions of your documents to see where major changes were made.
THE PROBLEM You're given two files containing text. Using the names of the files, write a
program that reads the documents and uses a metric to determine how similar they are.

Documents that are exactly the same should get a score of 1, and documents that don’t
have any words in common should get a score of O.

Given this problem description, you need to decide a few things:

= Do you count punctuation from the files or only words?

= Do you care about the ordering of the words in files? If two files have the same
words but in different order, are they still the same?

= What metric do you use to assign a numerical value to the similarity?

284



Reading file information 285

These are important questions to answer, but when given a problem, a more important
action is to break it into subtasks. Each subtask will become its own module, or a func-
tion in Python terms.

-Or : .
29.1 Breaking the problem into tasks

If you reread the problem statement, you can see that a few natural divisions exist for
self-contained tasks:

1 Get the filename, open the file, and read the information.
2 Get all the words in a file.

3 Map each word to how often it occurs. Let’s agree that order doesn’t matter
for now.

4 Calculate the similarity.

Notice that in breaking down the tasks, you haven’t made any specific decisions about
implementations. You have only broken down your original problem.

Thinking like a programmer

When thinking about how to break down your problem, choose and write tasks in such
a way that they can be reusable. For example, make a task that reads a filename and
gives you back the file contents, as opposed to a task that reads exactly two filenames
and gives you back their contents. The idea is that the function that reads one filename
is more versatile and, if needed, you can call it two (or more) times.

& J

29.2 Reading file information

W=

The first step is to write a function that takes in a filename, reads the contents, and gives
you back the contents in useable form. A good choice for the return would be to give
you back all the contents of the file as a (possibly large) string. Listing 29.1 shows you
the function to do this. It uses Python functions to open the file by using the filename
given, read the entire contents into a string, and return that string. When the function is
called on the name of a file, it'll return a string with all the file contents.
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Listing 29.1

def read text(filename):

filename: string, name of file to read .
Docstring

returns: string, contains all file contents

Return  inFile = open(filename, 'r') «— N\

string Python function to open the

line = inFile.read() ‘ ~_file by using the filename
\> return line

Python function to read all
text = read text("sonnetl8.txt") 4\ contents as a string

print(text) Function call

After you write a function, you should test and, if necessary, debug it. To test this func-
tion, you need to create a file with contents. Create an empty text document in the same
folder where you have your .py file for this lesson. Populate the text file with content
and save it; | used Shakespeare’s “Sonnet 18.” Now, in the .py file, you can call the func-
tion with

print(read_text("sonnet18.txt"))

When you run the file, the console should print the entire contents of the file.

Thinking like a programmer

The point of writing functions is to make your life easier. Functions should be self-
contained pieces of code that you need to debug only once but that you can reuse many
times. When you’re integrating more than one function, you need to debug only the way
they interact as opposed to debugging the functions themselves.

() - .
29.3 Saving all words from the file

Now you have a function that returns a string containing all the contents of a file. One

giant string isn’t helpful to a computer. Remember that Python works with objects, and
a large string containing a bunch of text is one object. You'd like to break this large string
into parts. If you're comparing two documents, a natural breakdown of the string would
be to separate it into words.
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Thinking like a programmer

When faced with a task, you'll often need to decide which data structures (types) to use.
Before beginning to code, think about each data type you've learned about and decide
whether it's an appropriate one to use. WWhen more than one may work, pick the sim-
plest one.

This task of breaking down a string will be done using a function. Its input is a string. Its
output can be one of many things. With more coding practice, you’ll more quickly rec-
ognize when to use certain object types and why. In this case, you'll separate all the
words in the string into a list, with each word being an element in the list. Listing 29.2
shows the code. It first does a bit of cleanup by replacing newlines with a space and
removes all special characters. The expression string.punctuation is a string itself whose
value is the set of all the punctuation characters that a string object could have:

TSI\ () ¥+, - /15 <=>26[\\] _ {|}~

After the text has been cleaned up, you use the split operation to split the string on the
space character and give back a list of all words (because all words are separated by a
space).

Listing 29.2

import string «— > .
Brings in functions
def find words(text): related to strings

) Replaces newlines
text: string with a space
returns: list of words from input text
W Uses preset punctuation
characters from string

text = text.replace("\n", " ") <
for char in string.punctuation: Replaces punctuation
. characters with the
text = text.replace(char, "")

\/empty string

words = text.split(" ") «——

return words Makes a list of all
4\ words by using a
words = find words(text) space separator

A Returns list
Function call _/ of words
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Thinking like a programmer
Before running a function on large input files, try it on a smaller test file with a couple of
words. That way, if anything goes wrong, you don't have to look through hundreds of
lines to figure out what's wrong.

You run this function on the text file sonnet18.txt:

Shall I compare thee to a summer's day?
Thou art more lovely and more temperate:

Rough winds do shake the darling buds of May,

And summer's lease hath all too short a date:
Sometime too hot the eye of heaven shines,

And often is his gold complexion dimmed,

And every fair from fair sometime declines,

By chance, or nature's changing course untrimmed:
But thy eternal summer shall not fade,

Nor lose possession of that fair thou ow'st,

Nor shall death brag thou wander'st in his shade,
When in eternal lines to time thou grow'st,

So long as men can breathe, or eyes can see,

So long lives this, and this gives life to thee.

If you type the following code, you'll get back a list of all the words in the console:

print (find_words(text))
This prints the following list for sonnet18.txt:

['Shall', 'I', 'compare', ... LIST TRUNCATED ..., 'life', 'to', 'thee']

L - :
29.4 Mapping words to their frequency

Now that you have a list of words, you have a Python object with which you can work

more in-depth to analyze its contents. At this point, you should be thinking about how
to find the similarity between two documents. At the very least, you'll probably want to
know the quantity of each word in the document.

Notice that when you created the list of words, the list contained all the words, in order,
from the original string. If there were duplicate words, they were added in as another
list element. To give you more information about the words, you’d like to pair up each
word to how often it occurs. Hopefully, the phrase pair up led you to believe that a
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Python dictionary would be an appropriate data structure. In this particular case, you'll
be building a frequency dictionary. The following listing shows you the code to accom-
plish this.

Listing 29.3

def frequencies(words):
words: list of words
returns: frequency dictionary for input words

freq_dict = {} <«— Initially empty dictionary

for word in words: <+——— Looks at each word in list
if word in freq_dict: <+—— If word already in dictionary...
freq_dict[word] += 1 ~<«—— ...adds one to its count
else: <+— Word not in dictionary yet
freq dict[word] = 1 <+——— Adds word and sets its count to 1
return freq_dict <+— Returns dictionary

freq_dict = frequencies(words) <—— Function call

A frequency dictionary is a useful application of dictionaries in this problem. It maps a
word to the number of times you see it in the text. You can use this information when
you compare two documents.

e 29.5 Comparing two documents by using a similarity score

F\—'—ﬂ

Now you have to decide which formula you’d like to use to compare two documents,
given the number of times each word occurs. To begin with, the formula doesn’t need to
be too complicated. As an initial pass, you can use a simple metric to make the compari-
son and see how well it does. Suppose these steps will calculate the score, by using a
running sum over each word:
= Look for a word in both frequency dictionaries (one for each document).
= Ifit's in both, add the difference between the counts. If it appears in only one of
them, add the count for that one (effectively adding the difference between the
count from one dictionary and 0 from the other one).
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= The score is the division between the total difference and the total number of
words in both documents.

After coming up with a metric, it’s important to do a sanity check. If the documents are
exactly the same, the difference between all the word counts in both frequency dictio-
naries is 0. Dividing this by the total number of words in both dictionaries gives 0. If the
documents don’t have any words in common, the difference summed up will be “total
words in one document” + “total words in other document.” Dividing this by the total
number of words in both documents gives a ratio of 1. The ratios make sense except that
you want documents that are exactly the same to have a ratio of 1, and ones that are
completely different to have a ratio of 0. To solve this, subtract the ratio from 1.

Listing 29.4 shows the code to calculate the similarity, given two input dictionaries. The
code iterates over the keys of one dictionary; it doesn’t matter which one, because you'll
iterate over the other dictionary in another loop.

As you're going through the keys of one dictionary, you check whether the key is also in
the other dictionary. Recall that you're looking at the value for each key; the value is the
number of times the word occurs in one text. If the word is in both dictionaries, take the
difference between the two frequency counts. If it isn’t, take the count from the one dic-
tionary in which it exists.

After you finish going through one dictionary, go through the other dictionary. You no
longer need to look at the difference between the two dictionary values because you
already counted that previously. Now you're just looking to see whether any words in
the other dictionary weren’t in the first one. If so, add up their counts.

Finally, when you have the sum of the differences, divide that by the total number of
words in both dictionaries. Take 1 minus that value to match the original problem speci-
fications for scoring.

Listing 29.4

def calculate_similarity(dictl, dict2):
dictl: frequency dictionary for one text
dict2: frequency dictionary for another text
returns: float, representing how similar both texts are to each other
diff =0
total = 0
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for word in dictl.keys(): [terates over words

if word in dict2.keys(): in one dictionary
Word doesn’t appear in Word is in both
the other dictionary dictionaries !:‘leg:ﬁgﬁ 3;::%?0“';’;:35
Adds the difference - Adds the entire
in frequencies frequency

\\~> diff += abs(dictl[word] - dict2[word])
else:
diff += dictl[word]

Counted word in
both dictionaries;
looks only at

for word in dict2.keys(): words not in dict1

if word not in dictl.keys(): <
diff += dict2[word] <+——— Adds entire frequency

total = sum(dictl.values()) + sum(dict2.values()) <+——
difference = diff / total Total number of words

similar = 1.0 - difference in both dictionaries
HLRet = s LR Divides difference
return round(similar, 2) by total number

of words
Rounds to 2 decimal ds_l%'Pt"aCtS
places and returns ifrerence
from 1

score between O and 1

The function returns a float number between 0 and 1. The lower the number, the less
similar the documents are, and vice versa.

O .
29.6 Putting it all together

The final step is to test the code on text files. Before using your program on two separate

files, do a sanity check: first, use the same file as both texts to check that the score you
get is 1.0, and then use the sonnet file and an empty file for the other to check that the
score you get is 0.0.

Now, use Shakespeare’s “Sonnet 18” and “Sonnet 19” to test two pieces of work, and
then modify “Sonnet 18” by changing the word summer to winter to see if the program
found them to be almost exactly the same.

The text of “Sonnet 18” was shown earlier. Here’s the text for “Sonnet 19”:
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Devouring Time, blunt thou the lion's paws,
And make the earth devour her own sweet brood;

Pluck the keen teeth from the fierce tiger's jaws,
And burn the long-lived phoenix in her blood;
Make glad and sorry seasons as thou fleet'st,
And do whate'er thou wilt, swift-footed Time,

To the wide world and all her fading sweets;

But I forbid thee one most heinous crime:

0! carve not with thy hours my love's fair brow,
Nor draw no lines there with thine antique pen;
Him in thy course untainted do allow

For beauty's pattern to succeeding men.

Yet, do thy worst old Time: despite thy wrong,
My love shall in my verse ever live young.

The following listing opens two files, reads their words, makes the frequency dictionary,
and calculates their similarity.

Code to run the document similarity program

text 1 = read text("sonnetl8.txt")

text 2 = read text("sonnetl9.txt")

words 1 = find words(text 1)

words 2 = find words(text 2)

freq_dict_1 = frequencies(words_1)

freq_dict_2 = frequencies(words_2)
print(calculate_similarity(freq_dict_1, freq_dict_2))

When I run the program on “Sonnet 18” and “Sonnet 19” the similarity score is 0.24. It
makes sense that it’s closer to 0 because they’re two different pieces of work. When I run
the program on “Sonnet 18” and my modified “Sonnet 18” (with three instances of the
word summer changed to winter), the score is 0.97. This also makes sense because the
two pieces are almost the same.

- : .
29.7 One possible extension

You can make your program more robust by looking at pairs of words instead of single

words. After you read the file as a string, look at pairs of words, called bigrams, and save
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them in a list. Looking at bigrams instead of words can improve your program because
pairs of words often give a better indication of similarity in languages. This could lead
to a more accurate setup and a better model of written text. If you want, you could also
use a mixture of bigrams and words when you calculate a similarity score.

In this lesson, my objective was to teach you how to write a program that reads in two
files, converts their content to a string, uses a list to store all the words in a file, and then
makes a frequency dictionary to store each word and the number of times it occurred in
a file. You compared two frequency dictionaries by counting the differences between the
word counts in each dictionary to come up with a score for how similar the files were.
Here are the major takeaways:

= You wrote modular code by using functions that could be reused.

= You used lists to store individual elements.

= You used a dictionary to map a word to its count.






Making your own object
types by using object-
oriented programming

In the previous units, you used various Python
object types. You wrote programs that created multi-
ple objects of different, and of the same, types. Your
objects interacted with each other to exchange infor-
mation and work together to achieve a certain task.

In this unit, you’ll learn how to make your own
object types. An object is defined by two attributes:
a set of properties and a set of behaviors. For exam-
ple, an integer has one property, a whole number.
An integer’s set of behaviors is all the operations
you can do on an integer (add, subtract, take the
absolute value, and so forth). Object types offer pro-
grammers a way to package properties and behav-
iors together and allow you to create objects of your
own custom type to use in your programs.

In the capstone project, you'll write a program that
simulates playing a card game, War. It's a two-
player game using one deck of cards. Every player
takes turns flipping a card; the one with the higher
card wins and gives their card to the other player.
The game ends when the deck has no more cards.
You'll create two new object types, one to represent
a player playing the game and one to represent a
card deck. You'll decide what properties and what
behaviors each object type will have, and then
you'll use your object types to play the game.
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LESSON

MAKING YOUR OWN OBJECT TYPES

After reading lesson 30, you'll be able to

= Understand that an object has properties
= Understand that an object has operations associated with it

= Understand what dot notation means when working with objects

You use objects all the time in your daily life. You use computers and phones, handle
boxes and envelopes, and interact with people and animals. Even numbers and words
are basic objects.

Every object you use is made up of other objects. Except for the basic building blocks of
matter, every object you interact with can be decomposed into smaller objects. For
example, your calculator can be decomposed into a few basic components: the logic
chip, screen, and buttons (and each of these into smaller components). Even a sentence
can be decomposed into individual words arranged in a certain order.

Every object you interact with has certain behaviors. For example, a basic calculator can
do mathematical operations but can’t check email. The calculator has been programmed
to work in a certain way depending on which key or button is pressed. Words in different
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languages can be arranged differently, according to the rules of the language, to form

sentences that make sense.

Making your own object types

As you build complex systems, you can reuse objects you've already built without going

back to the basic building blocks of matter. For example, a computer may have the same

logic chip that a calculator already has, to do basic arithmetic. In addition to that, a com-

puter may also have components already built into it that allow it to access the internet

or to display color graphics.

The same idea can be applied to programming! You can create more-complex object

types to use in your programs, made up from other object types. In fact, you may have

noticed that lists and dictionaries are object types that are made up of other object types:

a list contains a set of objects, and a dictionary contains a set of pairs of objects.

M E NN RN NN NN RN RN NN R R NN R R R R R R R R R R R R R R R R R EREEEEEEEEE RN NN Y

‘-IIIIIIIIIIIIIIIIIIIIIIIIIIIIIIIIIIIIIIII'

Consider this Here are some properties and behaviors of two objects. Can you sepa-
rate properties from behaviors? \What are the objects?

Two eyes
Sleeps on a keyboard
No eyes
Any color
Scratches
Bounces
Fur

Round
Rolls
Hides
Four limbs

Answer:

A cat.
Characteristics: Two eyes, fur, four limbs
Behaviors: Sleeps on a keyboard, scratches, hides

A ball.
Characteristics: No eyes, round, any color
Behaviors: Bounces, rolls
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30.1 Why do you need new object types?

S Dy
A 2
W= W

You've been working with object types since you wrote your first line of code. Integers,
floats, strings, Booleans, tuples, lists, and dictionaries are all types of objects. They’re
objects that are built into the Python language, meaning that they’re available to use by
default when you start Python. As you were working with lists (and dictionaries), you
may have noticed that they’re object types made up of other object types. For example,
the list L = [1,2,3] is a list made up of integers.

Integers, floats, and Booleans are atomic objects because they can’t be separated into
smaller object types; these types are the basic building blocks of the Python language.
Strings, tuples, lists, and dictionaries are nonatomic objects because they can be decom-
posed into other objects.

Using different object types helps organize your code and make it more readable. Imag-
ine how confusing code would look if all you had to use were the atomic data types. If
you wanted to write code that contained your grocery list, you might have to create a
string variable for each of the list items. That would quickly make your program messy.
You’d have to make variables as you realize you have more items to add.

As you continue to build more complex programs, you'll find that you want to create
your own object types. These object types “save” a set of properties and a set of behav-
iors under this new type of object. The properties and behaviors are things that you, as
the programmer, get to decide on and define. As you build programs, you can create
new object types from other types, even ones that you create yourself.
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." Quick check 30.1 For each of the following scenarios, would you need to create a new object

: type or can you represent it with an object type you already know? :
: 1 Someone’s age :
\ 2 Latitude and longitude of a group of map points \
: 3 A person :
\ 4 Achair :
\ .
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(2> 30.2 What makes up an ohject?
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An object type is defined by two things: a set of properties and a set of behaviors.

30.2.1 Object properties

Object type properties are data that define your object. What characteristics can be used
to explain the “look” of your object?

Let’s say you want to create an object type that represents a car. What data can describe
a generic car? As the creator of the car type, you get to decide on how much or how little
data defines the generic car. The data can be things like the length, width, height, or the
number of doors.

After you decide on the properties for a specific object type, these choices will define
your type and will be fixed. When you start adding behaviors to your type, you may
manipulate these properties.

Here are a few more examples of properties for object types. If you have a circle type, its
data may be its radius. If you have a “point on map” type, the data may be the values of
the latitude and longitude. If you have a room type, its data may be its length, width,
height, number of items that are in it, and whether it has an occupant.
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Quick check 30.2 What are some appropriate data you may use to represent each of the
following types?

1 Rectangle

2 TV

3 Chair

4 Person

*
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30.2.2 Object behaviors

Object type behaviors are operations that define your object. What are some ways that
someone can interact with your type?

Let’s go back to the generic car type. How can someone interact with a car? Once again,
as the creator of the car object, you get to decide the number of ways you'll allow some-
one to interact with it. A car’s behaviors may be things like changing the color of the car,
getting the car to make a noise, or making the car’s wheels turn.
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These operations are actions that objects of this type, and only this type, can do. These
can be actions done by the objects themselves, or ways that an object can interact with
other objects.

How do other object types behave? For a circle, one action could be to get its area or its
circumference. For a point on a map, one action could be to get the country it’s in and
another action could be to get the distance between two points. For a room, one action
might be to add an item, which increases the item count by 1, or to remove an item to
decrease the item count, and another could be to get the volume of the room.
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:‘ What are some appropriate behaviors you may add for each of the follow- \,
: ing object types? :
\ 1 Rectangle \
Lo \
\ 3 Chair \
\ 4 Person :

g
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) 30.3 Using dot notation
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You already have an idea of what an object type is. An object type has properties and
operations. Here are some object types that you've already worked with:
= Aninteger is a whole number. Its operations are addition, subtraction, multipli-
cation, division, casting to a float, and many more.
= A string is a sequence of characters. Its operations are addition, indexing, slicing,
finding a substring, replacing a substring by another, and many more.
= A dictionary has a key, a value, and a formula to map a key to a memory location
to put the value there. Its operations are getting all the keys, getting all the val-
ues, indexing using a key, and many more.

Properties and behaviors are defined for, and belong to, a particular object type; other
object types don’t know about them.

In lesson 7, you used dot notation on strings. Dot notation indicates that you're accessing
data or behaviors for a particular object type. When you use dot notation, you indicate to
Python that you want to either run a particular operation on, or to access a particular
property of, an object type. Python knows how to infer the object type on which this
operation is being run because you use dot notation on an object. For example, when you
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created a list named L, you appended an item to the list with L.append(). The dot notation
leads Python to look at the object, L, that the operation, append, is being applied to. Python
knows that L is of type list and checks to make sure that the list object type has an oper-
ation named append defined.

>
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Quick checlk 30.4  In the following examples of dot notation, on what object type is the opera
tion being done?

1 "wow".replace("o", "a")

2 [1,2,3].append(4)

3 {1:1, 2:2}.keys()

4 len("lalala")
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In this lesson, my goal was to teach you that an object type is represented by two things:
its data properties and its behaviors. You've been using objects built into Python and
have even seen dot notation used on more-complex types including strings, lists, and
dictionaries. Here are the major takeaways:

= An object type has data properties: other objects that make up the type.

= An object type has behaviors: operations that allow interactions with objects of

this type.
= Objects of the same type know the properties and behaviors that define them.

= Dot notation is used to access properties and behaviors of an object.



LESSON

CREATING A CLASS FOR AN OBJECT TYPE

After reading lesson 31, you'll be able to

= Define a Python class

= Define data properties for a class

= Define operations for a class

= Use a class to create objects of that type and perform operations

You can create your own types of objects to suit whatever your program needs. Except
for atomic object types (int, float, bool), any object that you create is made up of other
preexisting objects. As someone who implements a new object type, you get to define
the properties that make up the object and the behaviors that you'll allow an object to
have (on its own or when interacting with other objects).

You usually define your own objects in order to have customized properties and behav-
iors, so that you can reuse them. In this lesson, you'll view code you write from two
points of view, just as when you wrote your own functions. You'll separate yourself
from a programmer/writer of a new object type and from the programmer/user of a
newly created object type.

Before defining an object type by using a class, you should have a general idea of how
you’ll implement it by answering two questions:

= What is your object made up of (its characteristics, or properties)?

= What do you want your object to do (its behaviors, or operations)?
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Consider this Lists and integers are two types of objects. Name some operations
you can do

= (Onalist
= On one or more numbers

Do you natice anything different between the majority of the operations you can do on
each?

Answer:

= Append, extend, pop, index, remove, in
= 4+ - * /, % negate, convert to a string

Most of the operations on lists are done with dot notation, but the operations on numbers
use mathematical symbols.
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31.1 Implementing a new ohject type by using a class

The first part of creating your own object type is to define the class. You use the class

keyword to do this. A simple object type you may want to create is an object represent-
ing a circle. You tell Python that you want to define a new object type through a class.
Consider the following line:

class Circle(object):

The keyword class starts the definition. The word Circle is the name of your class as well
as the name of the object type that you want to define. In the parentheses, the word
object means that your class is going to be a Python object. All classes you define are
going to be Python objects. As such, objects created using your class will inherit all basic
behaviors and functionality that any Python object has—for example, binding a variable
to your object by using the assignment operator.
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Quick check 31.1 Write a line to define a class for the following objects:

’0
4

\

\ 1 A person

: 2 Acar

\ 3 A computer
N\

* /
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31.2 Data attributes as object properties

After you start defining the class, you’ll have to decide how your object will be initial-

ized. For the most part, this involves deciding how you’ll represent your object and the
data that will define it. You'll initialize these objects. The object properties are called data
attributes of the object.

31.2.1 Initializing an object with __init__

To initialize your object, you have to implement a special operation, the __init__ opera-
tion (notice the double underscores before and after the word init):

class Circle(object):
def init  (self):
# code here

The __init__ definition looks like a function, except it’s defined inside a class. Any func-
tion defined inside a class is named a method.

DEFINITION A method is a function defined inside a class, and defines an operation you
can do on an object of that type.
The code inside the __init__ method generally initializes the data attributes that define
the object. You decide that your circle class initializes a circle with radius 0 when first
created.

31.2.2 Creating an object property inside __init__

A data attribute of one object is another object. Your object may be defined by more than
one data attribute. To tell Python that you want to define a data attribute of the object,
you use a variable named self with a dot after it. In the Circle class, you initialize a
radius as the data attribute of a circle, and initialize it to O:

class Circle(object):
def _ init_ (self):
self.radius = 0

Notice that in the definition of __init_, you take one parameter named self. Then, inside
the method, you use self. to set a data attribute of your circle. The variable self is used
to tell Python that you'll be using this variable to refer to any object you'll create of the
type Circle. Any circle you create will have its own radius accessible through self.radius.
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At this point, notice that you're still defining the class and haven’t created any specific
object yet. You can think of self as a placeholder variable for any object of type Cizcle.

Inside __init_, you use self.radius to tell Python that the variable radius belongs to an
object of type Circle. Every object you create of type Circle will have its own variable
named radius, whose value can differ between objects. Every variable defined using self.
refers to a data attribute of the object.
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." Quick check 21.2 Wnrite an __init__ method that contains data attribute initializations for \\
: each of the following scenarios: :
\ = A person \
: = Acar :
\ = A computer :
\d
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31.3 Methods as ohject operations and behaviors

Your object has behaviors defined by operations you can do with or on the object. You

implement operations via methods. For a circle, you can change its radius by writing
another method:

class Circle(object):
def _init_ (self):
self.radius = 0
def change_radius(self, radius):
self.radius = radius

A method looks like a function. As in the __init_ method, you use self as the first param-
eter to the method. The method definition says this is a method named change_radius, and
it takes one parameter named radius.

Inside the method is one line. Because you want to modify a data attribute of the class,
you use self. to access the radius inside the method and change its value.

Another behavior for the circle object is to tell you its radius:

class Circle(object):
def __init_ (self):
self.radius = 0
def change_radius(self, radius):
self.radius = radius
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def get_radius(self):
return self.radius

Again, this is a method, and it takes no parameters besides self. All it does is return the
value of its data attribute radius. As before, you use self to access the data attribute.
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Quick check 31.3 Suppose you create a Door object type with the following initialization\
method:

¢

class Door(object):
def _init_ (self):
self.width =1
self.height =1
self.open = False

= \Write a method that returns whether the door is open.
= \Write a method that returns the area of the door.
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31.4 Using an object type you defined

o
R
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You've already been using object types written by someone else every time you've cre-
ated an object: for example, int = 3or L = []. These are shorthand notations instead of
using the name of the class.

The following are equivalent in Python: L = [] and L = list(). Here, list is the name of
the list class that someone implemented for others to use.

Now, you can do the same with your own object types. For the Circle class, you create a
new Circle object as follows:
one_circle = Circle()
We say that the variable one_circle is bound to an object that’s an instance of the Circle
class. In other words, one_circle is a Circle.
DEFINITION An instance is a specific object of a certain object type.
You can create as many instances as you like by calling the class name and binding the

new object to another variable name:

one_circle = Circle()
another circle = Circle()
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After you create instances of the class, you can perform operations on the objects. On a
Circle instance, you can do only two operations: change its radius or get the object to tell
you its radius.

Recall that the dot notation means that the operation acts on a particular object. For
example,

one_circle.change_radius(4)

Notice that you pass in one actual parameter (4) to this function, whereas the definition
had two formal parameters (self and radius). Python always automatically assigns the
value for self to be the object on which the method is called (one_circle, in this case). The
object on which the method is called is the object right before the dot. This code changes
the radius of only this instance, named one_cizcle, to 4. All other instances of the object
that may have been created in a program remain unchanged. Say you ask for the radius
values as shown here:

print(one_circle.get_radius())
print(another_circle.get_radius())

This prints the following;:

4
0

Here, one_circle’s radius was changed to 4, but you didn’t change the radius of another_
circle. How do you know this? Because the radius of a circle was a data attribute and
defined with self.

This is shown in figure 31.1: each object has its own data attribute for the radius, and
changing one doesn’t affect the other.

one_circle radius n) one_circle radius
another_circle radius e) another_circle mn

Figure 31.1 On the left are the data attributes of two circle objects. On
the right, you can see that one data attribute changed after using dot
notation on it to change the value.
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" Quick check 31.4 Suppose you create a Door object type in the following way:

class Door(object):

def __init_ (self):
self.width =1
self.height =
self.open = False

def change_state(self):
self.open = not self.open

def scale(self, factor):
self.height *= factor
self.width *= factor

= \Write a line that creates a new Door object and binds it to a variable named square_door.
= \Write a line that changes the state of the square_door.
= \Write a line that scales the door to be three times bigger
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Now, you want to make another class to represent a rectangle. The following listing
shows the code.

A Rectangle class

class Rectangle(object):
""" a3 rectangle object with a length and a width """
def __init_ (self, length, width):
self.length = length
self.width = width
def set_length(self, length):
self.length = length
def set width(self, width):
self.width = width

This code presents a couple of new ideas. First, you have two parameters in __init__
besides self. When you create a new Rectangle object, you’ll have to initialize it with two
values: one for the length and one for the width.
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You can do that this way:
a_rectangle = Rectangle(2,4)
Say you don’t put in two parameters and do this:
bad_rectangle = Rectangle(2)
Then Python gives you an error saying that it's expecting two parameters when you ini-
tialize the object but you gave it only one:
TypeError: _ _init_ () missing 1 required positional argument: 'width’

The other thing to notice in this __init__is that the parameters and the data attributes
have the same name. They don’t have to be the same, but often they are. Only the attri-
bute names matter when you want to access the values of object properties using the
class methods. The parameters to the methods are formal parameters to pass data in to
initialize the object, and are temporary; they last until the method call ends, while data
attributes persist throughout the life of the object instance.

S 31.6 Dot notation on the class name, not on an ohject

o
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You've been initializing and using objects by leaving out the self parameter and letting

Python automatically decide what the value for self should be. This is a nice feature of
Python, which allows programmers to write more-concise code.

There’s a more explicit way to do this in the code, by giving a parameter for self directly,
without relying on Python to detect what it should be.

Going back to the Circle class you defined, you can again initialize an object, set the
radius, and print the radius as follows:

¢ = Circle()
c.change_radius(2)
r = c.get_radius()
print(r)

After initializing an object, a more explicit way of doing the operations on the object is
by using the class name and object directly, like this:

c = Circle()
Circle.change_radius(c, 2)
r = Circle.get_radius(c)
print(r)
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Notice that you're calling the methods on the class name. Additionally, you're now pass-
ing two parameters to change_radius:

= cis the object you want to do the operation on and is assigned to self.
= 2 is the value for the new radius.

If you call the method on the object directly, as in c.change_radius(2), Python knows that
the parameter for self is to be ¢, infers that c is an object of type Circle, and translates the
line behind the scenes to be Circle.change_radius(c, 2).
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Quick check 31.5 You have the following lines of code. Convert the ones noted to use the
explicit way of calling methods (using dot notation on the class name]:

b = Rectangle(1,1)
a.set_length(4) # change this
b.set width(4) # change this

*
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: a = Rectangle(1,1)
\
\
\
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Summary

Q-
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In this lesson, my objective was to teach you how to define a class in Python. Here are
the major takeaways:

= A class defines an object type.

= A class defines data attributes (properties) and methods (operations).

= self is a variable name conventionally used to refer to a generic instance of the
object type.

= An_ init_ method is a special operation that defines how to initialize an object.
It’s called when an object is created.

= You can define other methods (for example, functions inside a class) to do other
operations.

= When using a class, the dot notation on an object accesses data attributes and
methods.

Let’s see if you got this...

Q31.1 Write a method for the circle class named get_area. It returns the area of a circle
by using the formula 3.14 * radius?. Test your method by creating an object and printing
the result of the method call.
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Q31.2 Write two methods for the Rectangle class named get_area and get_perimeter. Test
your methods by creating an object and printing the result of the method calls:

= get_area returns the area of a rectangle by using the formula length * width.

= get_perimeter returns the perimeter of a rectangle by using 2 * length + 2 * width.



LESSON

WORKING WITH YOUR OWN OBJECT
TYPES

After reading lesson 32, you'll be able to

= Define a class to simulate a stack
= Use a class with other objects you define

At this point, you know how to create a class. Formally, a class represents an object type
in Python. Why do you want to make your own object types in the first place? Because

an object type packages a set of properties and a set of behaviors in one data structure.

With this nicely packaged data structure, you know that all objects that take on this type
are consistent in the set of data that defines them, and consistent in the set of operations
that they can perform.

The useful idea behind object types is that you can build upon object types you create to
make objects that are more complex.
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Consider this Subdivide each of the following objects into smaller objects, and those

into smaller objects, until you can define the smallest object by using a built-in type (int,
float, string, bool):

= Snow
= Forest

Answer:

= Snow is made up of snowflakes. Snowflakes have six sides, and are made up of
crystals. Crystals are made up of water molecules arranged in a certain configu-
ration (a list).

= A forest is made up of trees. A tree has a trunk and leaves. A trunk has a length
(float) and a diameter (float). Leaves have a color (string].
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32.1 Defining a stack object

In lesson 26, you used lists along with a series of appends and pops to implement a

stack of pancakes. As you were doing the operations, you were careful to make sure that
the operations were in line with the behavior of a stack: add to the end of the list and
remove from the end of the list.

Using classes, you can create a stack object that enforces the stack rules for you so you
don’t have to keep track of them while the program runs.

Thinking like a programmer

Using a class, you hide implementation details from people using the class. You don't
need to spell out how you’ll do something, just that you want certain behaviors; for exam-
ple, in a stack you can add/remove items. The implementation of these behaviors can
be done in various ways, and these details aren’t necessary to understand what the
object is and how to use it.

32.1.1 Choosing data attributes

You name the stack object type Stack. The first step is to decide how to represent a stack.
In lesson 26, you used a list to simulate the stack, so it makes sense to represent the stack
by using one attribute: a list.
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(Thinking like a programmer
When deciding which data attributes should represent an object type, it may be helpful
to do one of two things:

= \Write out which data types you know and whether each would be appropriate
to use. Keep in mind that an object type can be represented by more than one
data attribute.

= Start with the behavior you'd like the object to have. Often, you can decide on
data attributes by naticing that the behaviors you want can be represented by
one or more data structures you already know.

&

You typically define data attributes in the initialization method for your class:

class Stack(object):
def init_ ( self):
self.stack = []

The stack will be represented using a list. You can decide that initially a stack is empty,
so you initialize a data attribute for the Stack object by using self.stack = [].

32.1.2 Implementing methods

After deciding on the data attributes that define an object type, you need to decide what
behaviors your object type will have. You should decide how you want your object to
behave and how others who want to use your class will interact with it.

Listing 32.1 provides the full definition for the Stack class. Aside from the initialization
method, seven other methods define ways in which you can interact with a stack-type
object. The method get_stack_elements returns a copy of the data attribute, to prevent
users from mutating the data attribute.

The methods add_one and remove_one are consistent with the behavior of a stack; you add
to one end of the list, and you remove from the same end. Similarly, the methods add_many
and remove_many add and remove a certain number of times, from the same end. The
method size returns the number of items in the stack. Finally, the method prettyprint_
stack prints (and therefore returns None) each item in the stack on a line, with newer items
at the top.
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Definition for the Stack class

) A list data attribute
class Stack(object): defines the stack.

def _init_( self): Method to return a copy
self.stack = [] of the data attribute

ti th tack
def get_stack_elements(self): representing the stac

return self.stack.copy() 4—/

def add one(self , item): Method to add one item
) to the stack; adds it to
self.stack.append(item) <+—— the end of the list
def add_many(self , item, n):
for i in range(n):
self.stack.append(item)

def remove_one(self): Method to remove one

self.stack.pop() ,_/ item from stack

def remove_many(self , n):

Method to add n of the
same item to the stack

Method to remove n
items from the stack

for i in range(n):

self.stack.pop()
def size(self): Method to tell you

the number of items
return len(self.stack) — in the stack

def prettyprint(self):
for thing in self.stack[::-1]: Method to print a stack
. O thi o with each item on a line,
print('|_", thing, '_|") with newer items on top

One thing is important to note. In the implementation of the stack, you decided to add
and remove from the end of the list. An equally valid design decision would have been
to add and remove from the beginning of the list. Notice that as long as you're consis-
tent with your decisions and the object’s behavior that you're trying to implement, more
than one implementation may be possible.

PO A A A A A A A A A A A A A A A A A N e e e e e

v Quick check 32.1  Whrite a method for the Stack object, named add_l1ist, which takes in a list
\ asa parameter. Each element in the list is added to the stack, with items at the beginning of the
\\Iist being added to the stack first.
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32.2 Using a Stack object

Now that you've defined a Stack object type with a Python class, you can start to make

Stack objects and do operations with them.

32.2.1 Make a stack of pancakes

You begin by tackling the traditional task of adding pancakes to your stack. Suppose a
pancake is defined by a string representing the flavor of pancake: "chocolate" or "blueberry".

The first step is to create a stack object to which you'll add your pancakes. Listing 32.2
shows a simple sequence of commands:

= Create an empty stack by initializing a Stack object.
= Add one blueberry pancake by calling add_one on the stack.
= Add four chocolate pancakes by calling the add_many method on the stack.

The items added to the stack are strings to represent the pancake flavors. All methods
you call are on the object you created, using dot notation.

Making a Stack ohbject and adding pancakes to it

Creates a stack and binds
the Stack object to a
variable named pancakes

pancakes = Stack()

pancakes.add_one("blueberry") <—— Adds one blueberry pancake
pancakes.add_many("chocolate", 4) <—— Adds four chocolate pancakes
print (pancakes.size()) <——— Prints five
pancakes.remove_one() 4’\
print (pancakes.size()) Removes the string

K ttyprint() <\ that was added last, a
pancakes.prettyprin “chocolate” pancake

Prints four

Prints each pancake flavor
on a line: three chocolate
ones on top, and one
blueberry at the bottom

Figure 32.1 shows the steps to adding items to the stack and the value of the list data
attribute, accessed by self.stack.
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pancakes pancakes pancakes pancakes
T T e T 2 e T 2
[self.stack: (self.stack: J self.stack: self.stack:

[1 [ "blueberry"] [ "blueberry", ["blueberry",

"chocolate", "chocolate",

"chocolate", "chocolate",

"chocolate", "chocolate" ]

"chocolate"]
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Figure 32.1 Starting from the left, the first panel shows an empty stack of
pancakes. The second panel shows the stack when you add one item: one
"blueberry". The third panel shows the stack after you add four of the same
item: four "chocolate". The last panel shows the stack after you removed an
item: the last one added, one "chocolate".

Notice that in this code snippet, every method behaves exactly like a function: it takes in
parameters, does work by executing commands, and returns a value. You can have
methods that don’t return an explicit value, such as the prettyprint method. In this case,
when you call the method, you don’t need to print the result because nothing interesting
is returned; the method itself prints some values.

32.2.2 Make a stack of circles

Now that you have a Stack object, you can add any other type of object to the stack, not
just atomic objects (int, float, or bool). You can add objects of a type that you created.

You wrote a class that represented a Circle object in lesson 31, so now you can create a
stack of circles. Listing 32.3 shows you the code to do this. This is similar to the way you
added pancakes in listing 32.2. The only difference is that instead of strings representing
pancake flavors, you now have to initialize a circle object before adding it to the stack. If
you're running the following listing, you'll have to copy the code that defines a Circle
object into the same file so that Python knows what a Circle is.
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Making a Stack ohject and adding Circle objects to it

circles = Stack() ‘/—\ Creates a stack and
one _circle = Circle() Creates a new circle ™ binds the Stack
one_circle.change_radius(2) object, setsits radius  object to a variable

to 2, and adds the named circles
circles.add one(one circle) circle to the stack
for i in range(5): <—— A loop to add five new circle objects
one_circle = Circle() Creates a new circle

. ) object each time through
one_circle.change_radius(1) the loop, sets radius to 1,

circles.add_one(one_circle) and adds it to the stack

print(circles.size()) <—— Prints six
circles.prettyprint() Prints Python information related
to each circle object (its type and
location in memory)

Figure 32.2 shows how the stack of circles circles

might look. Figure 32.2 Thecircle
with a radius of 2 is at the

You may also notice that you have a method bottom because it's added

in the Stack class named add_many. Instead of a first. Then you make a new

circle with a radius of 1,
five times, and add each
one to the stack.

loop that adds one circle at a time, suppose

you create one circle with radius 1 and call

add_many on the stack with this object’s proper-

ties, as in the following listing, and illustrated in figure 32.3.

Making a Stack ohject and adding the same circle object many times

circles = Stack()
one_circle.change_radius(2) as listing 32.3

circles.add one(one circle)

one_circle = Circle()

Creates a new circle object;
one_circle.change_radius(1)

sets its radius to 1

circles.add_many(one_circle, 5) «—

. : . Adds the same circle object
prlnt(cucles.sge()) five times using a method
circles.prettyprint() defined in Stack class

. . . Prints six, the total
Prints Python information number of circles
related to each circle added at this point

object (its type and
location in memory)
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circles

il
|

Figure 32.3 The circle with a radius
of 2 is at the bottom because it's added

first. Then you make one circle with a
radius of 1 and add this same circle
object five times to the stack

Let’s compare how the two stacks look from listings 32.3 and 32.4. In listing 32.3, you

created a new circle object each time through the loop. When you output your stack by

using the prettyprint method, the output looks something like this, representing the type

of the object being printed and its location in memory:

< main__ .Circle
< main__ .Circle
< _main__ .Circle
<_main__.Circle
< main__ .Circle
< _main__ .Circle

object
object
object
object
object
object

at
at

at
at
at
at

0x00000200B8B90BA8>
0x00000200B8B90F98>

0x00000200B8B90OEF0>
0x00000200B8B90710>
0x00000200B8B7BA58>
0x00000200B8B7BF28>

In listing 32.4, you created only one new circle object and added that object five times.

When you output your stack by using the prettyprint method, the output now looks

something like this:

<_main__.Circle
<_main__.Circle
< main__ .Circle
< _main__ .Circle
<_main__.Circle
< main__ .Circle

object
object
object
object
object
object

at
at

at
at
at
at

0x00000200B8B7BA58>
0x00000200B8B7BA58>

0x00000200B8B7BA58>
0x00000200B8B7BA58>
0x00000200B8B7BA58>
0x000001F1EOEOCA90>

Using the memory location printed by Python, you can see the difference between these

two pieces of code. Listing 32.3 creates a new object each time through the loop and

adds it to the stack; it just so happens that each object has the same data associated with

it, a radius of 1. On the other hand, listing 32.4 creates one object and adds the same

object multiple times.
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In lesson 33, you’'ll see how to write your own method to override the default Python
print method so that you can print information related to your own objects instead of the
memory location.
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: Quick check 32.2 Worite code that creates two stacks. To one stack, the code adds three

\ circle objects with radius 3, and to the other it adds five of the exact same rectangle object with  \
\Width 1 and length 1. Use the classes for Circle and Rectangle defined in lesson 31.

0"
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In this lesson, my objective was to teach you how to define multiple objects and use
them both in the same program. Here are the major takeaways:

= Defining a class requires deciding how to represent it.

= Defining a class also requires deciding how to use it and what methods to
implement.

= A class packages properties and behaviors into one object type so that all objects
of this type have the same data and methods in common.

= Using the class involves creating one or more objects of that type and performing
a sequence of operations with it.

Let’s see if you got this...

Q321 Write a class for a queue, in a similar way as that for the stack. Recall that items
added to a queue are added to one end, and items removed from the queue are removed
from the other end:

= Decide which data structure will represent your queue.

= Implement _init_.

= Implement methods to get the size, add one, add many, remove one, remove
many, and to show the queue.

= Write code to create queue objects and perform some of the operations on them.



LESSON

CUSTOMIZING CLASSES

After reading lesson 33, you'll be able to
= Add special Python methods to your classes

= Use special operators such as +, -, /, and * on your classes

You've been working with classes defined in the Python language since you wrote your
tirst Python program. The most basic type of objects in the Python language, called
built-in types, allowed you to use special operators on these types. For example, you
used the + operator between two numbers. You were able to use the [] operator to index
into a string or a list. You were able to use the print() statement on any of these types of
objects, as well as on lists and dictionaries.

Consider this

= Name five operations you can do between integers.
=  Name one operation you can do between two strings.
= Name one operation you can do between a string and an integer.

Answer:
u +v ™ *v /v %

™ x

322
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Each of these operations is represented in shorthand using a symbol. However, the sym-
bol is only a shorthand notation. Each operation is actually a method that you can
define to work with an object of a specific type.

O ” .
33.1 Overriding a special method

Every operation on an object is implemented in a class as a method. But you may have

noticed that you use several shorthand notations when you work with simple object
types such as int, float, and str. These shorthand notations are things like using the
+or - or * or / operator between two such objects. Even something like print() with an
object in the parentheses is shorthand notation for a method in a class. You can imple-
ment such methods in your own classes so that you can use shorthand notation on your
own object types.

Table 33.1 lists a few special methods, but there are many more. Notice that all these
special methods begin and end with double underscores. This is specific to the Python
language, and other languages may have other conventions.

Table 33.1 A few special methods in Python

Category Operator Method name
Mathematical + _add__
operations sub

* _mul_

/ __truediv__
Comparisons == _eq__

< 1t

> _gt__
Others print() and str() _ str__

Create an object—for example, some_object = ClassName() _init_

To add the capability for a special operation to work with your class, you can override
these special methods. Overriding means that you'll implement the method in your
own class and decide what the method will do, instead of the default behavior imple-
mented by the generic Python object.
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Begin by creating a new type of object, representing a fraction. A fraction has a numera-
tor and a denominator. Therefore, the data attributes of a Fraction object are two inte-
gers. The following listing shows a basic definition of how the Fraction class might look.

Definition for the Fraction class

class Fraction(object): The initialization method

def __init_ (self, top, bottom): 4_////take5|n two parameters.
self.top = top

self.bottom = bottom

Initializes data attributes
with the parameters

With this definition, you can now create two Fraction objects and try to add them
together:

half = Fraction(1,2)
quarter = Fraction(1,4)
print(half + quarter)

Adding 1/2 and 1/4 should give 3/4. But when you run the snippet, you get this error:

TypeError: unsupported operand type(s) for +: 'Fraction' and 'Fraction’

This tells you that Python doesn’t know how to add two Fraction objects together. This
error makes sense, because you never defined this operation for a Fraction object type.

To tell Python how to use the + operator, you need to implement the special method
__add__ (with double underscores before and after the name add). Addition works on two
objects: one is the object you're calling the method on, and the other is a parameter to
the method. Inside the method, you perform the addition of two Fraction objects by ref-
erencing the numerators and denominators of both objects, as in the following listing.

Methods to add and multiply two Fraction objects

class Fraction(object): Defines special method to

Cns . implement the + operator
def __init_(self, top, bottom): between two Fraction objects

self.top = top ‘/ Breaks up the line
self.bottom = bottom into two lines by
def add (self, other fraction): using a backslash
new_top = self.top*other_fraction.bottom + \ 4-/
self.bottom*other_fraction.top
/ new_bottom = self.bottom*other fraction.bottom 4\

Calculates the numerator Calculates the denominator
from the addition from the addition
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return Fraction(new_top, new_bottom)
def _mul (self, other fraction):
new_top = self.top*other_fraction.top Method to
new_bottom = self.bottom*other fraction.bottom | MUltiply two
) Fraction objects
return Fraction(new_top, new_bottom)

Returns a new Fraction
object, created using the new
numerator and denominator

<>
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Quick check 33.1 Worite a method for the Fraction object to use the - operator between

two Fraction objects. .
“"“"“‘“““““"“"““““““““““““

/I'

33.2 Overriding print() to work with your class

D
0

Now that you defined the + operator between Fraction objects, you can try the same code
as before:

half = Fraction(1,2)

quarter = Fraction(1,4)

print(half + quarter)

This code doesn’t give an error anymore. Instead, it prints the type of the object and its
memory location:

<__main__.Fraction object at 0x00000200B8BDC240>

But this isn’t informative at all. You’d rather see the value of the fraction! You need to
implement another special function, one that tells Python how to print an object of your
type. To do this, you implement the special method __str_, as in the next listing.

Method to print a Fraction object

class Fraction(object):
def __init_ (self, top, bottom):
self.top = top
self.bottom = bottom
def add (self, other fraction):
new_top = self.top®other_fraction.bottom + \
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self.bottom*other_fraction.top
new_bottom = self.bottom*other fraction.bottom
return Fraction(new_top, new_bottom)
def _mul_ (self, other fraction):
new_top = self.top®other_fraction.top Defines method

new_bottom = self.bottom*other fraction.bottom toprinta
Fraction object

return Fraction(new_top, new_bottjz/ et o
eturns a string,
def  str  (self): 9

— / what to print
return str(self.top)+"/"+str(self.bottom)

Now, when you use print on a Fraction object, or when you use str() to convert your
object to a string, it'll call the method __str_. For example, the following code prints 1/2
instead of the memory location:

half = Fraction(1, 2)
print(half)

The following creates a string object with the value 1/2:

half = Fraction(1, 2)
half_string = str(half)

“"“‘“"“‘“"“‘“"“““““““““““““
Quick check 33.2 Changethe _str_ method for a Fraction object to print the numerator on
one line, two dashes on the next, and the denominator on a third line. The line print (Fraction(1,2))
prints this:

1

A\
Q
\
\
\
\
\
\
\
\
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*
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33.3 Behind the scenes

& b
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What exactly happens when you use a special operator? Let’s look at the details, and
what happens when you add two Fraction objects:

half = Fraction(1,2)
quarter = Fraction(1,4)

Consider this line:

half + quarter
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It takes the first operand, half, and applies the special method __add__ to it. That’s equiva-
lent to the following:

half.__add_ (quarter)

Additionally, every method call can be rewritten by using the class name and explicitly
giving the method a parameter for the self parameter. The preceding line is equivalent
to this:

Fraction.__add__(half, quarter)

Despite being called a special method, all the methods that start and end with double
underscores are regular methods. They’re called on an object, take parameters, and
return a value. What makes them special is that there’s another way to call the methods.
You can either call them using a special operator (for example, a mathematical symbol)
or using a fairly well-known function (for example, len() or str() or print(), among oth-
ers). This shorthand notation is often more intuitive for others if they’re reading code
than if they were to read the formal function call notation.

Thinking like a programmer

One nice goal that you should have as a programmer is to make life easier for other pro-
grammers that may use classes you define. This involves documenting your classes,
methaods, and whenever possible, implementing special methods that allow others to use
your class in an intuitive way.

AR S AR R AL LA S AR S AR AN S A A AR R AN e e

Quick check 33.3 Rewrite each of the following lines in two ways: by calling the method on an
object and by calling the method by using the class name. Assume you start with this:

half = Fraction(1,2)
quarter = Fraction(1,4)

1 quarter * half
2 print(quarter)

.‘
Ll
\
\
\
\
\
\
\
\
\
\ 3 print(half * half)
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33.4 What can you do with classes?
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You've seen the details and the syntax behind creating your own object types using
Python classes. This section will show you examples of classes that you may want to
create in certain situations.
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33.4.1 Scheduling events

Say that you're asked to schedule a series of events. For example, you're going to a
movie festival and you want to arrange the movies in your schedule.

Without using classes

If you didn’t use classes, you could use one list to hold all the movies you want to see.
Each element in the list is a movie to see. The relevant information regarding a movie
includes its name, its start time, end time, and perhaps a critic’s rating. This information
could be stored in a tuple as the element of the list. Notice that almost right away the list
becomes cumbersome to use. If you wanted to access the ratings of every movie, you'd
rely on indexing twice—first into the list of movies and then into the tuple to retrieve
the rating.

Using classes

Knowing what you know about classes, it's tempting to make every object into a class.
In the scheduling problem, you could make the following classes:

= Time class representing a time object. An object of this type would have data attri-
butes: hours (int), minutes (int), and seconds (int). Operations on this object
could be to find the difference between two times, or to convert to total number
of hours, minutes, or seconds.

= Movie class representing a movie object. An object of this type would have data
attributes: name (string), start time (Time), end time (Time), and rating (int). Opera-
tions on this class would be to check whether two movies overlap in time, or
whether two movies have a high rating.

With these two classes, you can abstract away some of the annoying details of schedul-
ing a set of movies during a certain period. Now, you can create a list of Movie objects. If
you need to index into the list (to access a rating, for example), you can use nicely
named methods defined in the movie class.

Using too many classes

It's important to understand how many classes are too many. For example, you could
create a class to represent an Hour. But this abstraction doesn’t add any value because its
representation would be an integer, in which case you can use the integer itself.
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Summary
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In this lesson, my objective was to teach you how to define special methods that allow
you to use multiple objects and use operators on your object types. Here are the major
takeaways:
= Special methods have a certain name and use double underscores before and
after the name. Other languages may take different approaches.
= Special methods have a shorthand notation.

Let’s see if you got this...

Q33.1 Write a method to allow you to use the print statement on a Circle and a Stack.
Your Stack’s print should print each object in the same way that prettyprint does in lesson
32. Your Circle print should print the string "circle: 1" (or whatever the radius of the cir-
cle is). You'll have to implement the __str_ method in the Stack class and the Circle class.
For example, the following lines

circles = Stack()
one_circle = Circle()

one_circle.change_radius(1)
circles.add one(one circle)
two_circle = Circle()
two_circle.change_radius(2)
circles.add one(two circle)
print(circles)

should print this:

|_ circle: 2 _|
|_ circle: 1 _|



LESSON

CAPSTONE PROJECT: CARD GAME

After reading lesson 34, you'll be able to

= Use classes to build a more complex program
= Use classes others have created to improve your program

= Allow users to play a simple version of the card game War

When you make your own object types, you can organize larger programs so that
they’re easier to write. The principles of modularity and abstraction introduced with
functions also apply to classes. Classes are used to package a set of properties and
behaviors common to a set of objects so that the objects can be used consistently in a
program.

A common first program with classes is to simulate playing some sort of game with the
user.

THE PROBLEM You want to simulate playing the card game War. Each round, players
will take a card from one deck and compare the cards. The one with the higher card wins
the round and gives their card to the other player. The winner is determined after numerous
rounds, when the deck is empty. The winner is the person with fewer cards in their hand.
You'll create two types of objects: a Player and a CardDeck. After defining the classes, you'll
write code that simulates a game between two players. You'll first ask users for their names
then create two Player objects. Both players will use the same card deck. Then you'll use
methods defined in the Player and CardDeck classes to automatically simulate the rounds
and determine the winner.

330
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Detailing the game rules 331
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34.1 Using classes that already exist

Objects built into the Python language are always there for you to use in your programs;

these are objects such as int, float, list, and dict. But many other classes have already
been written by other programmers and can be used to enhance the functionality of
your program. Instead of typing their class definition in your code file, you can use an
import statement to bring in the definition of another class into your file. This way, you
can create objects of that type and use that class’s methods in your code.

A useful class you’ll want to use in your card game is the random class. You can bring in
the random class definitions with this:

import random

Now you can create an object that can perform operations with random numbers. You
use dot notation on the class name, as mentioned in lesson 31, and call the method you
want to use along with any parameters it expects. For example,

r = random.random()

This gives you a random number between 0 (including) and 1 (not including) and binds
it to the variable r. Here’s another example:

r = random.randint(a, b)

This line gives you a random integer between a and b (including) and binds it to the vari-
able r. Now consider this line:

r = random.choice(L)

It gives you a random element from a list L and binds it to the variable r.

O i
34.2 Detailing the game rules

The first step before beginning to code is to understand how you want your program to

run, and what the specific game rules are:

= For simplicity, assume a deck contains four suits, each with cards 2 to 9. When
denoting a card, use "2H" for the 2 of hearts, "4D" for the 4 of diamonds, "75" for the
7 of spades, "9C" for the 9 of clubs, and so on.

= A player has a name (string) and a hand of cards (list).

= When the game begins, ask two players for their names and set them.

= Each round, add one card to each player’s hand.
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= Compare the cards just added to each player: first by the number, and then, if
equal, by Spades > Hearts > Diamonds > Clubs.

= The person with the larger card removes the card from their hand, and the per-
son with the smaller card takes the card and adds it to their hand.

= When the deck is empty, compare the number of cards the players have; the per-
son with fewer cards wins.

You'll define two classes: one for a Player and one for a CardDeck.

O in
34.3 Defining the Player class

A player is defined by a name and a hand. The name is a string, and the hand is a list of

strings, representing the cards. When you create a Player object, you give them a name as
an argument and assume that they have no cards in their hand.

The first step is to define the __init_ method to tell Python how to initialize a Player
object. Knowing that you have two data attributes for a Player object, you can also write
a method to return the name of the Player. This is shown in the following listing.

Listing 34.1

class Player(object):

a player
def _ init_ (self, name):

sets the name and an empty hand

self.hand = [] < Sets a hand to be an empty list
self.name = name G Sets the name to the
def get_name(self): string passed in when

i PI bj
Returns the name of the player creating a Flayer object

return self.name

A method to return
the player’s name

Now, according to the game rules, a player can also add a card to their hand and remove
a card from their hand. Notice that you check to make sure that the card added is a valid
card by making sure its value is not None. To check the number of cards in players” hands
and determine a winner, you can also add a method that tells you the number of cards
in a hand. The following listing shows these three methods.
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Definition for the Player class
class Player(object):

a player
# methods from Listing 34.1
def add card to_hand(self, card):

Adding a card to
the hand adds it
to the list, and
adds only a card
with a valid
number and suit.

card, a string
Adds valid card to the player's hand """
if card != None:
self.hand.append(card)
def remove card from hand(self, card):

Removing a card
from the hand
finds the card
and removes it
from the list.

card, a string

Remove card from the player's hand

self.hand.remove(card)

def hand_size(self): -I'I;g'ra\dSi::tSrtrfge

Returns the number of cards in player's hand the number of

return len(self.hand) :Lin?'esgts in
ist.

0 30.4 Defining the CardDeck class

e

V= (v

A CardDeck class will represent a deck of cards. The deck has 32 cards, with the numbers 2
to 9 for each of the four deck types: spades, hearts, diamonds, and clubs. The following
listing shows how to initialize the object type. There’ll be only one data attribute, a list
of all possible cards in the deck. Each card is denoted by a string; for example, of the
form "3H" for the 3 of hearts.

Initialization for the CardDeck class

class CardDeck(object):
""" A deck of cards 2-9 of spades, hearts, diamons, clubs

def init_  (self):
""" 3 deck of cards (strings e.g. "2C" for the 2 of clubs)
contains all cards possible
hearts = "2H,3H, 4H, 5H, 6H, 7H, 8H, 9H"

diamonds = "2D,3D, 4D, 5D, 6D, 7D,8D,9D" Nlllakes ablstringdof
spades = "25,35,45,55,65,75,85,95" e ek e

clubs = "2C,3C,4C,5C,6C,7C,8C,9C"
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self.deck = hearts.split(',"')+diamonds.split(',') + \
spades.split("',')+clubs.split("',")

Splits the long string on the
comma and adds all cards
(strings) to a list for the deck

After you decide that you'll represent a card deck with a list containing all cards in the
deck, you can start to implement the methods for this class. This class will use the random
class to pick a random card that a player will use. One method will return a random

card from the deck; another method will compare two cards and tell you which one is
higher.

Methods in the CardDeck class

import random

class CardDeck(object):
""" A deck of cards 2-9 of spades, hearts, diamonds, clubs

def init_ (self):
""" 3 deck of cards (strings e.g. "2C" for the 2 of clubs)

contains all cards possible
hearts = "2H,3H,4H,5H, 6H, 7H, 8H, 9H"
diamonds = "2D, 3D, 4D, 5D, 6D,7D,8D,9D"
spades = "2S5,3S,4S,55,6S,7S,8S,9S"
clubs = "2C,3C,4C,5C,6C,7C,8C,9C"
self.deck = hearts.split(',"')+diamonds.split(',") \
+ spades.split(',')+clubs.split(',")
def get_card(self):
""" Returns one random card (string) and

returns None if there are no more cards

Removes if len(self.deck) < 1: If there are no more cards
the card return None in the deck, return None.
from the
deck list card = random.choice(self.deck) T
\\y self.deck.remove(card) Picks a random_card
return card < from the deck list
def compare_cards(self, cardl, card2): Returns the value
""" returns the larger card according to of the card (string)

(1) the larger of the numbers or, if equal,
(2) Spades > Hearts > Diamonds > Clubs """
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if card1[0] > card2[0]: Checks the card number value,
return cardl returns the first card if it's higher

elif cardl[0] < card2[0]: | Checks the card number value,
return card? returns the second card if it’s higher

elif card1l[1] > card2[1]:
return cardl When the card number

else: value is equal, use the suit.

return card2

L) i
34.5 Simulate the card game

After you define object types to help you simulate a card game, you can write code that
uses these types.

34.5.1 Setting up the objects

The first step is to set up the game by creating two Player objects and one CardDeck object.
You ask for the names of two players, create a new Player object for each, and call the
method to set the name. This is shown in the following listing.

Initializing game variables and objects

namel = input("What's your name? Player 1: ")

playerl = Player(namel) Gets user input of
the player 1 name
. II)

name2 = input("What's your name? Player 2
Makes a new
player2 = Player(name2) Player object

deck = CardDeck() <+—— Makes a new CardDeck object

After initializing the object you'll use in the game, you can now simulate the game.

34.5.2 Simulating rounds in the game

A game consists of many rounds and continues until the deck is empty. It's possible to
calculate the number of rounds players will play; if each player takes a card every round
and there are 32 cards in the deck, there’ll be 16 rounds. You could use a for loop to
count the rounds, but a while loop is also an acceptable way of implementing the rounds.
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In each round, each player gets a card, so call the get_card method on the deck twice,
once for each player. Each player object then calls add_card_to_hand, which adds the ran-
dom card returned from the deck to their own hand.

Then, both players will have at least a card, and there are two cases to consider:
= The game is over because the deck is empty.
= The deck still contains cards, and players must compare and decide who gives
the other a card.

When the game is over, you check the sizes of the hands by calling hand_size on each
player object. The player with the larger hand loses, and you exit from the loop.

If the game isn’t over, you need to decide which player has the higher card by calling the
compare_cards method on the deck with the two players’ cards. The returned value is the
higher card, and if the number values are equal, the suit decides which card weighs
more. If the higher card is the same as playerl’s card, playerl needs to give the card to
player2. In code, this translates to playerl calling remove_card_from_hand and player2 calling
add_card_to_hand. A similar situation happens when the larger card is the same as player2’s
card. See the following listing.

Listing 34.6

namel = input("What's your name? Player 1: ")
playerl = Player(namel)

name2 = input("What's your name? Player 2: ")
player2 = Player(name2)

deck = CardDeck()

while True:
playerl_card = deck.get_card()
player2_card = deck.get_card() Game over because
playerl.add_card_to_hand(playerl_card) at least one player

has no more cards
player2.add_card_to_hand(player2_card)

if playerl card == None or player2_card == None: </

print("Game Over. No more cards in deck.") Checks the sizes of

print(namel, " has ", playerl.hand_size()) the hands, and
int 2, " has ", pl 2 hand si player2 wins

pr:.m (Tame ”as player2.hand_size()) Deoause they have

print("Who won?") fewer cards

if playerl.hand_size() > player2.hand_size():
print(name2, " wins!")
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Checks the sizes of the hands,
and player1 wins because they
have fewer cards

\‘ elif playerl.hand_size() < player2.hand_size(): The break
print(namel, " wins!") exits the while
loop when one
else: Players have the same  player wins or
print("A Tie!") number of cards, so a tie there’s a tie.

break <

Game can continue

else: ‘—’_\ be_cause there are
rint(namel. ": " plaverl car still cards to compare
P t(namel, , playerl_card) between hands

print(name2, , player2_card)

if deck.compare_cards(playerl_card,player2_card)==playerl_card:

player2.add_card_to_hand(playerl_card) 4\
playerl.remove_card_from hand(playerl_card)

Higher card
belongs to
playerl.add_card_to_hand(player2_card) player1, so add

player1’s card to
player2’s hand

else:

player2.remove_card_from hand(player2_card)

Compares cards between Higher card belongs to
players, and the returned player1, so remove player1’s
card is the higher card card from their hand.

Q- | ion wi
34.6 Modularity and abstraction with classes

Implementing this game is a large undertaking. Without breaking the problem into

R

P,

smaller subtasks, coding the game would quickly become messy.

Using objects and object-oriented programming, you’ve also managed to modularize
your program even further. You separated your code into different objects and gave
each object a set of data attributes and a set of methods.

Using object-oriented programming also allowed you to separate two main ideas: cre-
ating classes that organize your code, and using the classes to implement code that
plays the game. While simulating the gameplay, you were able to use the objects of the
same type consistently, leading to neat and easy-to-read code. This abstracted the
details of how the object types and their methods were implemented, and you were
able to use the docstrings of methods to decide which methods were appropriate
during the simulation.
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Summary

S Dy
A 2
W= W

In this lesson, my objective was to teach you how to write a larger program that uses
classes others have created to improve your program, and how to create your own
classes and use them to play a game.

The code for the class definitions needs to be written only once. It dictates the overall
properties of your objects and operations you can do with these objects. This code
doesn’t manipulate any specific objects. The code for the gameplay itself (the code not
including the class definitions) is straightforward, because you're creating objects and
calling methods on the appropriate objects.

This structure separates code that tells others what an object is and what it can do, from
code that uses these objects to achieve various tasks. In this way, you're hiding some of
the unnecessary coding details that you don’t need to know in order to implement the
gameplay.



Using libraries to
enhance your programs

For the most part, all the programs you’ve written
have relied on combinations of built-in objects and
objects that you created yourself. A large part of
programming is learning to use code that others
have written to your advantage. You can bring their
code into your own and then use functions and
classes that they’ve already written. You've done
this a little already in some of the capstone projects.

Why would you want to do this? Often, different
programmers need to do the same set of tasks.
Instead of coming up with their own solutions inde-
pendently, they can use libraries that contain code
to help them achieve their goals. Many languages
allow programmers to create libraries. The library
may be included in the language, or it might be
found on the internet and distributed separately.
Libraries are usually bundled to contain functions
and classes that are in the same vein.

In this unit, you'll see libraries and common tasks
for which they can be used. You'll see three simple
libraries: the math library contains functions that
help you with mathematical operations, the random
library contains functions that allow you to work
with random numbers, and the time library contains
functions that allow you to use the computer clock
to pause your programs or to time them. You'll see
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two libraries that are more complex: the unittest library will help you build tests so you
can check whether your code is behaving as you expect, and the tkinter library will help
you add a visual layer to your programs through a graphical user interface.

In the capstone project, you'll write a program that plays a game of tag. Two players will
use the keyboard and chase each other on the screen. When one gets close enough to the
other, you'll print that they’ve been tagged.



LESSON

USEFUL LIBRARIES

After reading lesson 35, you'll be able to

= Bring libraries from outside the standard Python package into your code
= Use the math library to do mathematical operations
= Use the random library to generate random numbers

= Use the time library to time programs

Programming is an activity that’s usually most efficient and enjoyable when you build
upon work that others have done. Some problems have already been solved, and code
has likely been written to solve similar tasks to the ones that you're trying to solve. It’s
highly unlikely that you’ll have to start a task by implementing code to do everything
from scratch. In any language, libraries exist that you can use to help you code tasks in a
modular way: by building upon code that’s already written, tested, and debugged for
correctness and efficiency.

To some extent, you've already been doing this! You've been using objects and opera-
tions built into the Python language. Imagine how tough learning to program would've
been if you had to learn how to work with memory locations in the computer and to
build up everything from scratch.
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Consider this

Much of programming is building upon objects and ideas already there. Think about
what you've learned so far. What are some examples of ways you've built upon things?

Answer:

You can use code that others have written (or even that you've written previously). You
start with simple object types, and you make ones that are more complex. You build lay-
ers of abstractions by using functions and reuse functions with different inputs.

I R R R E R R R RN Y
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(2 35.1 Importing libraries

Arguably, you've learned two important things so far:

= How to create your own functions
= How to create your own object types, which package together a set of properties
and behaviors for an object type

More complex code requires incorporating many functions and object types whose
definitions you have to include. One way to do this is to copy and paste the definitions
into your code. But there’s another way, which is more common and less error-prone.
When you have functions and classes defined in other files, you can use an import state-
ment at the top of your code. The reason you might have different functions or classes
defined in different files is to keep your code organized, keeping in line with the idea of
abstraction.

Suppose you have a file in which you define two classes you’ve already seen: Circle and
Rectangle. In another file, you'd like to use these classes. You put one line in your file to
bring in classes defined in another.

In a file named shapes.py, you define the Circle and Rectangle classes. In another file, you
can bring in the classes by using the following:

import shapes

This process is called importing and tells Python to bring in all the classes defined in the
file with the name shapes.py. Notice that the import line uses the name of the file that
contains the definitions you want to import, and it omits the .py after the name of the
file. For this line to work, both of these files must be in the same folder on your com-
puter. Figure 35.1 shows the organization of code.
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test.py
shapes.py (customize
(define shapes) shape objects)
O o . ,
Figure 35.1 Two files: shapes.py and test.py
—— |_| in the same folder. One file defines classes for

Circle andRectangle. Another file imports the

class Circle: import shapes . .
# code 1 = circle() classgs delflned in shgpes.py and uses them by
class Rectangle: rl = Rectangle(l,2) creating different objects of those types and
# code # more code changing their data attributes.

Importing is a common practice that promotes code organization and decluttering. Typ-
ically, you'll want to import libraries into your code. Libraries are one or more modules,
and a module is a file that contains definitions. Libraries often bundle modules of
related uses together. Libraries can be built into the language (included with your instal-
lation of the language) or third-party (you download them from other online resources).
In this unit, you’ll use only built-in libraries.

Think of a Python library like a shop. Some shops are large, like department stores.
These help you get all your items in one place, but they might not have some specialized
merchandise. Other shops are small, like mall kiosks. These focus on one type of mer-
chandise (for example, phones or perfume) and have a wider selection related to that
one type of item.

When using a library, your first action is to go to its documentation to see the classes and
functions defined in the library. For libraries that are built-in (a part of the language), this
documentation can be found at the Python website: https://docs.python.org. This site
links to the documentation for the latest version of Python, but you can view the docu-
mentation for any of the previous versions. This book uses Python version 3.5. If you
don’t have an internet connection to see the documentation online, you can also view the
documentation through the Python console. You'll see how to do this in the next section.
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Quick checlk 35.1 Assume you have three files:

/

= fruits.py contains the definitions for classes of fruits.
® activities.py contains functions for activities that you'd do throughout your day.
= Jife.py contains the gameplay for a game of Life.

You want to use the classes and functions defined in fruits.py and activities.py in life.py. What lines

¢
0
\
\
\
\
\
\
\
\ do you need to write?
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() 35,2 Doing mathematical operations with the math library

& I

SO

One of the most useful libraries is the math library. The math library for Python 3.5 is
documented at https://docs.python.org/3.5/library/math.html. It deals with mathemati-
cal operations on numbers, where the operations aren’t built into the language. To view
the math library documentation without going online, you can type the following into
the IPython console:

import math
help(math)

The console shows all the classes and functions defined in the math library, along with
their docstrings. You can browse the docstrings and see whether any of them would be
useful in your code.

The math library consists of functions organized by type: number-theoretic and repre-
sentation functions, power and logarithmic functions, trigonometric functions, angular
conversion, and hyperbolic functions. It also contains two constants that you can work
with: pi and e.

Suppose you'd like to simulate throwing a ball at your friend in a field. You want to see
whether the throw reaches your friend, allowing for a bit of leniency because your
friend can jump up to catch, if need be. Let’s see how to write a program that does this
simulation for you. You'll ask the user for the distance your friend is standing away
from you, the speed at which you can throw the ball, and an angle at which to throw the
ball. The program will tell you whether the ball will make it far enough to be caught.
Figure 35.2 shows the setup.

The formula that you can use to calculate how far a ball goes when it’s thrown with a
certain speed at a certain angle is as follows:

reach = 2 * speed® * sin(angle) * cos(angle) / 9.8
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Figure 35.2 Setup for throwing a ball

at a certain speed and angle so that it
Distance goes a certain distance

Listing 35.1 shows the code for this simple program. It first asks the user for the distance
to the user’s friend, the speed at which to throw the ball, and the angle at which to
throw it. Then it uses the formula to calculate how far the ball will go. Allowing some
tolerance (to account for the receiver being able to reach for it), it'll display one of three
messages: it was caught, it fell short, or it went too long. To calculate the sin and cos val-
ues, you'll use functions in the math library, so you have to bring in the library using an
import statement. Aside from implementing the formula, only one detail is left. An angle
can be measured in degrees or radians. The functions in the math library assume that
angles are given in radians, so you need to convert the angle from degrees to radians by
using a function in the math library.

Listing 35.1

import math <—— Imports the math library functions

distance = float(input("How far away is your friend? (m) "))

speed = float(input("How fast can you throw? (m/s) "))

angle_d = float(input("What angle do you want to throw at? (degrees) "))
tolerance = 2

angle_r = math.radians(angle_d)

reach = 2*speed**2*math.sin(angle_r)*math.cos(angle_r)/9.8

if reach > distance - tolerance and reach < distance + tolerance:
. s [

‘ print( N1c? throw!") Implements the
elif reach < distance - tolerance: formula, using the

print("You didn't throw far enough.") math library functions

else: The library math.sin and
print("You threw too far.") math.cos take r'adians, not
degrees, as the input, so
convert the user input.
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< Quick check 35.2 Modify the program so that it asks the user only for how far away the

: friend is and how fast to throw the ball. Then, it loops through all the angles from O to 80 and
prints whether the ball made it. N
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35.3 Random numbers with the random library

NS ®

The random library provides numerous operations you can do to add unpredictability to
programs. This library is documented at https://docs.python.org/3.5/library/random.html.

35.3.1 Randomizing lists

Adding unpredictability and uncertainty to your programs can add more functionality
and make them more interesting for your users. The unpredictability comes from a
pseudo-number generator, which can help you do things like pick a random number
within a certain range, pick an item at random in a list or a dictionary, or rearrange a list
for you at random, among others.

For example, say you have a list of people and want to pick one at random. Try typing
this code in a file and running it:

import random
people = ["Ana","Bob", "Carl”, "Doug", "Elle", "Finn"]
print(random.choice(people))

It prints one of the elements, at random, in the list of named people. If you run the pro-
gram more than once, you'll notice that you’ll get a different output each time it’s run.

You can even pick a certain number of people from the list:

import random
people = ["Ana","Bob","Carl", "Doug","Elle","Finn"]
print(random.sample(people, 3))
This code ensures that the same person isn’t picked more than once, and prints a list of
however many elements are specified (three, in this case).

35.3.2 Simulating games of chance

Another common use of the random library is to play games of chance. You can simulate
probabilities of certain events happening by using the random. random() function: the first
random is the library name, and the second random is the function name, which happens to
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be the same as the library name. This function returns a random floating-point number
between 0 (inclusive) and 1 (not inclusive).

Listing 35.2 shows a program that plays rock-paper-scissors with the user. The program
first asks the user to make their choice. Then, it gets a random number by using random
.random(). To simulate the 1/3 probability of the computer picking one of rock, paper, or
scissors, you can check that the random number generated falls within one of three
ranges: 0 to 1/3, 1/3 to 2/3, and 2/3 to 1.

Using the random library to play rock-paper-scissors

Brings in functions defined
in the random librar
import random 4»/ Y

choice = input("Choose rock, paper, or scissors: ")

r = random.random()
if t < 1/3: < . Chooses a random float
) between 0O (inclusive) and
print("Computer chose rock.") 1 (not inclusive)

if choice == "paper":

Case when computer
chose rock, with 1/3
elif choice == "scissors": probability

print("You lose.")
else:
print("Tie.")
elif 1/3 <= 1 < 2/3: N

print("Computer chose paper.") Case when computer

if choice == "scissors": chose paper, with
1/3 probability

print("You win!")

print("You win!")

elif choice == "rock":
print("You lose.")
else: Case when computer
. e chose scissors, with
print("Tie.")

: 1/3 probability
else: ‘\/

print ("Computer chose scissors.")
if choice == "rock":
print("You win!")
elif choice == "paper":
print("You lose.")
else:
print("Tie.")
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35.3.3 Replicating results by using a seed

When you have programs that don’t produce the results you want, you need to test
them to figure out where the problem is. Programs that deal with random numbers add
a layer of complexity; a program involving a random number may work sometimes, but
not others, leading to a frustrating debugging session.

Random numbers generated by the random library aren’t truly random. They’re pseudo-
random. They appear random, but are determined by the result of applying a function
on something that changes frequently or is unpredictable, such as the time in millisec-
onds since a specific date. The date generates the first number in the pseudo-random
sequence, and each number in that sequence is generated from the previous number. The
random library allows you to seed the random numbers generated by using random. seed(N),
where N is any integer. Setting the seed allows you to start with a known number. The
sequence of random numbers generated within your program will be the same every
time you run the program, as long as the seed is set to the same value. The following
lines generate a random integer between 2 and 17 and then between 30 and 88:

import random
print(random.randint(2,17))

print(random.randint(30,88))

If you run this program many times, the numbers printed will likely change. But you
can seed the results so that the two numbers are going to be the same every time the
program is run, by setting the seed:

import random
random. seed(0)

print(random.randint(2,17))
print(random.randint(30,88))

The program now prints 14 and 78 every time it’s run. By changing the integer inside
the seed function, you can generate a different sequence. For example, if you change
random. seed(0) to random.seed(5), this program will now print 10 and 77 every time it’s run.
Note that these numbers may change if you're using a Python version other than 3.5.
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: Write a program that simulates flipping a coin 100 times. Then it prints
N how many heads and how many tails came up. :
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35.4 Timing programs with the time library

When you start dealing with programs that might take a long time to run, it'd be nice

to know how long they’ve been running. The time library has functions that can help
you do this, and its documentation is available at https://docs.python.org/3.5/library/
time.html.

35.4.1 Using the clock

Computers are pretty fast, but how quickly can they do simple calculations? You can
answer this question by timing a program that gets the computer to count up to one mil-
lion. Listing 35.3 shows code that does this. Just before a loop that increments a counter,
you save the current time on the computer clock. Then you run the loop. After the loop,
you get the current time on the computer again. The difference between the start and
end times tells you how long the program took to run.

Listing 35.3

Brings in functions defined
in the time library

import time ‘_/ Gets the current time
on the clock, in ms

start = time.clock() «—

count = 0 Code that has the
for i in range(1000000): computer count
to one million
count +=1

end = time.clock()

print(end-start) Gets the current time
<) on the clock, in ms
Prints the difference
in start and end times

This program took about 0.2 seconds to run on my computer. This time will vary,
depending on how new and fast your computer is and how many other applications are
running. If you have video streaming in the background, the computer may dedicate
resources to doing that rather than running your program, so you may see a longer time
printed.


https://docs.python.org/3.5/library/time.html
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35.4.2 Pausing your program

The time library also allows you to pause your program by using a sleep function. This
stops it from executing the next line until that amount of time has passed. One use for
this is to show the user a loading screen. Listing 35.4 shows how to print a progress bar
that shows 10% increments every half- second. The code prints the following, with a
half-second pause between each line. Can you tell why the code prints multiple stars by
looking at the code? You'll have to think back to the lesson on strings and string manip-

ulations:

Loading...

[ ] 0 % complete
[ ] 10 % complete
[ ** ] 20 % complete
[ *xx ] 30 % complete
[ xxxx ] 40 % complete
[ xxwxx ] 50 % complete
[ xxxxxx 1 60 % complete
[ xxxxxxx ] 70 % complete
[ xxxxrxn ] 80 % complete
[ KKKKKKK KK ] 90 % complete

Using the time library to show a progress bar

Brings in functions
defined in the time

library J Aloop
import time representing )
10% increments Prints proggebss
int (" - " represented by
p]fll’]t( Loading... ) 4-/ multiple * characters
for i in range(10):

print(u[uyi.ku*uy (10_1)*u ||, ||:|||, 1*10, ||% CONplete”) /
time.sleep(0.5) <+— Pauses the program for half a second

““‘““““““‘““““““‘““““““““““

+' Quick check 35.4 Write a program that generates 10 million random numbers and then

prints how long it takes to do this.
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In this lesson, my goal was to teach you how to use libraries that other programmers
have created to enhance your own programs. The libraries shown here are simple, but
using them can lead to a more interesting user experience. Here are the major takeaways:

= Organizing code that deals with similar functionality in a separate file leads to
code that'’s easier to read.

= Libraries store functions and classes related to one group of actions in one place.
Let’s see if you got this...

Q35.1 Write a program that gets the user to roll a die against the computer. First, simu-
late the user rolling a six-sided die and show the result to the user. Then, simulate the
computer rolling a six-sided die, add a 2-second delay, and show the result. After each
roll, ask the user whether they want to roll again. When the user is done playing, show
them how long they’ve been playing the game in seconds.



LESSON

TESTING AND DEBUGGING YOUR
PROGRAMS

After reading lesson 36, you'll be able to

= Use the unittest library

= Write tests for your program

= Efficiently debug your programs
It’s unlikely that you'll write a perfect program on the first try. Often you’ll write code,
test it with a few inputs, make changes to it, and test it again, repeating this process
until your program runs as expected.

Consider this

Think about your experience in programming so far. When you write a program and it
doesn’t work, what kinds of things do you do to fix it?

Answer:

Look at the error message, if any, and see whether there are clues like line numbers
that can direct me toward the issue. Put print statements at certain locations. Try a dif-
ferent input.

352
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36.1 Working with the unittest library

Python has many libraries that can help you create a testing structure around your pro-
gram. A testing library is especially useful when you have programs that contain differ-
ent functions. One testing library comes with your Python installation, and its
documentation for Python 3.5 is available at https://docs.python.org/3.5/library/unittest
.html.

To create a suite of tests, you create a class representing that suite. Methods inside that
class represent different tests. Every test that you want to run should have test_as a pre-
fix, and then any name for the method. The following listing contains code that defines
two simple tests and then runs them.

Simple test suite

Lmnﬁ:gggi Firl;ﬁar‘y Class for the suite
C of tests to do Method to test
import unittest whether 2 + 2 is 4

class TestMyCode(unittest.TestCase): / Test checks whether 2 +
_ ] 2 is 4 by asserting that
def test addition 2 2(self): ‘_/ the 2 + 2 and 4 are equal
self.assertEqual(2+2, 4)

def test_subtraction_2 2(self): <— Method to test whether 2 - 2 isn't 4
self.assertNotEqual(2-2, &)

unittest.main() 4\

Runs the tests defined
in your test suite class

Test checks whether 2 - 2
isn't 4 by asserting that
the 2 - 2 and 4 aren’t equal

The code prints the following:

Ran 2 tests in 0.001s
OK
This is expected because the first test checks whether 2 + 2 is equal to 4, which is true.

And the second test checks whether 2 - 2 isn’t equal to 4, which is true. Now suppose
that one of the tests is False by making the following change:

def test addition 2 2(self):
self.assertEqual (2+2, 5)


https://docs.python.org/3.5/library/unittest.html
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Now the test checks whether 2 + 2 is equal to 5, which is False. Running the test program
again now prints the following:

FAIL: test_addition_2_2 (__main__.TestMyCode)

Traceback (most recent call last):
File "C:/Users/Ana/.spyder-py3/temp.py", line 5, in test_addition_2_2
self.assertEqual(2+2, 5)
AssertionError: 4 !=5

Ran 2 tests in 0.002s
FAILED (failures=1)

This message is rife with information. It tells you the following:

= Which test suite failed: TestMyCode

= Which test failed: test_addition_2_2

= Which line inside the test failed: self.assertEqual(2+2, 5)

= Why it failed, by comparing what value it got and what value it expected: 4 != 5
Comparing values in this way is a bit silly. Clearly, you’d never have to check that 2 + 2 is

4. You usually need to test code that has more substance to it; typically, you want to make
sure that functions do the correct thing. You'll see how to do this in the next section.
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Quick check 36.1 Fillin each of the following lines:

’0
class TestMyCode(unittest.TestCase):
def test addition_ 5 5(self):
# fill this in to test 5+5
def test_remainder 6 _2(self):
\ # fill this in to test the remainder when 6 is divided by 2

“““““““““““‘““““““‘“““““““‘
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35.2 Separating the program from the tests

You should decouple the code you write as part of your program from the code that you

write to test the program. Decoupling reinforces the idea of modularity, in that you sep-
arate code into different files. This way, you avoid cluttering the program itself with
unnecessary testing commands.



Separating the program from the tests 355

Suppose you have one file that contains the two functions shown in listing 36.2. One
function checks whether a number is prime (divisible by only 1 and itself, and not equal
to 1) and returns True or False. The other returns the absolute value of a number. Each of
these functions has an error in its implementation. Before reading further on how to
write tests, can you spot the errors?

Listing 36.2

def is_prime(n):
prime = True
for i in range(1,n):
if n%i == 0O:
prime = False
return prime

def absolute value(n):
if n < 0:
return -n
elif n > 0:
return n

In a separate file, you can write unit tests to check whether the functions you wrote are
behaving as expected. You can create different classes to organize different suites of
tests corresponding to different functions. This is a good idea because you should have
more than one test for each function, making sure to try a variety of inputs. Creating
tests for every function you write is called unit testing because you're testing each func-
tion’s behavior by itself.

DEFINITION A unit test is a series of tests that checks whether the actual output
matches the expected output for a function.

A common way of writing unit tests for a method is to use the Arrange Act Assert pattern:

= Arrange—Sets up objects and their values to pass to the function undergoing unit
testing
= Act—Calls the function with the parameters set up previously

= Assert—Makes sure the function behavior is what was expected

The following listing shows the code for unit testing the functions in funcs.py. The class
TestPrime contains tests related to the is_prime function, and the class TestAbs contains tests
related to the absolute_value function.
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File, named test.py, containing the tests

import unittest <—— Brings in unittest classes and functions
import funcs <«——— Brings in the functions you defined in funcs.py

class TestPrime(unittest.TestCase):
def test_prime_5(self): \
isprime = funcs.is_prime(5) One class for a
self.assertEqual (isprime, True) set of tests
def test_prime_4(self):
isprime = funcs.is_prime(4)
self.assertEqual (isprime, False) _
def test_prime_10000(self): t?hneer::aiﬁo‘évﬁgme
isprime = funcs.is_prime(10000) describing what

self.assertEqual (isprime, False) the test is for

class TestAbs(unittest.TestCase):

def test_abs 5(self): Calls the function is_prime

o from the funcs.py file with

absolute = funcs.absolute_value(5) parameter 5 and assigns
self.assertEqual(absolute, 5) the return to isprime

def test_abs_neg5(self):
absolute = funcs.absolute_value(-5) Adds the test that

checks whether the
self.assertEqual(absolute, 5) result from the

def test_abs 0(self): function call is True
absolute = funcs.absolute value(0)

self.assertEqual(absolute, 0)

unittest.main()

Running this code shows that it ran six tests and found two errors:

FAIL: test_abs 0 (__main_ .TestAbs)

Traceback (most recent call last):
File "C:/Users/Ana/test.py", line 24, in test_abs_0
self.assertEqual(absolute, 0)
AssertionError: None != 0

FAIL: test_prime 5 (__main__ .TestPrime)
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Traceback (most recent call last):
File "C:/Users/Ana/test.py", line 7, in test_prime_5
self.assertEqual (isprime, True)
AssertionError: False != True

Ran 6 tests in 0.000s
FAILED (failures=2)

With this information, you can make changes to your functions in funcs.py to try to fix
them. The information provided here tells you the tests that failed: test_abs_0 and
test_prime_5. You can now go back to your function and try to fix it. This process is called
debugging and is discussed in the next section.

Thinking like a programmer

Using descriptive names for the methaods is useful for providing quick, at-a-glance, infor-
mation when tests fail. You can include the function name, the inputs, and possibly a one-
or two-word description of what it's testing.

It’s important to make your changes incrementally. Every time you make a change, you
should run the tests again by running tests.py. You do this to make sure that any
changes you make to fix one issue won’t cause another issue to pop up.
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: Quick check 36.2 Modify the code in listing 36.2 to fix the two errors. After each change, \

run tests.py to see whether you fixed the errors. N
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36.2.1 Types of tests

The unittest library has a variety of tests you can perform, not just to check whether one
value is equal to another using assertEqual. The complete list is in the documentation for
the library. Take a moment to browse through the list.
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« Quick check 36.3  Looking at the list of tests you can do, which would be most apprapriate in
: the following situations?

: 1 To check that a value is False

\ 2 To check that a value is in a list

\\ 3 To check that two dictionaries are equal
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36.3 Debugging your code

WG W

The process of debugging code is somewhat an art form in that there’s no specific for-
mula for how to do it. The process begins after you have a set of tests that have failed.
These tests offer a starting point for where to look in the code and under what specific
conditions; you have a set of inputs you gave to a function, which gave you output that
wasn’t what you expected.

Often, a brute-force solution for debugging is most efficient; this means being system-
atic about looking at every line, and using a pen and paper to note values. Starting with
the inputs that caused the test to fail, pretend you're the computer and execute each line.
Write down what values are assigned to each variable, and ask yourself whether that’s
correct. As soon as you find an incorrect value being calculated from what you expect,
you've likely found where an error is occurring. Now it’s up to you to figure out why
the error is occurring, using what you’ve learned.

As you're tracing through your program by going line by line, a common mistake is to
assume that simple lines of code are correct, especially if you're debugging your own
code. Be skeptical of every line. Pretend that you're explaining your code to someone
who doesn’t know anything about programming. This process is called rubber ducky
debugging, which means you explain your code to a real (or imaginary) rubber duck, or
any other inanimate object. This forces you to explain the code in plain English, not pro-
gramming jargon, and gets you to tell your helper what each line of code is trying to
accomplish.

36.3.1 Using tools to help you step through code

Many tools have been designed to help make your debugging process easier. A debug-
ger is built into Spyder. The name is misleading because it doesn’t do the debugging for
you. Rather, it prints variable values for you with each step you take. It’s still up to you
to determine why a line of code is incorrect when the value for a variable isn’t what you
expect it to be. A debugger can be used on any code that you write.

You can use the Spyder debugger to identify the problem with the code shown in listing
36.2, using the test created in listing 36.3. You know that two tests failed: test_abs_0 and
test_prime_5. You should debug each one separately.

You'll now debug test_abs_0. Figure 36.1 shows what your Spyder editor should look
like after you've opened tests.py. You have the editor on the left, the IPython console on
the bottom right, and the variable explorer at the top right.
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The first step is to put a breakpoint in your code (#1 in figure 36.1). A breakpoint indi-
cates a spot in the code where you’d like to stop execution so that you can inspect the
value. Because the test test_abs_0 failed, put a breakpoint at the first line inside that
method. You can insert a breakpoint by double-clicking the area just to the left on the
line on which you want to put the breakpoint; a dot appears.

2. The button 3. The button 4. The button to
|. Where the to start to step into a go to the next
breakpointis  debugging function call breakpoint

@ Spydef (Python 3.5) \\ V/ / - o x
File Egit Search Scurce Run Debug Consoles

Projects Tools  View Hel
E rpEE é@::@ (] R EA e D [Cvemm es 4

Editor/ - C:\Users\Analp evelopment\Leam & X  IPython console g X
[/ temp.py funcs.py test.oy £ @ [ consolez/a @ U3

- - ~
ﬁ ?’"pﬂ”z ;"ltteit In [13]: runfile('C:/Users/Ana/Manning/Development/
Hmper unes Learn Programming/test.py’, wdir='C:/Users/Ana/
Manning/Development/Learn Programming')

0o
\
i

4 class TestPrime(unittest.TestCase):

5 def test_prime_5(self): F.-ooF

6 isprime = funcs.is prime(5)

7 self.assertEqual(isprime, True)

8 def test_prime_4(self):

] isprime = funcs.is_prime(4) )

2 self.assertEqual(isprime, False) Traceback (most recent call last): !
JJ:JZ' def ::S:I;:‘Te?z:::aizELf)_: (10080) File "C:/Users/Ana/Manning/Development/Learn 1
P - c1s_prime Programming/test._py”, line 24, in test_abs 8
13 self.assertEqual(isprime, False) self.assertEqual(absolute, 8)

14

. A tionE : N I= @
15 class TestAbs(unittest.TestCase): ssertiontrron: fens

16 def test_abs_5(self):

17 absolute = funcs.absolute_value(5)

18 self.assertEqual(absolute, S5)

19 def test_abs_neg5(self):

20 absolute = funcs.absolute value(-5) ||

2y self.assertEqual(absolute, 5) Traceback (most recent call last):

i def ::zzIE:Z_zE;if{izabsolute value(0) File "C:/Users/Ana/Manning/Development/Learn
; self asser‘tEqualEabsolute_ o) Programming/test.py”, line 7, in test_prime_5
o . > self.assertEqual(isprime, True) #6

p AssertionError: False l= True

26 unittest.main() |

Ran & tests in ©.012s

FAILED (failures=2)

In [14]:

Python console  IPython console History log

Permissions: RW End-of-lines: CRLF  Encoding: ASCIT Line 26 Column: 18 Memory: 66 %

Figure 36.1 Screenshot of the debugging window
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Then, you can start running the program in debugging mode. You do this by clicking
the button with the blue arrow and two vertical lines (#2 in figure 36.1). The console
now shows you the first few lines of the code and an arrow, ----- >, indicating which line
is to be executed:

----> 1 import unittest
2 import funcs

3
4 class TestPrime(unittest.TestCase):
5 def test_prime_5(self):

Click the blue double arrows (#4 in figure 36.1) to go to the breakpoint you put in. Now,
the console shows where you are in the code:

21 self.assertEqual (absolute, 5)
22 def test abs 0(self):
1--> 23 absolute = funcs.absolute value(0)
24 self.assertEqual (absolute, 0)
25

You'd like to go into the function to see why the value for absolute isn’t 0 and this test
fails. Click the button with the small blue arrow that goes into three horizontal lines to
“step into” the function (#3 in figure 36.1). Now you're inside the function call. Your
variable explorer window should show you that the value for n is 0, and the console
shows that you've just entered the function call:

6 return prime
7
----> 8 def absolute value(n):
9 if n < 0:
10 return -n

If you click the Step Into button two more times, it takes you to the line

9 if n < 0:

10 return -n
---> 11 elif n > 0:

12 return n

13

At this point, you can see what’s wrong. The if statement isn't executed because n is 0.
The else statement also isn’t executed because n is 0. You've likely figured out the issue
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and can now exit debugging by clicking the blue square. The function returns None
because no case handles what the program should do when n is 0.
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:’ Quick check 36.4 Use the debugger to debug the other test case that fails, test_prime_5: \
: 1 Set a breakpoint at an appropriate line.

\ 2 Run the debugger; go to the breakpoint.

\ 3 Step into the function call and keep stepping through the program until you see the issue.

\d
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In this lesson, my goal was to teach you the basics of testing and debugging and to give
you more practice at importing and using libraries. I showed you how to use the unit-
test library to organize your tests and the importance of separating the code from the
testing framework. You used a debugger to step through your code.

Let’s see if you got this...

Q36.1 Here’s a buggy program. Write unit tests and try to debug it:
def remove_buggy(L, e):
L, list
e, any object
Removes all e from L.
for i in L:
if e == i:
L.remove(i)



LESSON

A LIBRARY FOR GRAPHICAL USER
INTERFACES

After reading lesson 37, you'll be able to

= Describe a graphical user interface
= Use alibrary for a graphical user interface to write a program

Every program you’ve written has interacted with the user in a text-based way. You've
been displaying text on the screen and getting text input from the user. Although you
can write interesting programs this way, the user is missing a more visual experience.

Consider this

Think about a program you use in your everyday life: a browser to go on the internet.
What kinds of interactions do you have with the browser?

Answer: You open the browser window, click buttons, scrall, select text, and close the
browser window.

Many programming languages have libraries that help programmers write visual appli-
cations. These applications use familiar interfaces between the user and the program:
buttons, text boxes, drawing canvases, icons, and many more.

362
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37.1 A library for graphical user interfaces
;\ — l"\
A library for a graphical user interface (GUI) is a set of classes and methods that know
how to interface between the user and the operating system to display graphical control
elements, called widgets. Widgets are meant to enhance the user experience through

interaction: buttons, scrollbars, menus, windows, drawing canvases, progress bars, or
dialog boxes are a few examples.

Python comes with a standard library for GUISs, called tkinter, whose documentation is
available at https://docs.python.org/3.5/library/tkinter.html#module-tkinter.

Developing a GUI application usually requires three steps. Each step is demonstrated in
this lesson. As with any other program, development also involves setting up unit tests
and debugging. The three steps are as follows:
= Setting up the window by determining its size, location, and title.
= Adding widgets, which are interactive “things” like buttons or menus, among
many others.
= Choosing behaviors for widgets to handle events such as clicking a button or
selecting a menu item. Behaviors are implemented by writing event handlers in
the form of functions that tell the program which actions to take when the user
interacts with the specific widget.
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4 A canvas

v Quick check 37.1 What are some actions that you could do on each of the following?

: 1 Abutton :

: 2 Ascrollbar :

\ 3 Amenu N
\

\ ;
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37.2 Setting up a program using the tkinter library
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All GUI programs typically run in a window. The window can be customized by
changing its title, size, and background color. The following listing shows how to create
a window of size 800 x 200 pixels, with a title of “My first GUI” and a background color
of gray.


https://docs.python.org/3.5/library/tkinter.html#module-tkinter
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Creating a window

import tkinter <—— Imports the tkinter library Creates a new object
<_/ and binds it to a
window = tkinter.Tk() variable named window

window.geometry("800x200") —

window.title("My first GUI") Changes the size
. . . <\ of the window
window.configure(background="grey")

window.mainloop() 4\

Changes the background Starts the program
color of the window

Adds a title to the window

After you run this program, a new window will show up on your computer screen. If
you don't see it, it might be hiding behind another window you have open, so look on
your taskbar for a new icon. You can terminate your program by closing the window.

Figure 37.1 shows what the window looks like on the Windows operating system. The
window may look different if you're using Linux or a Mac operating system.

¢ My first GUI - [m} X

Figure 37.1 An 800 x 200 pixel window with the title “My first GUI” and a background color of gray

"“"‘“““““"‘“““““““““““““““‘\

:’ Quick check 37.2 Whrite a program for each of the following:

\ 1 Makes a 500 x 200 window with the title “go go go” and the background color green \
: 2 Makes a 100 x 900 window with the title “Tall One” and the background color red :
\ 3 Makes two 100 x 100 windows with no title, but one has the background color white and
\ the other black ‘:
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37.3 Adding widgets

A blank window isn’t interesting. The user has nothing to click! After you create the

window, you can start adding widgets. You'll create a program that has three buttons,
one text box, one progress bar, and one label.

To add a widget, you need two lines of code: one to create the widget and one to put it
on the window. The following code shows the two lines by creating one button and add-
ing it to the window object from listing 37.1. The first line creates the button and binds it
to a variable named btn. The second line adds it (with pack) to the window:

btn = tkinter.Button(window)
btn.pack()

The next listing shows you how to add three buttons, one text box, and one label,
assuming that you've already created a window, as in listing 37.1.

Adding widgets to the window

import tkinter

: otk Creates a new button
w%ndow - tklnterl.lTk (0 ) with a red background
window. geometry( 800x200 ) color‘“gnguwn;h. the Adds the button
window.title("My first GUI") text “Red” on it with those

: . _u " properties to
window.configure(background="grey") / the window

red = tkinter.Button(window, text="Red", bg“iif:i——_~__————””//,//
red.pack() <

yellow = tkinter.Button(window, text="Yellow", bg="yellow")
yellow.pack()

green = tkinter.Button(window, text="Green", bg="green")
green.pack()

textbox = tkinter.Entry(window) Creates and adds a box in
textbox.pack() which you can enter text

colorlabel = tkinter.lLabel(window, height="10", width="10")
colorlabel.pack()

Creates and adds a label

window.mainloop() whose height is 10
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When you run this program, you get a window that looks like the one in figure 37.2.

¢ My first GUI - O X

Figure 37.2 \Window after adding three buttons, one text box, and one label. The top button is red and
is labeled Red, the middle button is yellow and is labeled Yellow, and the bottom button is green and is
labeled Green.

You can add many widgets to your programs. The ones that come with the standard
tkinter library are listed in table 37.1.

Table 37.1 \Widgets available in tkinter

Widget Description Widget name Description

name

Button Shows a button Menubutton Shows menus

Canvas Draws shapes OptionMenu Shows a pop-up menu

Checkbutton  Shows options via checkboxes ~ PanedWindow Contains window panes that can
(can select more than one be resized
option)

Entry A text field the user can type  Radiobutton Shows options via radio buttons
text in (can select only one option)

Frame Container to put other Scale Shows a slider
widgets in

Label Shows single line of text oran  Scrollbar Adds scrollbars to other widgets
image

LabelFrame Container to add space Spinbox Like an Entry, but can select only

from some text
Listbox Shows options via a list Text Shows multiple lines of text
Menu Shows commands (con- TopLevel Allows for a separate window

tained inside Menubutton) container
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:’ Quick checlk 37.3 Wnrite a line that creates each of the following:
\ = An orange button with the text Click here
: = Two radio buttons
\ = A checkbutton
AN
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(2 37.4 Adding event handlers
At this point, you've created GUI windows and added widgets to them. The last step is
to write code that tells the program what to do when a user interacts with the widgets.
The code must somehow link the widget to the action.

When you create a widget, you give it the name of a command you want to run. The
command is a function in the same program. The following listing shows an example of
a code snippet that changes a window’s background color when a button widget is
clicked.

Event handler for a button click

Function representing
the event to happen The function changes

import tkinter the background color
of the window.
def change_color(): <_/
window.configure(background="white")

window = tkinter.Tk() Button with an

. . B associated action, by
window.geometry("800x200") assigning the function
window.title("My first GUI") name to the

window.configure(background="grey") command parameter

white = tkinter.Button(window, text="Click", command=change_color)
white.pack()

window.mainloop()
Figure 37.3 shows what the screen looks like after the button is clicked. The window is

originally gray, but after you click the button, it's white. Clicking the button again
doesn’t change the color back to gray; it stays white.
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¢ My first GUI - O X

Click

Figure 37.3 The window background color changes to white from gray after clicking the button.

You can do more interesting things with event handlers. You can apply everything
you’ve learned so far in the book when you write GUISs. For the final example, you'll
write code for a countdown timer. You'll see how to read information from other wid-
gets, use loops in event handlers, and even use another library.

Listing 37.4 shows a program that reads a number the user enters in a text box and then
displays a countdown from that number to 0, with the number changing every second.
There are four widgets in the program:

= A label with instructions for the user

= A text box for the user to put in a number
= A button to start the countdown

= A label to show the changing numbers

The button is the only widget that has an event handler associated with it. The function
for that event will do the following:

= Change the color of the label to white

= Get the number from the text box and convert it to an integer

= Use the number from the text box in a loop, starting from that value and
ending at 0

The bulk of the work is being done inside the loop. It uses the loop variable, i, to change
the text of the label. Notice that you're giving a variable name to the text parameter of
the label, whose value changes every time through the loop. Then, it calls an update
method to refresh the window and show the changes. Finally, it uses the sleep method
from the time library to pause execution for one second. Without the sleep method, the
countdown would go so fast that you wouldn’t be able to see the changing numbers.
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Program that reads a text box and counts down that many seconds

Event handler function
Changes the label’s

import tkinter color to white

box and converts it to an int
import time Loops starting from the
number in the text box until O
def countdown():
countlabel.configure(background="white") Changes the text on
. the label to the value
howlong = int(textbox.get())

of the loop variable
for i in range(howlong,0,-1):

Gets the value from the text

Updates the window

countlabel.configure(text=i) // to show the updated
window.update() value on the label

time.sleep(1) 4\
. " " Waits one second
= [
countlabel.configure(text="DONE!") using the time library
window = tkinter.Tk()

window.geometry("800x600") Changes the text of

window.title("My first GUI") :ggéﬂ?neétg done after

window.configure(background="grey")

1bl = tkinter.Label(window, text="How many seconds to count down?") 4—~\\
1bl.pack()

textbox = tkinter.Entry(window)
textbox.pack()

count = tkinter.Button(window, text="Countdown!", command=countdown)
count.pack()

countlabel = tkinter.label(window, height="10", width="10")
countlabel.pack() ‘>

One label with instructions for the user

A label on which to
window.mainloop() print the countdown

Button to start the countdown,
with the function written in the
first line as the event command

Text box for the user to
enter a number

With the ability to set up a window, add widgets, and create event handlers, you can
write many visually appealing and uniquely interactive programs.
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Quick check 37.4 Write code that creates a button. When clicked, the button randomly
chooses the color red, green, or blue, and changes the background color of the window to the
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Summary
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In this lesson, my goal was to teach you how to use a graphical user interface library.
The library contains classes and methods that help programmers manipulate graphical
elements of the operating system. Here are the major takeaways:

= Your GUI program works inside a window.

= In the window, you can add graphical elements, called widgets.

= You can add functions that perform tasks when a user interacts with the widget.

Let’s see if you got this...

Q37.1 Write a program that stores names, phone numbers, and emails of people in a
phonebook. The window should have three text boxes for the name, phone, and email.
Then it should have one button to add a contact, and one button to show all contacts.
Finally, it should have a label. When the user clicks the Add button, the program reads
the text boxes and stores the information. When the user clicks the Show button, it reads
all the contacts stored and prints them on a label.



LESSON

CAPSTONE PROJECT: GAME OF TAG

After reading lesson 38, you'll be able to
= Write a simple game by using the tkinter library

= Use classes and object-oriented programming to organize code for a GUI
= Write code that interacts with the user using the keyboard

= Use a canvas to draw shapes in your program

When you think of a program that uses a GUI, one of the most common kinds of pro-
grams that comes to mind are games. Games that are short and interactive offer quick
distractions. They’re even more fun to play when you write them yourself!

THE PROBLEM \Write a GUI game using the tkinter library. The game simulates a game
of tag. You should create two players inside a window. The players’ position and size can be
randomized at the start. Both players will use the same keyboard: one will use the W, A, S, D
keys, and the other will use the |, J, K, L keys to move their piece. Users decide which one will
try to catch the other. Then, they’ll move around the window using their respective keys to
try to touch the other player. When they touch the other player, the word Tag should appear
somewhere on the screen.

This is a simple game, and the code to write it won’t be long. When writing GUISs or
visual applications such as games, it's important to not be too ambitious at the begin-
ning. Start with a simpler problem and build upon it as you get things working.

371
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-Or i
38.1 ldentifying the parts to the problem

Given the problem, it’s time to identify its parts. You'll find it easier to write the code if

you do it incrementally. Ultimately, you need to accomplish three tasks:
= Create two shapes
= Move them around the window when certain keys are pressed

= Detect whether the two shapes have touched

Each of these can be written as a separate piece of code that can be tested separately.

38.2 Creating two shapes in a window

As with the other GUIs you've seen, the first step is to create a window and add any

widgets your game will use to it. The next listing shows the code for this. The window
will hold only one widget, a canvas. The canvas widget is a rectangular area in which
you can place shapes and other graphical objects.

Listing 38.1
import tkinter ) )

) : Canvas widget that will
window = tkinter.Tk() contain the player shapes
window.geometry("800x800")

indow. title("Tag!") Adding the canvas so that it
window.titie ag: fills entire window and scales if
canvas = tkinter.Canvas (window) < the window is resized

canvas.pack (expand=1, fill='both") —

Now it’s time to create the shapes for the players. You’ll make the player pieces rectangles.
The shapes are going to be objects added to the canvas, not the window itself. Because
you'll be creating more than one player, it's a good idea to think in a modular way. You'll
create a class for the player, which will initialize the player piece on the canvas.

To make the game more interesting, you can use random numbers to set up the starting
position and size of the shape. Figure 38.1 shows how you’ll construct the rectangle.
You'll choose a random coordinate for the top-left corner, x1 and y1. Then, you’ll choose
a random number for the size of the rectangle. The x2 and y2 coordinates are calculated
by adding the size to x1 and y1.

The random aspect of creating the rectangle means that every time you create a new
player, the rectangle will be placed at a random position in the window and will be a
random size.
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0,0 v
x1
Size
Figure 38.1 Constructing the rectangle
playing piece by choosing a coordinate for
- the top-left corner and a random number
Size for the size

Listing 38.2 shows the code for creating the player’s rectangle piece. The code creates a
class named Player. You'll use a rectangle to denote the player’s piece. Any object on a
canvas is denoted by a tuple of four integers, x1, y1, x2, y2, where (x1, y1) is the top-left cor-
ner, and (x2, y2) is the bottom-right corner of the shape.

A class for the player

init method to create an object that
takes in the canvas on which to add Sets the color of

: the obiect Chooses a random number
the shape, and the shape’s color da?:aoalt?:?‘ibi:ea between 1 and 100 for the
import random size of the player piece

class Player(object): The x-value of the top-left

def _init_ (self, canvas, color): corner of the object,
self.color = color the range specified
size = random.randint(1,100)

x1 = random.randint(100,700) The y-value of the top-left
cor'ner‘ of the object,

y1 = random.randint(100,700) selected randomly between

%2 = xl+size the range specified

y2 = yl+size

self.coords = [x1, y1, x2, y2]

self.piece = canvas.create_rectangle(self.coords) Eggﬁdﬁlr::tes of
canvas.itemconfig(self.piece, fill=color) the object as a
data attribute,
with type list
The y-value of the bottom- Sets the color of the Sets the player piece
right coordinate of the object player piece, data attribute as a
referencing it by its rectangle, placed at the
The x-value of the bottom- variable name, position given by the
right coordinate of the object self.piece, from the coordinates above

preceding line

selected randomly between
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After creating the window, you can add the players to the canvas with the following
code, which creates two Player objects on the same canvas, one yellow and one blue:

playerl = Player(canvas, "yellow")
player2 = Player(canvas, "blue")

If you run the code, you'll get a window that looks something like figure 38.2. You have
two shapes of different colors at a random position and with a random size. Nothing
happens when the mouse is clicked or when a key is pressed.

¢ Tag! — m] X

Figure 38.2 The game after creating two player objects. The position and size of each square varies
each time the program is run.
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"@" 38.3 Moving shapes inside the canvas
s

Each shape responds to the same type of event, keypresses:

= To move the shape up, press W for one shape and I for the other.
= To move the shape left, press A for one shape and | for the other.
= To move the shape down, press S for one shape and K for the other.
= To move the shape right, press D for one shape and L for the other.

You'll have to create a function that acts as the event handler for any keypress on the
canvas. Inside the function, you’ll move one player or the other, depending on which
button is pressed. The following listing shows the code. In this code, move is a method

you'll define in the Player class. It'll move the player’s position with "u" for up, "d" for

down, "r" for right, and "1" for left.

Event handler function when any key is pressed on the canvas

def handle_key(event): <—— Event handler function
if event.char == "'
playerl.move("u" ‘\ Checks whether the keypress
if event.char == "' from the event is a W
playerl.move(
if event.char == 'a' : move is a method that

wqn you’ll define in the player
playerl.move("1") class, so call that method
if event.char = 'd' : to move the shape up.

playerl.move("r")

if event.char == 'k' the event is an |

if event.char == 'i' : 4\
i Checks whether
player2.move("u") 4\ the keypress from

player2.move("d")
L Because move is defined

if event.char == '] in the player class, you
player2.move("1") call it on the other player
if event.char = '1' : to move the shape up.

player2.move("r")

window = tkinter.Tk()
window.geometry("800x800")
window.title("Tag!")

canvas = tkinter.Canvas(window)
canvas.pack (expand=1, fill='both')
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playerl = Player(canvas, "yellow")

Lesson 38 Capstone project: game of tag

For the canvas, any keypress event

player2 = Player(canvas, "blue") will call the handle_key function.
canvas.bind_all('<Key>', handle_key) —0

Notice how nicely modular this code is. It’s easy to understand what’s going on, because
you’'ve removed the logic behind moving the shape into the player class. All that you do
in the event handler function is decide which player to move and in which direction,

denoted by "u" for up, "d" for down, "1" for left, and "r" for right.

Inside the Player class, you can write code that handles moving the shape by changing
the values of the coordinates. Listing 38.4 shows the code. For each of the directions that
the player can move, you modify the coordinate data attribute. Then, you update the

canvas coordinates for the shape to the new coordinates. Two players can’t move simul-

taneously. After a player starts moving, it'll stop moving as soon as the other player

presses a key.

How to move a shape inside the canvas

class Player(object):

def _ init_ (self, canvas, color):
size = random.randint(1,100)
x1 = random.randint (100, 700)
yl = random.randint(100,700)
x2 = xl+size
y2 = yl+size
self.color = color
self.coords = [x1, y1, x2, y2]
self.piece = canvas.create_rectangle(self.coords, tags=color)
canvas.itemconfig(self.piece, fill=color)

def move(self, direction): ‘\ Method to move the
if direction == 'u': shape; takes in a

direction: one of 'u’,
'd" lI', 'r"

self.coords[1] -= 10
self.coords[3] -= 10
canvas.coords(self.piece, self.coords)’:>

If you’re moving up, changes Changes the Does something

the y1 and y2 values by coordinates of the different for each of
decreasing them by indexing rectangle, denoted the four possible
into the list coords by self.piece, to the inputs ('u’, 'd', T, 'r')

new coordinates
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if direction ==
+= 10
+= 10
canvas.coords(self.piece, self.coords)

self.coords[1
self.coords[3

if direction ==

self.coords|?2
canvas.coords(self.piece, self.coords)
if direction ==

+= 10

+= 10

canvas.coords (self.piece, self.coords)

d
]
]
(
‘1
self.coords[o]
(2] -
(
‘T
self.coords[O]
self.coords[2]

(
This code is used by any player object created. It follows the abstraction and modularity

principles because it’s under the Player class, which means you have to write it only once
but it can be reused by any of the objects.

Now when you run the program, the set of keys W, A, S, D will move the yellow shape
around the window, and the keys I, ], K, L will move the blue shape. You can even ask
someone to play with you to test the code. You'll notice that if you hold a key down, the
shape will move continuously, but as soon as you press another key, the shape will stop
and move according to the other keypress (until another key is pressed). Chasing the
shapes around is fun, but nothing happens when they touch.

38.4 Detecting a collision between shapes

NS

The last piece to the game is to add the code logic for detecting whether two shapes col-
lide. After all, this is a game of tag, and it'd be nice to be notified when one shape has
touched the other one. The code logic will consist of making two method calls on the
canvas. It'll be implemented inside the same event function that deals with keypresses
in the canvas. This is because after every keypress, you’d like to see whether a collision
has occurred.

Listing 38.5 shows the code for detecting the collision between two shapes. By design, in
the tkinter library, every shape added to the canvas is assigned an ID. The first shape
added gets an ID of 1, the second of 2, and so on. The first shape you added to the can-
vas was the yellow one. The idea behind the code is that you'll get the coordinates of the
first shape in the canvas by calling the method bbox, which finds the bounding box
around the shape. In the case of the rectangle, the bounding box is the rectangle itself,
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but in other cases, the bounding box is a rectangle that the shape barely fits in. Then,
you call the find_overlapping method on the canvas, with the coordinates of the bounding
box as a parameter. The method returns a tuple that tells you all IDs that are within that
box. Because the coordinates given as a parameter are those of the bounding box for one
shape, the method will give back a tuple of (1, 2) whenever the shapes are overlapping.
All that’s left to do is to check whether the shape with ID of 2 is in the returned tuple. If
it is, then add text to the canvas.

Listing 38.5

Gets coordinates around
def handle_key(event): one of the shapes

yellow_xy = canvas.bbox(1) —

overlapping = canvas.find_overlapping(

> yellow_xy[0],yellow_xy[1],yellow_xy[2],yellow_xy[3])
if 2 in overlapping: <—
canvas.create text (100,100, font=("Arial",?20), text"TagN
Finds IDs of all shapes that v\ Checks whether the ID of
are within the box formed Adds text to the other shape is in the
by those coordinates the canvas overlapping IDs

As soon as one shape touches the other one, the screen will look something like figure 38.3.

O - |
38.5 Possihle extensions

Many possibilities for extensions exist with this game. Your coding in this lesson is a
great start. Here are some ideas:

= Instead of closing the window and restarting it to play again, add a button to ask
the user to play again. When they do, choose another random position and size
for your shapes.

= Allow the shape to escape. If the shapes aren’t touching after having touched
once, remove the text from the canvas.

= Allow the players to customize their shapes by changing the color or changing
the shape to a circle.
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0 Tag! - m} X

Tag!

Figure 38.3 \When one shape overlaps with the bounding box of the other shape, the text Tag!is
printed on the canvas.
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()
Summary

In this lesson, my goal was to teach you how to use more advanced GUI elements to

make a game. You used a canvas to add shapes to the GUI, and you added an event han-
dler that moved shapes around depending on which key was pressed. You also saw
how to detect collisions between shapes in a canvas. You saw how to write neat, orga-
nized, and easy-to-read code by using classes and functions for major parts of the code
that you know will be reused.



ANSWERS TO LESSON EXERCISES

This appendix contains the answers to the exercises found in the lessons. The answers to
the Quick checks are very straightforward, but the answers to some of the Summary
exercises may be achieved in several different ways. I have provided a possible solution
for each, but your answers may vary slightly from the ones that I have provided.

Lesson 2

Answers to quick checks

Quick check 2.1

Problem—Make mac-and-cheese.

Vague statement—Dump box of mac-and-cheese in boiling water for 12 minutes.

Specific statement—Pour 6 cups of water in a pot, turn up stovetop temp and wait for water to boil, pour
in noodles, let them cook for 12 minutes, drain noodles, add packet of cheese, and stir.
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Quick check 2.2
Any more No
= dirty dishes
left?
Pick up a dirty dish.
‘ Anything
. . . els? left to Tie up trash bag.
Scrub dirty dish with soap. put in trash
‘ bag? ‘
Rinse dish. Yes Take trash outside.
l 1
Put clean dish in drying rack. Put a piece of trash in trash bag. _
Quick check 2.3

1 Keep value of interest on the left: ¢ = a2 + b2
2 Take the square root: ¢ =V [a® + b?)

Quick check 2.4
# initialize times to fill pool (in fraction hours)
convert times to minutes
convert times to rates
add rates
solve for minutes when using both hoses

Lesson 3

Answers to quick checks

Quick check 3.1
1 Peek
2 Print
3 Peek
4 Print

Quick check 3.2
1 Wil see -12
2 Wil see 19
3 Won't see any output on the console
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Lesson 4

Answers to quick checks

Quick check 4.1
1 Not allowed
2 Not allowed
3 Allowed
4 Allowed

Quick check 4.2

Phone attributes—Rectangular, glossy, black, lights up, 4 in x 2 in, has buttons. Operations—Click but-
tons, makes noise, throw it, make a call, type an email.

Dog attributes—Furry, four paws, one mouth, two eyes, one nose, two ears. Operations—Bark, scratch,
run, jump, whine, lick.

Mirror attributes—Reflective, fragile, sharp. Operations—Breaks, shows reflection.

Credit card attributes—3 in x 2 in, thin, flexible, has numbers and letters. Operations—Swipe, use to
open doors, use to buy stuff.

Quick check 4.3

1 Yes
2 No
3 No
4 No
5 Yes
6 Yes
Quick check 4.4
1 Yes

2 No
3 No [descriptive but not meaningful, unless you’'re writing a program about unicorns)
4 No (too long]

Quick check 4.5
1 apples =5
oranges = 10
fruits = apples + oranges
apples = 20
fruits = apples + oranges

a b O

Answers to summary questions
Q4.1
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Q4.2

You still get an error. This is because the Python interpreter doesn’t understand what to do with the last
line. The interpreter is expecting a name to the left of the equal sign, but a + x isn’t a name.

Lesson 5

Answers to quick checks

Quick check 5.1
1 six=2+2+2
2 neg = six * (-6)
3 neg /=10

Quick check 5.2

1 half =0.25 * 2
2 other_half = 1.0 - half

Quick check 5.3
1 cold = True
2 rain = False
3 day = cold and rain

Quick check 5.4
1 one = "one" or one = 'one'
2 another_one = "1.0" or another_one = '1.0'
3 last_one = "one 1"or last_one = 'one 1'

Quick check 5.5

float
int

-

bool
string
string
int

int
string
NoneType

Quick check 5.6
1 Statement and expression
2 Statement and expression
3 Statement
4 Statement

O 0o N O MDD

Quick check 5.7
1 str(True)
'True'
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2 float(3)
3.0

3 str(3.8)
3.8

4 int(0.5)
0

5 int("s")
A

Quick check 5.8

1 float
1.25

2 float
9.0

3 int
8

4 int
201

5 float
16.0

6 float
1.0

7 float
1.5

Lesson b6

Answers to quick checks

Quick check 6.1
1 7 hours and 36 minutes
2 0 hours and O minutes
3 166 hours and 39 minutes

Quick check 6.2
1 13
2 0
3 12
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Quick check 6.3
1 stars = 50
2 stripes =13
3 ratio = stars/stripes ratio is a float
4 ratio_truncated = int(ratio) ratio_truncated is anint

Quick check 6.4
minutes_to_convert = 789
hours_decimal = minutes_to_convert/60
hours_part = int(hours_decimal)
minutes_decimal = hours_decimal-hours_part
minutes_part = round(minutes_decimal*60)
print("Hours")
print(hours_part)
print("Minutes")
print(minutes_part)

Output:

Hours
13
Minutes
9

Answers to summary questions

Q6.1
fah = 75
cel = (fah-32)/1.8
print(cel)
Q6.2
miles =5

km = miles/0.62137
meters = 1000%km
print("miles")
print(miles)
print("km")
print(km)
("meters")
print(meters)

print
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Lesson 7

Answers to quick checks

Quick check 7.1
1 Yes

Yes

No

No

Yes

Quick check 7.2
1 Forward: 5 Backward: -8
2 Forward: O Backward: -13
3 Forward: 12 Backward: -1

Quick check 7.3
1 ‘e
o
(the space character)
3 'L

X

o b o

Quick check 7.4

1 't
2 'nhy tWp np'
g

(empty string, because the start index is further in the string than the stop index, but the step is 1)

Quick check 7.5

1 'Python &4 ever&ever'
"PYTHON &4 EVER&ever'
"PYTHON 4 EVER&EVER'
'python 4 ever&ever'

H O

Answers to summary questions

Q7.1
s = "Guten Morgen"
s[2:5].upper()

Q7.2
s = "RaceTrack"
s[1:4].captalize()
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Lesson 8

Answers to quick checks

Quick check 8.1
1 14

9

-1

15

6

8

Quick check 8.2

1 True
2 True
3 False

Quick check 8.3
1 1

(o2 TS ) B R % Y o)

2 2
31
4 0

Quick check 8.4
1 ‘'raining in the spring time.'
2 'Rain in the spr time.'
3 'Raining in the spring time.'
4 [No output) but b is now 'Raining in the spring tiempo.

Quick check 8.5

'lalaland’

2 'USA vs Canada’

3 'NYcNYcNYeNYeNYe!

4 'red-circlered-circlered-circle’

-

Answers to summary questions
Q8.1

There are many other ways of achieving this!

s = "Eat Work Play Sleep repeat"
s = s.replace(" ", "ing ")

s = s[7:22]

s = s.lower()

print(s)
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Lesson 9

Answers to summary questions

Q9.1
1 You're trying to access an index in the string that’'s beyond the size of the string.
2 You're trying to call the command with an object when the command doesn’t need anything in
the parentheses
3 You're trying to call the command with only one object when the command needs two in the
parentheses
4 You're trying to call the command with an object of the wrong type. You must give it a string
object, not an integer object.
5 You're trying to call the command with a variable name and not a string object. This would work if
you initialized h to be a string before you use it.
6 You're trying to multiply two strings when you’re only allowed to add two strings or multiply a
string by an integer.
Lesson 10

Answers to quick checks
Quick check 10.1

1

2
3
q

Yes
Yes
No

Yes

Quick check 10.2

1

2
3
q

o = N

Quick check 10.3

-

2
3
a

(1, 2, 3)
13

((1,2), '3")
True

Quick check 10.4

1
2
3

('no', 'no', 'mo')
(‘no', 'no', 'mo', 'no', 'no', 'no')

(OY OY OY 1)
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4 (1, 1,1, 1)

Quick check 10.5
1 (s, w) = (w, s)
2 (no, yes) = (yes, no)

Answers to summary questions
Q101
There are many ways you can do this. Here's one way

word = "echo"
t=()

count = 3

echo = (word,)

echo *= count
cho = (word[1:],)
cho *= count

ho = (word[2:],)
ho *= count

o = (word[3:],)

o *= count

t = echo + cho + ho + o
print(t)

Lesson 11

Answers to quick checks

Quick check 11.1
1 12
2 (Nothing printed)
3 Nice is the new cool

Quick check 11.2
1 sweet = "cookies"
savory = "pickles"”
num = 100
print(num, savory, "and", num, sweet)
print("I choose the " + sweet.upper() + "I")

Quick check 11.3
1 input("Tell me a secret: ")
2 input("What's your favorite color? ")
3 input("Enter one of: # or $ or % or & or *: ")

a b~ P
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Quick check 11.4
1 song = input("Tell me your favorite song: ")
print(song)
print(song)
print(song)

2 celeb = input("Tell me the first & last name of a celebrity: ")
space = celeb.find(" ")
print(celeb[0:space])
print(celeb[space+1:1len(celeb)])

Quick check 11.5
user_input = input("Enter a number to find the square of: ")
num = float(user_input)
print (num*num)

Answers to summary questions
Q111

b = int(input("Enter a number: "))
e = int(input("Enter a number: "))

b e = b**e
print("b to the power of e is", b_e)
Q11.2

name = input("What's your name? ")

age = int(input("How old are you? "))

older = age+25

print("Hi " + name + "! In 25 years you will be " + str(older) + "I")

Lesson 13

Answers to quick checks
Quick check 13.1

Quick check 13.2
1 You live in a treehouse.
2 (Can’t be converted.)
3 (Can’t be converted.)
4 The word youniverse is in the dictionary.
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5 The number 7 is even.
6 Variables a and b are equal

Quick check 13.3
1 num is less than 10
Finished
2 Finished
3 Finished
Quick check 13.4
1 word = input("Tell me a word: ")
print(word)
if " " in word:

print("You did not follow directions!")
2 numl = int(input("One number: "))
num2 = int(input("Another number: "))
print (numl+num2)
if numl+num2 < 0:
print("Wow, negative sum!")

Quick check 13.5

num_a = int(input("Pick a number: "))

!

True
False
True
False
if True
num_a ==
False

print ("Finished!")

Figure A.1 Flowchart for program in listing 13.3



Lesson 13

Quick check 13.6
num_a num_b Answer (nested)
-9 5 num_a: 1is negative
Finished
9 5 Finished
-9 -5 num_a: 1is negative
num_b is negative
Finished
9 -5 Finished
Quick check 13.7

One possible solution shown in listing 13.5.

Answers to summary questions
Q13.1

If xis an odd number then X + 1 is an even number.

aQ13.2
var = 0
if type(var) == int:
print("I'm a numbers person.")
if type(var) == str:
print("I'm a words person.")
Q13.3
words = input("Tell me anything: ")
if " " in words:
print("This string has spaces.")

Q134
print("Guess my number! ")
secret =7

num = int(input("What's your guess? "))
if num < secret:
print("Too low.")
if num > secret:
print("Too high.")
if num == secret:
print("You got it!")

393

Answer (unnested)

num_a: 1is negative
Finished

num_a: 1is negative
num_b is negative
Finished

num_b is negative
Finished
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Q13.5
num = int(input("Tell me a number: "))
if num >= 0:

print("Absolute value:", num)
if num < 0:

print("Absolute value:", -num)
Lesson 14

Answers to quick checks

Quick check 14.1

1 Do you need milk and have a car? If yes, drive to the store to buy milk.
2 Isvariable a zero and variable b zero and variable ¢ zero? If yes, then all variables are zero.
3 Do you have a jacket or a sweater? Take one of these; it's cold outside.

Quick check 14.2

1 True
2 True
3 False
Quick check 14.3
num_a num_b
0 0
0 -5
-20 0
-1 -1
-20 -988

Quick check 14.4

numis -3 Output: num is negative
numis 0 Output: num is zero
num is 2 Output: num is positive

numis 1 Output: num is positive
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Quick check 14.5

num_a = int(input("Enter a number: "))

|

True

False

True

False

Figure A.2 Flowchart for the code in listing 14.3

Quick check 14.6
num With if-elif-else With if
20 num is greater than 3 num is greater than 3
Finished. Finished.
9 num is less than 10 num is less than 10
Finished. num is greater than 3
Finished.
5 num is less than 6 num is less than 6
Finished. num is less than 10
num is greater than 3
Finished.
0 num is less than 6 num is less than 6
Finished. num is less than 10

Finished.
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Answers to summary questions

Q141
numl = int(input("One number: "))
num2 = int(input("Another number: "))
if numl < num2:
print("first number is less than the second number")
elif num2 < numl:
print("first number is greater than the second number")
else:
print("numbers are equal")

Q14.2
words = input("Enter anything: ")
if "a" in words and "e" in words and "i" in words and "o" in words and "u" in words:
print("You have all the vowels!")
if words[0] == 'a' and words[-1] == 'z':
print("And it's sort of alphabeticall!")

Lesson 16

Answers to quick checks

Quick check 16.1
1 for i in range(8):
print("crazy")
2 for i in range(100):
print("centipede")
Quick check 16.2
1 0,1
2 01,234
3 0,1,23,45,86...99

Answers to summary questions

Q16.1
num = int(input("Tell me a number: "))
for i in range(num):
print("Hello")

It's not possible to write without a for loop because you don’t know the number the user will give you.
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Lesson 17

Answers to quick checks

Quick check 17.1

1 0,1,234,56,7,8
2 34586,7
3 2,02
4 52,-1,4
5 [Nothing)

Quick check 17.2
vowels = "aeiou"
words = input("Tell me something: ")
for letter in words:
if letter in vowels:
print("vowel")

Answers to summary questions
Q171

counter = 0
for num in range(2, 100, 2):
if num%6 == 0:
counter += 1
print(counter, "numbers are even and divisible by 6")

Q17.2
count = int(input("How many books on Python do you have? "))
for n in range(count,0,-1):
if n ==
print(n, "book on Python on the shelf", n, "book on Python")
print("Take one down, pass it around, no more books!")

else:
print(n, "books on Python on the shelf", n, "books on Python")
print("Take one down, pass it around,", n-1, " books left.")
a17.3
names = input("Tell me some names, separated by spaces: ")

name=
for ch in names:
if ch =" ":

print("Hi", name)

name =
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else:
name += ch
# deal with the last name given (does not have a space after it)
lastspace = names.rfind(" ")
print("Hi", names[lastspace+1:])

Lesson 18

Answers to quick checks
Quick check 18.1

password = "robot fort flower graph"
space_count = 0
for ch in password:
if ch="":
space_count += 1
print(space_count)

As a side note, the preceding code can also be written using a command on strings, count, with
password.count (" ").

Quick check 18.2
secret = "snake"
word = input("What's my secret word? ")
guesses =1
while word != secret:
word = input("What's my secret word? ")
if guesses == 20 and word != secret:
print("You did not get it.")
break
guesses += 1

Answers to summary questions

Q181
# corrected code
num = 8
guess = int(input("Guess my number: "))
while guess != num:
guess = int(input("Guess again: "))
print("Right!")

Q18.2
play = input("Play? y or yes: ")

while play == 'y' or play == "yes":
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num = 8
guess = int(input("Guess a number! "))
while guess != num:

guess = int(input("Guess again: "))
print("Right!")
play = input("Play? y or yes: ")
print("See you later!")

Lesson 20

Answers to quick checks

Quick check 20.1
1 Independent
2 Dependent
3 Independent

Quick check 20.2

1 In: Pen, paper, name, address, envelope, stamp, wedding date, fiancée
Out: Wedding invitation ready to be mailed

2 In: Phone number, phone
Out: No output

3 In: Coin
Out: Heads or tails

4 In: Money
Out: A dress

Quick check 20.3

Go to
library
Find all
books on
crayons

Compile
Read Take all notes
>  E—— .
a book notes ina
presentation




400 Appendix A Answers to lesson exercises

Quick check 20.4
Read and | Notes
Book
take notes
Compile .
L, slides Slides
>
— based
on notes
Read and | Notes (No output)
Book
take notes

Answers to summary questions

Q201
Prep his
Get order
Prep hers
Lesson 21

Answers to quick checks

Quick check 21.1
1 def set_color(name, color):
2 def get_inverse(num):
3 def print_my_name():

Quick check 21.2
1 3
2 0
3 4

Quick check 21.3
1 Yes (when 2 and 3 are variables types that can be added together)
2 Yes
3 No (indentation error)
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Quick check 21.4

These are only a few possibilities; many others exist:
get_age or get_tree_age

translate or dog_says

cloud_to_animal or take_picture
age or get_age or years_later

Quick check 21.5

1 Length of variable sign (return type is an integer)
2 True (return type is a Boolean)
3 "and toes" [return type is a string)

Quick check 21.6

1 return (money_won, guessed)
2

A WM~

= (100, True)
= (1.0, False)
= Doesn’t print anything
= Doesn’t print anything
False
8.0

Quick check 21.7
1 Nothing is printed

2 Hector is eating

3 Hector is eating 8 bananas

4 Hector is bananas is eating 8 bananas
5 None

Answers to summary questions

Q211
1 def calculate_total(price, percent):
tip = price*percent/100
total = price + tip
return total
2 calculate_total(20, 15)
3 my_price = 78.55
my_tip = 20
total = calculate_total(my_price, my_tip)
print("Total is:", total)
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Lesson 22

Answers to quick checks

Quick check 22.1
1 11
-11.0
2 3
-3.0
3 24
1.5
4 32
2.0

Quick check 22.2
1 42

6

12

21

Quick check 22.3

H P

print("-------- ")
print(kind_of_sandwich ())
print("-------- ")

def blt():
my_blt = " bacon\nlettuce\n tomato"

return my_blt

def breakfast():
my_ec = " eggegg\n cheese"
return my_ec

print(sandwich(blt)) DT ——— here
GLOBAL SCOPE
sandwich: (some code)
blt: (some code)
breakfast: (some code
def sandwich(kind_of_sandwich): [ here
print("-------- ")
print (kind_of_sandwich ())
print("-------- ")

def blt():
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my_blt = " bacon\nlettuce\n tomato"
return my_blt
def breakfast():
my_ec = " eggegg\n cheese"
return my_ec

print(sandwich(blt))

def sandwich(kind_of sandwich):

print("-------- ")
print(kind_of_sandwich ())
print("-------- ")

def blt():
my_blt = " bacon\nlettuce\n tomato"

return my_blt
def breakfast():
my_ec = " eggegg\n cheese"

return my_ec

print(sandwich(blt))

print("-------- ")
print(kind_of_sandwich ())
print("-------- ")

def blt():
my_blt = " bacon\nlettuce\n tomato"

return my_blt
def breakfast():
my_ec = " eggegg\n cheese"

return my_ec

GLOBAL SCOPE

sandwich: (some code)
blt: (some code)
breakfast: (some code

SCOPE OF sandwich(blt)
kind_of_sandwich: blt

GLOBAL SCOPE

sandwich: (some code)
blt: (some code)
breakfast: (some code

SCOPE OF sandwich(blt)
kind_of sandwich: blt

403
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print(sandwich(blt))
GLOBAL SCOPE
sandwich: (some code)
blt: (some code)
breakfast: (some code

SCOPE OF sandwich(blt)
kind_of_sandwich: blt

SCOPE OF blt()

print("-------- ")

print(kind_of_sandwich ())

print("-------- ")
def blt():

my_blt = " bacon\nlettuce\n tomato"

return my_blt P p—— here

def breakfast():

my_ec = " eggegg\n cheese"

return my_ec

print(sandwich(blt))
GLOBAL SCOPE
sandwich: (some code)
blt: (some code)
breakfast: (some code

SCOPE OF sandwich(blt)
kind_of_sandwich: blt

SCOPE OF blt()

Returns: bacon
lettuce
tomato

def sandwich(kind_of sandwich):

print("-------- ")

print(kind_of_sandwich ())

print("-------- ") <mmmmmmmm here
def blt():

my_blt = " bacon\nlettuce\n tomato"

return my_blt
def breakfast():
my_ec = " eggegg\n cheese"
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return my_ec

print(sandwich(blt))
GLOBAL SCOPE
sandwich: (some code)
blt: (some code)
breakfast: (some code
SCOPE OF sandwich(blt)
kind_of_sandwich: blt
returns: None
Quick check 22.4

def grumpy():
print("I am a grumpy cat:")
def no_n_times(n):
print("No", n,"times...")
def no_m_more_times(m):
print("...and no", m,"more times")
for i in range(n+m):
print("no")
return no_m_more_times
return no_n_times

grumpy () (4) (2) G here
GLOBAL SCOPE
grumpy: (some code)
def grumpy(): S here

print("I am a grumpy cat:")
def no_n_times(n):

print("No", n,"times...")
def no_m_more_times(m):
print("...and no", m,"more times")

for i in range(n+m):
print("no")
return no_m more_times
return no_n_times

grumpy () (4) (2)
GLOBAL SCOPE
grumpy: (some code)

SCOPE OF grumpy()

def grumpy():
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print("I am a grumpy cat:")
def no_n_times(n):

print("No", n,"times...")
def no_m_more_times(m):
print("...and no", m,"more times")

for i in range(n+m):
print("no")
return no_m more_times
return no_n_times P C here

grumpy () (4) (2)
GLOBAL SCOPE
grumpy: (some code)

SCOPE OF grumpy()
no_n_times(): (some code)
Returns: no_n_times
def grumpy():
print("I am a grumpy cat:")
def no_n_times(n):
print("No", n,"times...")
def no_m_more_times(m):
print("...and no", m,"more times")
for i in range(n+m):
print("no")
return no_m_more_times
return no_n_times

grumpy () (4) (2) e ere
this line is now no_n_times(&)(2)

GLOBAL SCOPE

grumpy: (some code)
def grumpy():
print("I am a grumpy cat:")
def no_n_times(n): Cmmmmmmme here
print("No", n,"times...")
def no_m_more_times(m):
print("...and no", m,"more times")

for i in range(n+m):
print("no")
return no_m more_times
return no_n_times
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grumpy () (4) (2)
GLOBAL SCOPE
grumpy: (some code)

SCOPE OF no_n_times(4)
n:
no_m_more times: (some code)
def grumpy():
print("I am a grumpy cat:")
def no_n_times(n):
print("No", n,"times...")
def no_m_more_times(m):
print("...and no", m,"more times")
for i in range(n+m):
print("no")
return no_m more_times Kmmmmmm e - here
return no_n_times

grumpy () (4) (2)
GLOBAL SCOPE
grumpy: (some code)

SCOPE OF no_n_times (&)
n: 4
no_m_more_times: (some code)
Returns: no_m_more_times
def grumpy():
print("I am a grumpy cat:")
def no_n_times(n):

print("No", n,"times...")
def no_m_more_times(m):
print("...and no", m,"more times")

for i in range(n+m):
print("no")
return no_m more_times
return no_n_times

grumpy () (4) (2) Qo here
this line is now no_m more_times(2)

GLOBAL SCOPE
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grumpy: (some code)
def grumpy():
print("I am a grumpy cat:")
def no_n_times(n):
print("No", n,"times...")
def no_m_more times(m): P here
print("...and no", m,"more times")
for i in range(n+m):
print("no")
return no_m_more_times
return no_n_times

grumpy () (4) (2)
GLOBAL SCOPE
grumpy: (some code)

SCOPE OF no_m_more_times(2)
m: 2
def grumpy():
print("I am a grumpy cat:")
def no_n_times(n):
print("No", n,"times...")
def no_m_more_times(m):
print("...and no", m,"more times")
for i in range(n+m):
print("no") Cmmmmmm e here
return no_m_more_times
return no_n_times

grumpy () (4) (2)
GLOBAL SCOPE

grumpy: (some code)

SCOPE OF no_m_more_times(2)
m: 2
Returns: None

def grumpy():
print("I am a grumpy cat:")
def no_n_times(n):
print("No", n,"times...")
def no_m_more_times(m):
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Lesson 22
print("...and no", m,"more times")
for i in range(n+m):
print("no")
return no_m_more_times
return no_n_times
grumpy () (&) (2) ST here
and done with this line
GLOBAL SCOPE
grumpy: (some code)

Answers to summary questions
Q22.1

def area(shape, n):
# write a line to return the area
# of a generic shape with a parameter of n
return shape(n)
1 area(circle, 10)
2 area(square, 5)
3 area(circle, 4/2)

Q22.2
def person(age):
print("I am a person")
def student(major):
print("I like learning")
def vacation(place):
print("But I need to take breaks")
print(age,"|",major,"|",place)
return vacation
return student
1 person(29)("CS")("Japan")
2 person(23)("Law")("Florida")
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Lesson 24

Answers to quick checks
Quick check 24.1

- _> - _> o
Ci _>

sq —

-]

3.14

ci —| 3.142857... 3.142857...

goe
o

ci

Figure A.3 Visualization of the sequence of statements

Quick check 24.2

1 Either immutable object (tuple, because the names of cities won't change) or mutable (list,
because you may add/remove cities as needed)

2 Immutable object, an int (a mutable object would be overkill because age is only one item, so the
overhead of changing it isn’t worth making it mutable)

3 Mutable object, a dictionary to store an item and its cost

4 |mmutable object, a string

Answers to summary questions
G24.1
one is an immutable aobject.

age is a mutable object.
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Lesson 25

Answers to quick checks

Quick check 25.1
Tuple
Tuple

-

2
3 Tuple
4 List
5 List
Quick check 25.2
1 tape
2 mouse
3 Error, index out of bounds
4 stapler

Quick check 25.3
1

N 0O &

error

Quick check 25.4
(1, '1']
0, ['zero']] [Notice the second element is another list.)

]
1,2,3,4,5]
0,1,2,3,4,5]

Quick check 25.5
[3,1,4,1,5,9]
[3,1,4,1,5]
[3,1,4,1]

Quick check 25.6
1 [1, 2, 3, 4,

-

2
3
q

— — ——

, 11, 13, 17]
, 11, 13, 17]
11, 13, 1]
, 11, 13, 1]

H P
.—..F..—.
Nl\)l\)
w w w
s & F
oo o8 N
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Answers to summary questions

Q25.1
1 menu = []
menu. append(
menu.append("beer")
menu.append("fries")
(
(

"pizza")

menu.append("wings")
menu.append("salad")
2 menu[0] = menu[-1]
menu[-1] = ""
menu. pop (1)
menu[-1] =
3 menu.pop()
menu. pop ()
menu.pop ()
menu. append("quinoa")
menu.append("steak")

Q25.2
def unique(L):
L_unique = []
for n in L:
if n not in L_unique:
L_unique.append(n)
return L_unique

Q25.3
def unique(L):
L_unique = []
for n in L:
if n not in L_unique:
L_unique.append(n)
return L_unique

def common(L1, L2):
unique_L1 = unique(L1)
unique_L2 = unique(L2)
length_L1 = len(unique_L1)
length_L2 = len(unique_L2)
if length_L1 != length_L2:
return False

else:
for i in range(length_L1):
if L1[i] not in L2:
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return False
return True

Lesson 26

Answers to quick checks

Quick check 26.1
['g', ‘n', ‘i, 'm', 'm', 'a', 'r', 'g', ‘o', 'r', 'p']
['a', ‘qg', 'i', 'm', 'm', 'n', ‘o', 'p', 'r', 'r']
['c', 'z', 'p', ‘o', 'n', 'm', 'm', 'i', 'g', 'g', 'a']
[‘a', 'g', 'g', 'i', 'm', 'm', 'n', ‘o', 'p', 'r', 'r']
[‘a', 'g', 'g', 'i', 'm', 'm', 'n', ‘o', 'p', 'r', 'r']
Quick check 26.2

1 board = [[empty, empty, empty], [x, x, x], [0, o, o]]
2 board = [[x, o, x, o], [0, 0, x, x], [0, empty, x, x]]

Quick check 26.3
1 " abcdefghijklmnopgrstuvwxyz".split(" ")
2 ‘"spaces and more spaces".split(" ")
3 "the secret of life is 42".split("s")

Quick check 26.4
1 Stack
2 Stack
3 Queue
4 Neither (because the first luggage out may never get picked up)

Answers to summary questions
Q26.1

cities = "san francisco,boston,chicago, indianapolis”
city_list = cities.split(",")

city_list.sort()

print(city_list)

Q26.2
def is_permutation(L1, L2):
L1.sort()
L2.sort()
return L1 == L2



414 Appendix A Answers to lesson exercises

Lesson 27

Answers to quick checks

Quick check 27.1
1 employee_database = {}
Key: string for the name
Value: tuple of (phone number as a string, home address as a string)
2 snow_accumulation = {}
Key: string for the city
Value: tuple (int year 1990, float for snmow in 1990, int year 2000, float for snow 1in
2000)
3 valuables = {"tv": 2000, "sofa": 1500}
Key: string for the item name
Value: int for the value

Quick check 27.2
1 Three entries. Maps integers to integers
2 Three entries. Maps strings to integers.
3 Three entries. Maps integers to lists.

Quick check 27.3
{}
["LA': 3884}

{'NYC': 8406, 'LA': 3884}

{'NYC': 8406, 'LA': 3884, 'SF': 837}
{'NYC': 8406, 'LA': 4031, 'SF': 837}
Quick check 27.4

3.14

1.41

(there will be an error)

Quick check 27.5
(Order doesn’t matter, as you'll see in the next section.)

25
51
35

Answers to summary questions

Q271
songs = {"Wannabe": 3, "Roar": 4, "Let It Be": 5, "Red Corvette": 5, "Something": 1}

for s in songs.keys():
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if songs[s] == 5:
print(s)

Q27.2
def replace(d, v, e):
for k in d:
if d[k] == v:
d[k] = e

Q27.3
def invert(d):
d_inv = {}
for k in d:
v = d[k]
if v not in d_inv:
d_inv[v] = [k]
else:
d_inv[v].append(k)
return d_inv

Lesson 28

415

Answers to quick checks

Quick check 28.1
1 Same D
2 SamelD

3 Same ID (Technically, this should be a different ID because immutable objects don’t have aliases.
But Python is optimizing behind the scenes by referencing the object that already exists with the
same value instead of creating another one. These optimizations aren’t guaranteed to happen all

3 Different ID (You're creating another object that happens to have the same elements, not an

the time.)
Quick check 28.2
1 Same D
2 SamelD
alias.)
Quick check 28.3
1 Yes
2 Yes
3 Yes
4 Yes
5 No
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Quick check 28.4
1 order = sorted(chaos)
2 colors.sort()
3 cards = deck
4 deck.sort()

Answers to summary questions

Q28.1
def invert_dict(d):
new_d = {}

for k in d.keys():
new_d[d[k]] = k

return new_d

Q28.2
def invert_dict_inplace(d):

new_d = d.copy()

d = {}

for k in new_d.keys():
dld_new[k]] = k

Lesson 30

Answers to quick checks

Quick check 30.1
1 Yes, with an integer
2 Yes, with a tuple (or a list]
3 No (would need to decide which properties and behaviors to define a person—for example, a
name, an age, height, weight, can they walk, talk?)
4 No (would need to decide which properties and behaviors to define a chair—for example, number
of legs, height, depth, what can you do with a chair?)

Quick check 30.2
1 A width and a height
2 A width, a height, a depth, number of ports, number of pixels, and so forth
3 Number of legs, seat back or not, cushioned or not
4 Name, age, height, weight, hair color, eye color, and so forth

Quick check 30.3
1 Find the area or the perimeter
2 Turn it on/off, get its diagonal, connect a cable to a port
3 Have a person sit on a chair, cut off a leg, add a cushion
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4 (Change name, increment the age, change hair color

Quick check 30.4
1 String
2 List
3 Dictionary
4 String

Lesson 31

Answers to quick checks

Quick check 31.1
1 class Person(object):
2 class Car(object):
3 class Computer(object):

Quick check 31.2
class Person(object):
def __init_ (self):
self.name = ""
self.age = 0

class Car(object):
def _ init_ (self):
self.length = 0
self.width =0
self.height = 0

class Computer(object):

def _init_ (self):

self.on = False
self.touchscreen = False

Quick check 31.3
class Door(object):

def _init_ (self):
self.width =1
self.height =1
self.open = False

def get_status(self):
return self.open

def get_area(self):
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return self.width*self.height

Quick check 31.4
square_door = Door()
square_door.change_state()
square_door.scale(3)

Quick check 31.5
a = Rectangle(1,1)
b = Rectangle(1,1)
Rectangle.set_length(a, &)
Rectangle.set_width(b, 4)

Answers to summary questions

Q31.1
def get_area(self):
""" returns area of a circle
return 3.14*self.radius**2

# testing method

a = Circle()

print(a.get_area()) # shoould be 0
a.change_radius(3)
print(a.get_area()) # should be 28.26

a31.2
def get_area(self):
""" returns area of a rectangle
return self.length*self.width

def get_perimeter(self):
""" returns perimeter of a rectangle
return self.length*2 + self.width*2

Lesson 32

Answers to quick checks

Quick check 32.1
def add_list(self, L):
for e in L:
self.stack.append(e)
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Quick check 32.2

circles = Stack()

for i in range(3):
one_circle = Circle()
one_circle.change_radius(3)
circles.add_one(one_circle)

rectangles = Stack()

one_rectangle = Rectangle(1, 1)

rectangles.add_many(one_rectangle, 5)

Answers to summary questions
Q32.1

class Queue(object):
def __init_ (self):
self.queue = []
def get_queue_elements(self):
return self.queue.copy()
def add_one(self, item):
self.queue.append(item)
def add_many(self, item, n):
for i in range(n):
self.queue.append(item)
def remove_one(self):
self.queue.pop(0)
def remove_many(self, n):
for i in range(n):
self.queue.pop(0)
def size(self):
return len(self.queue)
def prettyprint(self):
for thing in self.queue[::-1]:

print('|_',thing, '_|")
testing the class by making objects and doing operations
= Queue()
.add_one(3)
.add_one(1)
.prettyprint()

.add_many (6, 2)
.prettyprint()
.remove_one()
.prettyprint()
= Queue()
.prettyprint()

o oo 9 v v 0 9 o o HF
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Lesson 33

Answers to quick checks

Quick check 33.1
def _ sub_ (self, other_ fraction):
new_top = self.top*other_fraction.bottom - \

self.bottom*other_fraction.top
new_bottom = self.bottom*other_fraction.bottom
return Fraction(new_top, new_bottom)

Quick check 33.2
def str_ (self):
toreturn = str(self.top) + "\n--\n" + str(self.bottom)
return toreturn

Quick check 33.3
1 quarter._ mul__ (half)
Fraction.__mul__ (quarter, half)
2 quarter._ str_ ()
Fraction._ str_ (quarter)

3 (half._mul_ (half))._str_ ()
Fraction.__str_ (Fraction.__mul__ (half, half))

Answers to summary questions

Q33.1
class Circle(object):

def __init_ (self):
self.radius = 0

def change_radius(self, radius):
self.radius = radius

def get_radius(self):
return self.radius

def _ str_ (self):
return "circle: "+str(self.radius)

class Stack(object):

def _init_ ( self):
self.stack = []

def get_stack_elements(self):
return self.stack.copy()

def add_one(self , item):
self.stack.append(item)

def add_many(self , item, n):
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for i in range(n):
self.stack.append(item)
def remove one(self):
self.stack.pop()
def remove many(self , n):
for i in range(n):
self.stack.pop()
def size(self):
return len(self.stack)
def prettyprint(self):
for thing in self.stack[::-1]:

print('|_',thing, '_|")
def _ str_ (self):
ret = ""
for thing in self.stack[::-1]:
ret += ('|_ '+str(thing)+ ' _|\n")
return ret
Lesson 35

Answers to quick checks
Quick check 35.1

import fruits
import activities

Quick check 35.2

import math

distance = float(input("How far away is your friend? (m) "))
speed = float(input("How fast can you throw? (m/s) "))

tolerance = 2

# 0 degrees means throw horizontal and 90 degrees means straight up
for i in range(0,91):
angle_r = math.radians(i)
reach = 2*speed**2*math.sin(angle_r)*math.cos(angle_r)/9.8
if reach > distance - tolerance and reach < distance + tolerance:
print("angle: ", i, "Nice throw!")
elif reach < distance - tolerance:
print("angle: ", i, "You didn't throw far enough.")
else:
print("angle:

, i, "You threw too far.")
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Quick check 35.3

import random

heads = 0
0
for i in range(100):

tails

r = random.random()

if r < 0.5:
heads += 1
else:
tails += 1

print("Heads:", heads)
print("Tails:", tails)

Quick check 35.4
import time
import random

count = 0

start = time.clock()

for i in range(10000000):
count += 1
random. random()

end = time.clock()
print(end-start) # prints about 4.5 seconds

Answers to summary questions
@35.1

import time
import random

def roll dice():
r = str(random.randint(1,6))
# put bars around the number so it looks like a dice
dice =" _\n|" + 1 + "|"
print(dice)
return r

start = time.clock()

p = "roll"

while p == "roll"
print("You rolled a dice...")
userroll = roll_dice()
print("Computer rolling...")
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comproll = roll_dice()
time.sleep(2)
if userroll >= comproll:
print("You win!")
else:
print("You lose.")
p = input("Type roll to roll again, any other key to quit: ")

end = time.clock()
print("You played for", end-start, "seconds.")

Lesson 36

Answers to quick checks

Quick check 36.1
class TestMyCode(unittest.TestCase):
def test_addition 5 5(self):
self.assertEqual (5+5, 10)
def test_remainder 6 2(self):
self.assertEqual (6%2, 0)

Quick check 36.2
def is_prime(n):
prime = True
for i in range(2,n):
if n%i ==
prime = False
return prime

def absolute_value(n):
if n < 0:
return -n
elif n >= 0:
return n

Quick check 36.3
1 assertFalse(x, msg=None)
2 assertIn(a, b, msg=None)
3 assertDictEqual(a, b, msg=None)

Quick check 36.4
1 Breakpoint at line isprime = funcs.is_prime(5)
2 Click blue arrow with two vertical lines, click button with two arrows
3 Step into function and notice that loop starts at 1, not 2
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Answers to summary questions

Q361
import unittest
def remove_buggy(L, e):
L, list
e, any object
Removes all e from L.
for i in L:
if e == 1i:
L.remove(i)
def remove fixed(L, e):
L, list
e, any object
Removes all e from L.
for i in L.copy():
if e == 1i:
L.remove(i)

class Tests(unittest.TestCase):
def test 123 1(self):
L =[1,2,3]
e=1
remove_buggy(L,e)
self.assertEqual(L, [2,3])
def test_1123_1(self):
L =1[1,1,2,3]
e=1
remove_buggy(L,e)
self.assertEqual(L, [2,3])

unittest.main()
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Lesson 37

Answers to quick checks

Quick check 37.1
1 A button: click it
2 A scrollbar: hold mouse button and drag
3 A menu: hover over an item and click it
4 A canvas: draw lines, circles, rectangles, erase

Quick check 37.2

1 import tkinter
window = tkinter.Tk()
window.geometry ("500x200")
window.title("go go go")
window. configure(background="green")
window.mainloop()

2 import tkinter
window = tkinter.Tk()
window.geometry("100x900")
window.title("Tall One")
window.configure(background="red")
window.mainloop()

3 import tkinter
windowl = tkinter.Tk()
windowl.geometry("100x100")
windowl.configure(background="white")
window2 = tkinter.Tk()
window?2.geometry("100x100")
window2.configure(background="black")
windowl.mainloop()
window2.mainloop()

Quick check 37.3
btn = tkinter.Button(window, text="Click here", bg="orange")
radio_btnl = tkinter.Radiobutton()
radio_btn2 = tkinter.Radiobutton()
check_btn = tkinter.Checkbutton()

Quick check 37.4
import tkinter
import random

def changecolor():
r = random.choice(["red", "green", "blue"])
window.configure(background=r)
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window = tkinter.Tk()
window.geometry("800x600")
window.title("My first GUI")

btn = tkinter.Button(window, text="Random color!", command=changecolor)
btn.pack()

window.mainloop()

Answer to summary questions
Q@371

import tkinter

window = tkinter.Tk()
window.geometry("200x800")
window. title("PhoneBook")

phonebook = {}

def add():
name = txt_name.get()
phone = txt_phone.get()
email = txt_email.get()
phonebook[name] = [phone, email]
1bl.configure(text = "Contact added!")

def show():
—
for name, details in phonebook.items():
s += name+"\n"+details[0]+"\n"+details[1]+"\n\n"

1bl.configure(text=s)

txt_name = tkinter.Entry()
txt_phone = tkinter.Entry()
txt_email = tkinter.Entry()

btn_add = tkinter.Button(text="Add contact", command=add)
btn_show = tkinter.Button(text="Show all", command=show)

1bl = tkinter.Label()

txt_name.pack()
txt_phone.pack()
txt_email.pack()
btn_add.pack()
btn_show.pack()
1bl.pack()
window.mainloop()
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Variable names

= Case-sensitive

= Can’t start with a number

= Can’t be a Python keyword

»  OK—name, my_name, my_1st_name, name2
= Not OK—13_numbers, print

Strings

Description Operator Example Output

Equality == ‘me' == 'ME' False
'you' == 'you' True

Inequality I= ‘me' I= 'ME' True
'you' != 'you' False

Less than < ‘At < 'al True
'b' < 'a’ False

Less than or equal <= ‘7' <= "a' True
'a' <= "a' True

Greater than > ‘a' > 'B' True
‘a > 'z' False

427
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Strings (continued)

Description Operator Example Output
Greater than or equal  >= ‘a' >= "a' True
‘al >= "z’ False
Contains in 'Go' in 'Gopher' True
'py' in 'PYTHON' False
Length len len('program') 7
len('") 0

String indexing for s = "Python Cheat Sheet"

Indexing/slicing Result

s[0] ‘p

s[-1] "t

slé] e

s[2:10] "thon Che'

s[7:15:2] 'CetS'

s[4:8:-1]

s[13:3:-2] 'SteCn’

s[::] 'Python Cheat Sheet'
s[i:-1] "teehS taehC nohtyP'

Lists for L = ['hello', 'hi', 'welcome']

Slice Result

Indexing/slicing Same as for strings

L[o][o0] ‘h

len(L) 3

L.append([]) ['hello', 'hi', 'welcome', []]
‘hi' in L True

L[1] = 'bye’ ['hello', 'bye', 'welcome']

L.remove('welcome') ['hello', 'hi']
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Mutable vs. immutable

= Immutable—integer, float, string, Boolean.
= Mutable—list, dictionary.

= Be careful about mutating while iterating.

Dictionaries

= Keys can’t be mutable objects.

= Values can be mutable or immutable.



APPENDIX

INTERESTING PYTHON LIBRARIES

Libraries you’ve seen

Name Description

math Mathematical operations

random Operations with pseudo-random numbers
time Operations that use the clock

unittest Framework for adding tests

tkinter Working with graphical user interfaces

Other interesting libraries

Name Description
numpy Advanced mathematical operations:
= Make multidimensional arrays of data and matrices
= Populate arrays with all zeros, random numbers, and so forth
= Do array mathematical operations on elements or pairs
= Reshape arrays
scrapy For web scraping:
= Crawl websites and extract data
= (Can export data in multiple standard formats (CSV, JSON, XML])

430
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Other interesting libraries (continued)

Name
matplotlib

pygame

scipy

smtplib

pillow

wxpyton

pyqt
nltk

basemap

sglalchemy

pandas

Description
Making plots and graphs:
®»  Make bar graphs, line graphs, histograms, boxplots, pie charts,
scatter plots, pie charts
= Make images, contours, stream plots
®m  Add text, labels, axes, legends, change data markers

2D game development:
= (Can add images, draw shapes, load cursors
= Manage events based on joystick, mouse, or keyboard input
= Manipulate sounds, images, and timing
= Transform images by scaling, rotating, or flipping
Scientific computing tools and algorithms:
= Solve integrals, differential equations, and optimizations
= (Can cluster data, do signal processing (and distortions on images),
and various statistical analyses

Email:
= Set up data and compose an email message with headers
®  Authenticate and encrypt
Working with images:
®  Create thumbnails, convert formats, print
= Process images (resize, rotate, change contrast and brightness,
perform distortions)

Working with graphical user interfaces (alternative to tkinter)
Working with graphical user interfaces (alternative to tkinter)
Natural Language Toolkit:
= Analyze words, sentences, text
= Mark a word as corresponding to a part of speech
= Extract names from text into categories (person, place, time, quan-
tity, and so forth)

Plot 2D data on maps:
= Extension of matplotlib
= Plot coast lines, continents, countries
= Draw points and contours
= Read point data to draw polygons
Databases:
= |nterface for interacting with a database in an object-oriented way

Data analysis:
= \Work with tabular data, time-series data, matrix data, statistical
data
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Symbols

- operator 323

_ (underscore) character 40

__add__method 324

__init_ method
creating classes with parameters in 309-310
creating object properties inside 305-306
initializing objects with 305

__init__method 332

__str__method 325

[] operation
indexing into tuples with 84-85
slicing tuples with 84-85

* operator 323

** operation 52

/ operator 323

\n character 172,220

# character 20

% operation 52

+ operator 322

= (equal sign) character 38, 113, 276

==assignment 113

A

|
a variable 237
alower( ) command 70
absolute_value function 355
abstracting
achieving with functions 194-205
documenting functions 204-205
using functions 199-203
writing functions 195-199
code 188-189
add_many method 315
add_one method 315
add_sub function 200
add_word( ) function 277

433

aliasing 282
See also object aliases
Anaconda Python Distribution 26
and operation 49, 123
angular conversion 344
append( ) function 247, 258
arithmetic, impact on object types 52-53
Arrange Act Assert pattern 355
assertEqual 357
assignment operator 38, 275

|
backslash 103
bbox method 377
behaviors
methods as 306-307
of objects 300-301
bigrams 292
binding variables, to objects 238
black boxes, of code 187-191
abstracting code 188-189
reusing code 189-191
using code modules 188
visualization 17, 186
Boolean
bool type 49
Boolean logic 109
Booleans, as true/false data 49
break statement 165
btn variable 365
bugs 31
built-in types 322

C

. __________________________________________________________________|
¢ variable 43
capitalize( ) function 71,103
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casting 93
ch variable 154
change_radius method 306
characters, strings as sequences of 49-50
Circle class 305, 342
circle_area variable 20
class keyword 304
classes 322-421
creating for object types 303—418
data attributes as object properties
305-306
dot notation on class names 310-311
methods as behaviors 306-307
methods as object operations 306-307
using object types 307-309
creating with parameters in __init__
operation 309-310
implementing object types using 304
overriding print( ) operation 325-326
overriding special methods 323-324
scheduling events 328
using classes 328
using too many classes 328
without using classes 328
using special operators 326-327
clocks 349
code 15-19
abstracting 188-189
debugging
helpful tools 358-361
overview 358
reusing 189-191
writing 19-21
commenting code 20-21
pseudocode 18-19
to make decisions 110-112
using descriptive and meaningful
names 19-20
See also black boxes, of code
code blocks 132-133
code modules 188
code wrapper 191
combining multiple conditions 121-125
operator precedence rules 123-125
true/false expressions 122-123
commands, writing directly into IPython
console 30
comments, in code 20-21
common sequences, loops over 149-150
concatenation operator 177
conditional statements 109, 111-112

Index

conditionals, decisions with 108-110
adding conditions to statements 110
true/false statements 108-109
yes/no questions 108-109
conditions
adding to statements 110
combining multiple 121-125
operator precedence rules 123-125
true/false expressions 122-123

looping while condition is true 159-161
infinite loops 161
looping to make guesses 159-161
while loops 161

repeating tasks while conditions hold

158-399

manipulating loops 164-167
using for loops vs. while loops 162-164

connecting statements 5

continue keyword 166

converting
between different object types 51-52
strings to lists 257
user input to different types 93-94

copy( ) function 279

copying
mutable objects 279-282

advantages of using aliasing 282

commands to 279-280

iterating over mutable objects 281-282
sorted lists 280

count( ) operation 76-77, 245

counting elements 245-246

curly braces 263

curly braces character 263

customizing loops
looping over strings 154-155
overview 152-154

I ——
d.pop(k) command 266
dashes, removing 224
data
attributes as object properties 305-306
creating object properties inside __init__
operation 305-306
initializing objects with __init__ operation
305
choosing attributes 314-315
tuple objects as sequences of 83-84
data attributes 46
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debugging 352-424
helpful tools 358-361
overview 15-19, 358
decimal numbers, floating points as 48-49
decisions 107, 120-396
based on outcome of other decisions
113-114
choosing lines to execute 125-133
code blocks 132-133
if-elif-else conditional statements
125-132
combining multiple conditions 121-125
operator precedence rules 123-125
true/false expressions 122-123
making many 113
structuring programs
examples with nested conditionals
115-117
overview 112-115
with conditionals 108-110
adding conditions to statements 110
true/false statements 108-109
yes/no questions 108-109
writing code to make 110-112
conditional statements 111-112
example of 110-111
def keyword 195
details, abstraction of 192
diamond boxes 14
dictionaries 261-415
adding key-value pairs to
overview 264-265
restrictions on keys 265-266
advantages of using 269-271
building unconventional dictionaries
270-271
frequency dictionaries 269-270
creating 263-264
keys and values in
no ordering to dictionary pairs 269
overview 267-269
mutable 262
removing key-value pairs from 266
traditional 263
docstrings 189, 204, 207
documenting functions 204-205
dot notation
on class names 310-311
overview 301-302
double underscores 324
downloading Python 26
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I ——

e( ) function 209

elements
at specific positions 244-245
changing values 250-251
counting 245-246
getting positions of 245-246
removing 282

elif keyword 125, 128

else keyword 125

else statement 360

empty 221

empty string character 221

end pointer 172

equal sign 38, 113, 276

equality assignment 113

error messages 79-389

errors 31

event handlers, adding 367-370

events, scheduling 328
using classes 328
using too many classes 328
without using classes 328

executing specific lines of code 125-133
code blocks 132-133
if-elif-else conditional statements 125-132

expressions 36-37, 39-384
capabilities of computers 38-39
examples of 50-51
in programming 37-38
printing 89

extend( ) function 248-249, 258

F

|
f() function 210
file editors 32-34
saving files 34
visible output 33
files, saving 34
find_overlapping method 378
find( ) operation 74-75, 99-100
first3letters list 249
first-in-first-out structure 259
first-in-last-out structure 259
float type 89
floating points, as decimal numbers 48-49,
102
flowcharts 5
for loops
overview 146-149
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for loops (continued)
while loops vs. 162-164
formal arguments 197
formal parameters 197, 207
Fraction class 324
frequency dictionaries 269-270
function parameters, mutable objects as
277278
functions
documenting 204-205
nesting 213-214
passing as parameters 214-215
perspectives on
overview 207-208
users 208
writers 207-208
returning 215-218
returning more than one value 200-201
scopes 208-213
example 208
rules 209-213
using 199-203
without return statements 201-203
writing 195-199
implementing functions 197
inputs to functions 197
returns from functions 198-199

I ——
g( ) function 210
games of chance, simulating 346-347
garbage collection 238
get_inverse function 196
get_stack_elements method 315
global scope 209
global variables 209
graphical user interfaces, libraries for 362-426
adding event handlers 367-370
adding widgets 365-366
using tkinter library 363-364
greet_en tuple 132
greet_sp tuple 132
guess variable 159

|
h() function 210

half variable 49

hash function 265

high level abstraction 189

hyperbolic functions 344

Index

I ——
id() function 44, 236, 274
IDEs (integrated development environments)
27
if statements 110, 113
if-elif-else conditional statements 125-132
immutable objects
aliases of 274-275
overview 235-236, 238-410
implementation 17
implementing functions 197
import statement 331, 342
importing libraries 342-344
in keyword 76, 154
index( ) method 229, 245
IndexError 80
indexing into string objects 67-68
infinite loops 161
infinite repetitions 145
input
converting user input to different types
93-94
into functions 197
obtaining 91-94
prompting users for 91
reading 92
requesting 94
storing in variables 92-93
insert( ) operation 247
installing Python 25-27
Anaconda Python Distribution 26
IDEs 27
int type 48
integers, as whole numbers 48
integrated development environments.
See IDEs
interactive 30
IPython console 30-32
primary uses of 30-32
writing commands directly into 30
is_permutation function 260
is_prime function 355
iterating over mutable objects 281-282

K

|
keys
creating 263-264
in dictionaries
no ordering to dictionary pairs 269
overview 267-269
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keys (continued)
restrictions on 265-266
See also key-value pairs
key-value pairs
adding to dictionaries
overview 264-265
restrictions on keys 265-266
removing from dictionaries 266
keywords 41

L

I ——
L variable 244
last3letters list 249
LEFT keyword 136
len( ) command
getting length of tuple with 84
overview 70-71
libraries 341-423
for graphical user interfaces 362426
adding event handlers 367-370
adding widgets 365-366
using tkinter library 363-364
importing 342-344
mathematical operations with math
libraries 344-346
random numbers with random libraries
346-348
randomizing lists 346
replicating results using seed 348
simulating games of chance 346-347
timing programs with time libraries
349-350
pausing programs 350
using clocks 349
linebreak character 172
list operations
append( ) command 302
pop() command 249
reverse( ) command 254
sort( ) command 280
lists 242, 253-413
adding items to 247-249
using append( ) operation 247
using extend( ) operation 248-249
using insert( ) operation 247
applications of 258-260
queues 259-260
stacks 258-259
changing element values 250-251
converting strings to 257
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counting elements 245-246
creating 244-245
elements at specific positions 244-245
getting positions of elements 245-246
lists of 255-256
randomizing 346
removing items from, using pop()
operation 249-250
reversing 254-255
sorted, copying 280
sorting 254-255
vs. tuples 243-244
logarithmic functions 344
LOOK keyword 136
loop variable 147, 162
loops
beginning of 166-167
customizing 152-398
exiting early out of 165-166
for loops vs. while loops 162-164
looping certain number of times
for loops 146-149
overview 146
looping N times 149-150
loops over common sequence 0 to N - 1
149-150
unrolling loops 150
manipulating 164-167
repeating tasks with 143-396
while condition is true 159-161
infinite loops 161
looping to make guesses 159-161
while loops 161
lower( ) command 71, 103

math libraries 344-346
mathematical operations 77, 86
max_tries variable 166
methods
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using functions 199-203
writing functions 195-199
move method 375
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mutable objects (continued)
as function parameters 277-278
copying 279-282
advantages of using aliasing 282
commands to copy mutable objects
279-280
copying sorted lists 280
iterating over mutable objects 281-282
overview 235-238, 240-410

n variable 147
n_times times 150
names, descriptive and meaningful 19-20
naming objects 3942
nested conditionals, examples with 115-117
nested functions 113, 213-214, 216
new scope 200
newline character 172, 220
NoneType 50, 201
nonlinearity, adding to programs 145
num variable 211-212
numbers
decimal, floating points as 4849
random with random libraries 346-348
randomizing lists 346
replicating results using seed 348
simulating games of chance 346-347
whole, integers as 48
number-theoretic functions 344
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object aliases 274-278
aliases of immutable objects 274-275
aliases of mutable objects 275-277
mutable objects as function parameters
277-278
object types 297-417
advantages of building new 299
components of 300-301
object behaviors 300-301
object properties 300
creating classes for 303—418
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305-306
dot notation on class names 310-311
methods as behaviors 306-307
methods as object operations 306-307
with parameters in __init__
operation 309-310
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implementing using classes 304
using 307-309
using dot notation 301-302
object-oriented programming 71
objects 313419
behaviors of 300-301
binding variables to 238
creating properties inside __init__ operation
305-306
data attributes as properties 305-306
defining stack objects 314-316
choosing data attributes 314-315
implementing methods 315-316
immutable 235-236, 238-410
initializing with __init__ operation 305
inside tuples, swapping 86-87
methods as operations 306-307
multiple, printing 90
mutable 235-238, 240410
naming 39-42
overview 39, 46-385
properties of 300
types of
absence of values 50
Booleans as true/false data 49
converting between 51-52
floating points as decimal numbers 48-49
impact of arithmetic on 52-53
integers as whole numbers 48
overview 47-50
strings as sequences of characters 49-50
using Stack object 317-321
See also mutable objects
online, ordering items 184-186
operations
on string objects 67-71
using len() command 70-71
using lower( ) command 71
using upper( ) command 71
overview 39, 47
operator precedence rules 123-125
operators, using special operators 326-327
or operation 49, 123
ordering
dictionary pairs 269
items online 184-186
output
showing 89-90
printing expressions 89
printing multiple objects 90
visible to users 33
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overriding
print( ) operation 325-326
special methods 323-324

P
|
parameters

creating classes with, in __init__ operation

309-310
passing functions as 214-215
parentheses, removing 224
pausing programs 350
peek results 30, 42
Player class 373
pointer indexes 173
pop( ) operation 249-250
positions, of elements 244-246
power functions 52, 344
prettyprint method 318
primitives 47
print keyword 33
print statements 135, 150, 202, 352
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overview 57, 89
printing
expressions 89
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programming 3-9
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advantages of learning 4
as skill 10
basic concepts 5-7
compared with baking 11-15
importance of 3-5
programs
adding nonlinearity to 145
separating from tests
overview 354-357
types of tests 357
structuring 112-117
timing with time libraries 349-350
pausing programs 350
using clocks 349
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overview 178
writing 18-19
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Python programming language 25-382
downloading 26
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installing 25-27
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IDEs 27
overview 26
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rectangular boxes 14
remainder operation 52
removing items from lists, using pop( )
operation 249-250
repeating
tasks 144-145
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return statements, functions without 201-203
returning functions

overview 198-199, 215-218

returning more than one value 200-201
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reusing code 189-191
reverse find 75
reversing lists 254-255
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rubber ducky debugging 358
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sample test cases 56
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example 208
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creating stacks 317-321
overview 317
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defining objects 314-316
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implementing methods 315-316
overview 258-259
statements
adding conditions to 110
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strings
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structuring programs 112-117
sublists 253
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syntax highlighting 41, 111
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black boxes of code 187-191
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tasks, black boxes of code (continued)
reusing code 189-191
using code modules 188
breaking into smaller tasks 184-187
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looping while condition is true 159-161
manipulating loops 164-167
using for loops vs. while loops 162-164
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subtasks 191-193
understanding 16-17
visualizing 17-18
testing 352-424
overview 15-19
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working with unittest library 353-354
TestPrime class 355
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pausing programs 350
using clocks 349
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270-271
underscore character 40

441

unit testing 355
unittest library 353-354, 361
unrolling loops 150
updating variables 42-44
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users 88-391
getting input from 91-94
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93-94
prompting users 91
reading input 92
requesting more input 94
storing input in variables 92-93
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showing output 89-90
printing expressions 89
printing multiple objects 90
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ValueError 246
values
absence of 50
creating 263-264
in dictionaries 267-269
of elements, changing 250-251
overview 38, 46
See also key-value pairs
variable assignment 113, 274
variables 44-384
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creating 42
in programming 37-38
input in variables 92-93
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overview 36-39
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visualizing tasks 17-18
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while loops
for loops vs. 162-164
overview 161
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widgets, adding 365-366
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commands directly into IPython console 30
functions 195-199, 207-208
implementing functions 197
inputs to functions 197
returns from functions 198-199
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Index



Thinking like a programmer: big ideas (continued)

Idea

Readability

Abstraction

Abstraction

Modularity

Modularity

Debugging

Debugging

Documenta-
tion

Documenta-
tion

Thinking like a programmer—details

Write code that's as simple and short as possible while being
easy to understand.

You hide implementation details from people by using your class.
Users don't need to know the implementation to use the class.

Before running a function on large input files, try it on a smaller
test file.

Divide your code into smaller pieces and test each one sepa-
rately. After you know that each separate piece works as
expected, you can put the pieces together to create your final
program.

Functions should be self-contained pieces of code that you need
to debug only once but that you can reuse many times.

Using descriptive names for methods is useful in providing quick,
at-a-glance information when tests fail.

While debugging, trace through a program. Go line by line, draw
the scope you're in, and write down any variables and their values
currently in the scope.

When faced with writing a line of code, browse the Python docu-
mentation to see what functions you can use before writing your
own.

A programmer tries to make life easier for other programmers.
Document your classes and methods, and whenever possible,
implement special methods.

Section

18.2

32.1

29.3

18.1.2

29.2

36.2

22.2.2

23.1.3

33.3
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